**Date Submitted: 10/28/19**

**Task 00: Execute provided code**

**Youtube Link:**

<https://www.youtube.com/watch?v=wQ8y6fV7J-8>

**#include** <stdint.h>

**#include** <stdbool.h>

**#include** "inc/hw\_memmap.h"

**#include** "inc/hw\_types.h"

**#include** "driverlib/gpio.h"

**#include** "driverlib/pin\_map.h"

**#include** "driverlib/sysctl.h"

**#include** "driverlib/uart.h"

**#include** "inc/hw\_ints.h"

**#include** "driverlib/interrupt.h"

//need to enable processor interrupts

//we will select receiver interrupts and receiver timeout interrupts

**int** **main**(**void**)

{

//set up the system clock

**SysCtlClockSet**(SYSCTL\_SYSDIV\_4 | SYSCTL\_USE\_PLL | SYSCTL\_OSC\_MAIN | SYSCTL\_XTAL\_16MHZ);

//enable UART0 and GPIOA peripherals

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_UART0);

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_GPIOA);

//configure pins PA0 as reciever and PA1 as the transmitter using GPIOPinConfig

**GPIOPinConfigure**(GPIO\_PA0\_U0RX);

**GPIOPinConfigure**(GPIO\_PA1\_U0TX);

**GPIOPinTypeUART**(GPIO\_PORTA\_BASE, GPIO\_PIN\_0 | GPIO\_PIN\_1);

//initialize the GPIO peripheral and pin for the LED

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_GPIOF);

**GPIOPinTypeGPIOOutput**(GPIO\_PORTF\_BASE, GPIO\_PIN\_2);

//initialize the parameters for the UART: 115200, 8-1-N

**UARTConfigSetExpClk**(UART0\_BASE, **SysCtlClockGet**(), 115200, (UART\_CONFIG\_WLEN\_8 | UART\_CONFIG\_STOP\_ONE | UART\_CONFIG\_PAR\_NONE));

**IntMasterEnable**();

**IntEnable**(INT\_UART0);

**UARTIntEnable**(UART0\_BASE, UART\_INT\_RX | UART\_INT\_RT);

//calls to create the prompt

**UARTCharPut**(UART0\_BASE, 'E');

**UARTCharPut**(UART0\_BASE, 'n');

**UARTCharPut**(UART0\_BASE, 't');

**UARTCharPut**(UART0\_BASE, 'e');

**UARTCharPut**(UART0\_BASE, 'r');

**UARTCharPut**(UART0\_BASE, ' ');

**UARTCharPut**(UART0\_BASE, 'T');

**UARTCharPut**(UART0\_BASE, 'e');

**UARTCharPut**(UART0\_BASE, 'x');

**UARTCharPut**(UART0\_BASE, 't');

**UARTCharPut**(UART0\_BASE, ':');

**UARTCharPut**(UART0\_BASE, ' ');

//if there is a character in the receiver it is read and then written to the transmitter

//this echos what you type in the terminal window

**while**(1)

{

//if(UARTCharsAvail(UART0\_BASE)) UARTCharPut(UART0\_BASE, UARTCharGet(UART0\_BASE));

}

}

**void** **UARTIntHandler**(**void**)

{

uint32\_t ui32Status;

ui32Status = **UARTIntStatus**(UART0\_BASE, true); //get interrupt status

**UARTIntClear**(UART0\_BASE, ui32Status); //clear the asserted interrupts

**while**(**UARTCharsAvail**(UART0\_BASE)) //loop while there are chars

{

**UARTCharPutNonBlocking**(UART0\_BASE, **UARTCharGetNonBlocking**(UART0\_BASE));

//echo character

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_2, GPIO\_PIN\_2); //blink LED

**SysCtlDelay**(**SysCtlClockGet**()/(1000\*3)); //delay ~1 ms

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_2, 0); //turn off LED

}

}

**------------------------------------------------------------------------------------**

**Task 01:**

In this task, I am to display the temperature on the terminal using a 0.5 timer interrupt.

Youtube Link:

<https://www.youtube.com/watch?v=CQdvMEejxic>

**Modified Schematic (if applicable):**

![](data:image/png;base64,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)![](data:image/png;base64,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)

**Pics are different values bc done at different times**

**Modified Code:**

**#include** <stdint.h>

**#include** <stdbool.h>

**#include** "inc/hw\_memmap.h"

**#include** "inc/hw\_types.h"

**#include** "driverlib/sysctl.h"

**#include** "driverlib/gpio.h"

**#include** "driverlib/pin\_map.h"

**#include** "driverlib/uart.h"

**#include** "inc/tm4c123gh6pm.h"

**#include** "driverlib/timer.h"

**#include** "driverlib/adc.h"

**#include** "driverlib/debug.h"

**#include** "driverlib/interrupt.h"

**void** **UART\_OutUDec**(uint32\_t);

**void** **UART\_OutChar**(**char** data);

uint32\_t ui32ADC0Value[1];

//volatile so that each variable cannot be optimized out by the compiler

**volatile** uint32\_t ui32TempAvg;

**volatile** uint32\_t ui32TempValueC;

**volatile** uint32\_t ui32TempValueF;

**int** **main**(**void**)

{

//set up the system clock

**SysCtlClockSet**(SYSCTL\_SYSDIV\_4 | SYSCTL\_USE\_PLL | SYSCTL\_OSC\_MAIN | SYSCTL\_XTAL\_16MHZ);

//enable UART0 and GPIOA peripherals

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_UART0);

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_GPIOA);

//configure pins PA0 as reciever and PA1 as the transmitter using GPIOPinConfig

**GPIOPinConfigure**(GPIO\_PA0\_U0RX);

**GPIOPinConfigure**(GPIO\_PA1\_U0TX);

**GPIOPinTypeUART**(GPIO\_PORTA\_BASE, GPIO\_PIN\_0 | GPIO\_PIN\_1);

//initialize the GPIO peripheral and pin for the LEDS

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_GPIOF);

**GPIOPinTypeGPIOOutput**(GPIO\_PORTF\_BASE, GPIO\_PIN\_1 | GPIO\_PIN\_2 | GPIO\_PIN\_3);

//initialize the parameters for the UART: 115200, 8-1-N

**UARTConfigSetExpClk**(UART0\_BASE, **SysCtlClockGet**(), 115200,

(UART\_CONFIG\_WLEN\_8 | UART\_CONFIG\_STOP\_ONE | UART\_CONFIG\_PAR\_NONE));

//Enable ADC0 peripheral

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_ADC0);

//hardware average of 32

**ADCHardwareOversampleConfigure**(ADC0\_BASE, 32);

//ADC will run at default rate of 1Msps

//Configure ADC sequencer 3

//want the processor to trigger the sequence and use highest priority

**ADCSequenceConfigure**(ADC0\_BASE, 3, ADC\_TRIGGER\_PROCESSOR, 0);

**ADCSequenceStepConfigure**(ADC0\_BASE, 3, 0, ADC\_CTL\_TS | ADC\_CTL\_IE | ADC\_CTL\_END);

//timer1 value

int32\_t ui32Period = (**SysCtlClockGet**() / 1);

//Timer 1 enabling and config

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_TIMER1);

**TimerConfigure**(TIMER1\_BASE, TIMER\_CFG\_PERIODIC);

**TimerLoadSet**(TIMER1\_BASE, TIMER\_A, 5 \* (**SysCtlClockGet**() / 10));

//Enabling interrupts

**IntEnable**(INT\_TIMER1A);

**TimerIntEnable**(TIMER1\_BASE, TIMER\_TIMA\_TIMEOUT);

**TimerEnable**(TIMER1\_BASE, TIMER\_A);

**IntMasterEnable**();

//Enabling ADC interrupts

**ADCSequenceEnable**(ADC0\_BASE, 3);

**ADCIntEnable**(ADC0\_BASE, 3);

**while** (1)

{

}

}

**void** **Timer1IntHandler**(**void**)

{

int32\_t ui32PeriodHigh = 0.5 \* (**SysCtlClockGet**());

//Clear timer interrupt

**TimerIntClear**(TIMER1\_BASE, TIMER\_TIMA\_TIMEOUT);

//Set the value of timer

**TimerLoadSet**(TIMER1\_BASE, TIMER\_A, ui32PeriodHigh);

//clear interrupt flags

**ADCIntClear**(ADC0\_BASE, 3);

//trigger ADC conversion with software

**ADCProcessorTrigger**(ADC0\_BASE, 3);

//wait for conversion

**while** (!**ADCIntStatus**(ADC0\_BASE, 3, false))

{

}

//get data from a buffer in memory

**ADCSequenceDataGet**(ADC0\_BASE, 3, ui32ADC0Value);

//Gets the value form array

**ADCSequenceDataGet**(ADC0\_BASE, 3, ui32ADC0Value);

//Calculates temp

ui32TempValueC = (1475 - ((2475 \* ui32ADC0Value[0])) / 4096) / 10;

ui32TempValueF = ((ui32TempValueC \* 9) + 160) / 5;

//printing to terminal

**UARTCharPut**(UART0\_BASE, 'T');

**UARTCharPut**(UART0\_BASE, 'e');

**UARTCharPut**(UART0\_BASE, 'm');

**UARTCharPut**(UART0\_BASE, 'p');

**UARTCharPut**(UART0\_BASE, 'F');

**UARTCharPut**(UART0\_BASE, ':');

**UARTCharPut**(UART0\_BASE, ' ');

UART\_OutUDec(ui32TempValueF);

**UARTCharPut**(UART0\_BASE, '\n');

**UARTCharPut**(UART0\_BASE, '\r');

}

**void** **UART\_OutUDec**(uint32\_t n)

{

**if** (n >= 10) {

UART\_OutUDec(n / 10);

n = n % 10;

}

UART\_OutChar(n + '0');

}

**void** **UART\_OutChar**(**char** data)

{

**while** ((UART0\_FR\_R&UART\_FR\_TXFF) != 0);

UART0\_DR\_R = data;

}

**------------------------------------------------------------------------------------**

**Task 02:**

In this task, I am to create a user interface using UART. If ‘B’ is pressed, then the Blue led will turn on. If ‘b’ is pressed, then the Blue led will turn off. If ‘R’ is pressed, then the red led will turn on and if ‘r’ is pressed then it will turn off. If ‘G’ is pressed, then the Green LED will turn on else ‘g’ will turn it off. If ‘T’ is pressed, then it will display the temperature.

Youtube Link:

<https://www.youtube.com/watch?v=9ljQR9L-Rtk>

**Modified Schematic (if applicable):**

**None**

**Modified Code:**

**// Insert code here**

**#include** <stdint.h>

**#include** <stdbool.h>

**#include** "inc/hw\_memmap.h"

**#include** "inc/hw\_types.h"

**#include** "driverlib/sysctl.h"

**#include** "driverlib/gpio.h"

**#include** "driverlib/pin\_map.h"

**#include** "driverlib/uart.h"

**#include** "inc/tm4c123gh6pm.h"

**#include** "driverlib/adc.h"

**#include** "driverlib/debug.h"

**#include** "driverlib/interrupt.h"

**void** **UART\_OutUDec**(uint32\_t);

**void** **UART\_OutChar**(**char** data);

uint32\_t ui32ADC0Value[1];

//volatile so that each variable cannot be optimized out by the compiler

**volatile** uint32\_t ui32TempAvg;

**volatile** uint32\_t ui32TempValueC;

**volatile** uint32\_t ui32TempValueF;

**int** **main**(**void**)

{

//set up the system clock

**SysCtlClockSet**(SYSCTL\_SYSDIV\_4 | SYSCTL\_USE\_PLL | SYSCTL\_OSC\_MAIN | SYSCTL\_XTAL\_16MHZ);

//enable UART0 and GPIOA peripherals

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_UART0);

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_GPIOA);

//configure pins PA0 as reciever and PA1 as the transmitter using GPIOPinConfig

**GPIOPinConfigure**(GPIO\_PA0\_U0RX);

**GPIOPinConfigure**(GPIO\_PA1\_U0TX);

**GPIOPinTypeUART**(GPIO\_PORTA\_BASE, GPIO\_PIN\_0 | GPIO\_PIN\_1);

//initialize the GPIO peripheral and pin for the LEDS

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_GPIOF);

**GPIOPinTypeGPIOOutput**(GPIO\_PORTF\_BASE, GPIO\_PIN\_1 | GPIO\_PIN\_2 | GPIO\_PIN\_3);

//Enable ADC0 peripheral

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_ADC0);

//hardware average of 32

**ADCHardwareOversampleConfigure**(ADC0\_BASE, 32);

**ADCSequenceConfigure**(ADC0\_BASE, 3, ADC\_TRIGGER\_PROCESSOR, 0);

**ADCSequenceStepConfigure**(ADC0\_BASE, 3, 0, ADC\_CTL\_TS | ADC\_CTL\_IE | ADC\_CTL\_END);

//ADC will run at default rate of 1Msps

//Configure ADC sequencer 3

//want the processor to trigger the sequence and use highest priority

**UARTConfigSetExpClk**(UART0\_BASE, **SysCtlClockGet**(), 115200,

(UART\_CONFIG\_WLEN\_8 | UART\_CONFIG\_STOP\_ONE | UART\_CONFIG\_PAR\_NONE));

//Enabling UART interrupts

**IntMasterEnable**();

**IntEnable**(INT\_UART0);

**UARTIntEnable**(UART0\_BASE, UART\_INT\_RX | UART\_INT\_RT);

//Enabling ADC interrupts

**ADCSequenceEnable**(ADC0\_BASE, 3);

**ADCIntEnable**(ADC0\_BASE, 3);

**while** (1)

{

}

}

**void** **UARTIntHandler**(**void**)

{

uint32\_t ui32Status;

ui32Status = **UARTIntStatus**(UART0\_BASE, true); //get interrupt status

**UARTIntClear**(UART0\_BASE, ui32Status); //clear the asserted interrupts

//Turn on Blue LED

**if**(**UARTCharGet**(UART0\_BASE) == 'B')

{

**UARTCharPut**(UART0\_BASE, 'B');

**UARTCharPut**(UART0\_BASE, 'l');

**UARTCharPut**(UART0\_BASE, 'u');

**UARTCharPut**(UART0\_BASE, 'e');

**UARTCharPut**(UART0\_BASE, ' ');

**UARTCharPut**(UART0\_BASE, 'O');

**UARTCharPut**(UART0\_BASE, 'n');

**UARTCharPut**(UART0\_BASE, '\n');

**UARTCharPut**(UART0\_BASE, '\r');

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_2, GPIO\_PIN\_2); //blink LED

**SysCtlDelay**(10000000);

}

//Turn off Blue LED

**if**(**UARTCharGet**(UART0\_BASE) == 'b')

{

**UARTCharPut**(UART0\_BASE, 'B');

**UARTCharPut**(UART0\_BASE, 'l');

**UARTCharPut**(UART0\_BASE, 'u');

**UARTCharPut**(UART0\_BASE, 'e');

**UARTCharPut**(UART0\_BASE, ' ');

**UARTCharPut**(UART0\_BASE, 'O');

**UARTCharPut**(UART0\_BASE, 'f');

**UARTCharPut**(UART0\_BASE, 'f');

**UARTCharPut**(UART0\_BASE, '\n');

**UARTCharPut**(UART0\_BASE, '\r');

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_2, 0); //blink LED

**SysCtlDelay**(10000000);

}

//Turn on Red LED

**if**(**UARTCharGet**(UART0\_BASE) == 'R')

{

**UARTCharPut**(UART0\_BASE, 'R');

**UARTCharPut**(UART0\_BASE, 'e');

**UARTCharPut**(UART0\_BASE, 'd');

**UARTCharPut**(UART0\_BASE, ' ');

**UARTCharPut**(UART0\_BASE, 'O');

**UARTCharPut**(UART0\_BASE, 'n');

**UARTCharPut**(UART0\_BASE, '\n');

**UARTCharPut**(UART0\_BASE, '\r');

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_1, 2); //blink LED

**SysCtlDelay**(10000000);

}

//Turn off Red LED

**if**(**UARTCharGet**(UART0\_BASE) == 'r')

{

**UARTCharPut**(UART0\_BASE, 'R');

**UARTCharPut**(UART0\_BASE, 'e');

**UARTCharPut**(UART0\_BASE, 'd');

**UARTCharPut**(UART0\_BASE, ' ');

**UARTCharPut**(UART0\_BASE, 'O');

**UARTCharPut**(UART0\_BASE, 'f');

**UARTCharPut**(UART0\_BASE, 'f');

**UARTCharPut**(UART0\_BASE, '\n');

**UARTCharPut**(UART0\_BASE, '\r');

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_1, 0); //blink LED

**SysCtlDelay**(10000000);

}

//Turn on Green LED

**if**(**UARTCharGet**(UART0\_BASE) == 'G')

{

**UARTCharPut**(UART0\_BASE, 'G');

**UARTCharPut**(UART0\_BASE, 'r');

**UARTCharPut**(UART0\_BASE, 'e');

**UARTCharPut**(UART0\_BASE, 'e');

**UARTCharPut**(UART0\_BASE, 'n');

**UARTCharPut**(UART0\_BASE, ' ');

**UARTCharPut**(UART0\_BASE, 'O');

**UARTCharPut**(UART0\_BASE, 'n');

**UARTCharPut**(UART0\_BASE, '\n');

**UARTCharPut**(UART0\_BASE, '\r');

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_3, 8); //blink LED

**SysCtlDelay**(10000000);

}

//Turn off Green LED

**if**(**UARTCharGet**(UART0\_BASE) == 'g')

{

**UARTCharPut**(UART0\_BASE, 'G');

**UARTCharPut**(UART0\_BASE, 'r');

**UARTCharPut**(UART0\_BASE, 'e');

**UARTCharPut**(UART0\_BASE, 'e');

**UARTCharPut**(UART0\_BASE, 'n');

**UARTCharPut**(UART0\_BASE, ' ');

**UARTCharPut**(UART0\_BASE, 'O');

**UARTCharPut**(UART0\_BASE, 'f');

**UARTCharPut**(UART0\_BASE, 'f');

**UARTCharPut**(UART0\_BASE, '\n');

**UARTCharPut**(UART0\_BASE, '\r');

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_3, 0); //blink LED

**SysCtlDelay**(10000000);

}

//Display Temp if T is pressed

**if**(**UARTCharGet**(UART0\_BASE) == 'T')

{

//clear interrupt flags

**ADCIntClear**(ADC0\_BASE, 3);

//trigger ADC conversion with software

**ADCProcessorTrigger**(ADC0\_BASE, 3);

//wait for conversion

**while** (!**ADCIntStatus**(ADC0\_BASE, 3, false))

{

}

//get data from a buffer in memory

**ADCSequenceDataGet**(ADC0\_BASE, 3, ui32ADC0Value);

//Calculates temp

ui32TempValueC = (1475 - ((2475 \* ui32ADC0Value[0])) / 4096) / 10;

ui32TempValueF = ((ui32TempValueC \* 9) + 160) / 5;

**UARTCharPut**(UART0\_BASE, 'T');

**UARTCharPut**(UART0\_BASE, 'e');

**UARTCharPut**(UART0\_BASE, 'm');

**UARTCharPut**(UART0\_BASE, 'p');

**UARTCharPut**(UART0\_BASE, 'F');

**UARTCharPut**(UART0\_BASE, ':');

**UARTCharPut**(UART0\_BASE, ' ');

UART\_OutUDec(ui32TempValueF);

**UARTCharPut**(UART0\_BASE, '\n');

**UARTCharPut**(UART0\_BASE, '\r');

}

}

**void** **UART\_OutUDec**(uint32\_t n)

{

**if** (n >= 10) {

UART\_OutUDec(n / 10);

n = n % 10;

}

UART\_OutChar(n + '0');

}

**void** **UART\_OutChar**(**char** data)

{

**while** ((UART0\_FR\_R&UART\_FR\_TXFF) != 0);

UART0\_DR\_R = data;

}

**------------------------------------------------------------------------------------**