Extracting purse-seine catch and length compostion data for yellowfin in 2000-2022
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This example code demonstrates how to extract the purse-seine catch and length composition data for the stock assessment of yellowfin tuna in the eastern Pacific Ocean. Data are extracted for yellowfin between 2000 and 2022 based on the R package *BSE* (version 1.2.2). The package can be installed using devtools::install\_github('HaikunXu/BSE',ref='main'). Fishery definition for this data extraction is based on the benchmark assessment conducted in 2020.

* Step 1: set up some directories and parameters for the extraction

# devtools::install\_github('HaikunXu/BSE',ref='main')   
library(BSE)  
library(tidyverse)

## Warning: package 'tidyverse' was built under R version 4.2.3

## Warning: package 'ggplot2' was built under R version 4.2.3

## Warning: package 'tibble' was built under R version 4.2.3

## Warning: package 'tidyr' was built under R version 4.2.3

## Warning: package 'readr' was built under R version 4.2.3

## Warning: package 'purrr' was built under R version 4.2.3

## Warning: package 'dplyr' was built under R version 4.2.3

## Warning: package 'stringr' was built under R version 4.2.3

## Warning: package 'forcats' was built under R version 4.2.3

## Warning: package 'lubridate' was built under R version 4.2.3

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.2 ✔ readr 2.1.4  
## ✔ forcats 1.0.0 ✔ stringr 1.5.0  
## ✔ ggplot2 3.4.2 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.2 ✔ tidyr 1.3.0  
## ✔ purrr 1.0.1   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

# Load the base files (please ask Haikun to get those data)  
raw\_data\_dir <- "D:/OneDrive - IATTC/IATTC/2023/SAC14/YFT SSIs/DEL/Database/"  
# the directory where output will be saved  
save\_dir <- "D:/OneDrive - IATTC/IATTC/2022/BSE stuff from Cleridy/YFT/"  
yr.start <- 2000  
yr.end <- 2022  
Species <- "YFT"  
grow.increments <- grow.increments.betyftskj # the growth increment matrix

* Step 2: lightly process the raw data so that they can be easily used in rest of steps

# Get the total unloads for the PS fleet  
total.unlds <- read.unloads.f(raw\_data\_dir,"Unloading2000-2022.txt",yr.start,yr.end)  
# Get the CAE+IDM data  
cae <- read.cae.f(raw\_data\_dir,"CAE-LatLon2000-2022.txt",yr.start,yr.end)

## Warning in scan(file = file, what = what, sep = sep, quote = quote, dec = dec,  
## : number of items read is not a multiple of the number of columns

# Get the length-frequency data (length in millimeters)  
lfmm <- read.lfmmdata.f(raw\_data\_dir,"LengthMM2000-2022.txt")  
# Get the grouped length-frequency output  
lfgrpd <- read.lengthfreq.f(raw\_data\_dir,"LengthFreq2000-2022.txt")

* Step 3: compile the OBJ catch and composition data for YFT

PS <- "OBJ"  
area.substitution.mat<- matrix(  
 c(1, 2, 3,  
 2, 1, 3,  
 3, 2, 1),  
 ncol = 3,  
 byrow = TRUE  
)  
  
#fishery substitute matrix  
my.FOmatrix <- matrix(paste0("FO.A", area.substitution.mat),ncol=ncol(area.substitution.mat))  
my.UNmatrix <- matrix(paste0("UN.A", area.substitution.mat),ncol=ncol(area.substitution.mat))  
my.DPmatrix <- matrix(paste0("DP.A", area.substitution.mat),ncol=ncol(area.substitution.mat))  
  
cae.stratflg <- create.strat.flg.f(cae$latc5,cae$lonc5,is.lwrght=F,cae$month,cae$setype,cae$class,PS=PS,Species=Species)

## Joining with `by = join\_by(lat, lon)`

lfgrpd.stratflg <- create.strat.flg.f(lfgrpd$lat.5deg,lfgrpd$lon.5deg,is.lwrght=T,floor(lfgrpd$moda/100),lfgrpd$setype,lfgrpd$class,PS=PS,Species=Species)

## Joining with `by = join\_by(lat, lon)`

Check the strata definition for OBJ in both cae and lf data sets to make sure that they are correct

check.strat.flg.f(cae$latc5,cae$lonc5,cae.stratflg)
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check.strat.flg.f(lfgrpd$lat.5deg,lfgrpd$lon.5deg,lfgrpd.stratflg)
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Loop through every year between yr.start and yr.end to get catch and composition data for YFT in the OBJ fishery

for(year in yr.start:yr.end) {  
 # print(paste0("Year: ",year))  
   
 # print("Step 1: get well estimates")  
 well.estimates <- well.estimates.f(lfgrpd[lfgrpd$year.firstset==year,],lfmm)  
   
 # print("Step 2: get catch estimates")  
 catch.estimates <- get.catch.estimates.f(cae,cae.stratflg,total.unlds,lfgrpd,lfgrpd.stratflg,lfmm,year,2,well.estimates,area.substitution.mat,grow.increments,PS=PS,Species=Species,my.FOmatrix,my.UNmatrix,my.DPmatrix)  
   
 # print("Step 3: get fishery estimates")  
 fishery.estimates <- fishery.estimates.f(catch.estimates$stratum.estimates.withsamps,catch.estimates$stratum.estimates.NOsamps,year,PS=PS,Species=Species)  
   
 assign(paste0("fishery.estimates.", year), fishery.estimates, pos=1)  
}
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# save middle-step data as a record  
save(list=objects(pat="fishery.estimates"),file=paste0(save\_dir,"YFT\_",PS,"\_2000-2022.RData"))

Get final OBJ catch and comp output for the stock assessment

YFT.OBJ.Catch.20002022<-compile.catch.output.f(yr.start,yr.end,PS=PS,Species=Species,c("A1","A2","A3")) # five OBJ fisheries  
YFT.OBJ.Comp.20002022<-compile.sizecomps.output.f(yr.start,yr.end,PS=PS,Species=Species)

* Step 4: compile the NOA catch and composition data for YFT

PS <- "NOA"  
  
cae.stratflg <- create.strat.flg.f(cae$latc5,cae$lonc5,is.lwrght=F,cae$month,cae$setype,cae$class,PS=PS,Species=Species)

## Joining with `by = join\_by(lat, lon)`

lfgrpd.stratflg <- create.strat.flg.f(lfgrpd$lat.5deg,lfgrpd$lon.5deg,is.lwrght=T,floor(lfgrpd$moda/100),lfgrpd$setype,lfgrpd$class,PS=PS,Species=Species)

## Joining with `by = join\_by(lat, lon)`

Check the strata definition for NOA in both cae and lf data sets to make sure that they are correct

check.strat.flg.f(cae$latc5,cae$lonc5,cae.stratflg)
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check.strat.flg.f(lfgrpd$lat.5deg,lfgrpd$lon.5deg,lfgrpd.stratflg)

![](data:image/png;base64,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)

Loop through every year between yr.start and yr.end to get catch and composition data for YFT in the NOA fishery

for(year in yr.start:yr.end) {  
 # print(paste0("Year: ",year))  
   
 # print("Step 1: get well estimates")  
 well.estimates <- well.estimates.f(lfgrpd[lfgrpd$year.firstset==year,],lfmm)  
   
 # print("Step 2: get catch estimates")  
 catch.estimates <- get.catch.estimates.f(cae,cae.stratflg,total.unlds,lfgrpd,lfgrpd.stratflg,lfmm,year,2,well.estimates,area.substitution.mat,grow.increments,PS=PS,Species=Species,my.FOmatrix,my.UNmatrix,my.DPmatrix)  
   
 # print("Step 3: get fishery estimates")  
 fishery.estimates <- fishery.estimates.f(catch.estimates$stratum.estimates.withsamps,catch.estimates$stratum.estimates.NOsamps,year,PS=PS,Species=Species)  
   
 assign(paste0("fishery.estimates.", year), fishery.estimates, pos=1)  
}
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# save middle-step data as a record  
save(list=objects(pat="fishery.estimates"),file=paste0(save\_dir,"YFT\_",PS,"\_2000-2022.RData"))

Get final NOA catch and comp output for the stock assessment

YFT.NOA.Catch.20002022<-compile.catch.output.f(yr.start,yr.end,PS=PS,Species=Species,c("A1","A2","A3")) # four NOA fisheries  
YFT.NOA.Comp.20002022<-compile.sizecomps.output.f(yr.start,yr.end,PS=PS,Species=Species)

* Step 5: compile the DEL catch and composition data for YFT

PS <- "DEL"  
  
cae.stratflg <- create.strat.flg.f(cae$latc5,cae$lonc5,is.lwrght=F,cae$month,cae$setype,cae$class,PS=PS,Species=Species)

## Joining with `by = join\_by(lat, lon)`

lfgrpd.stratflg <- create.strat.flg.f(lfgrpd$lat.5deg,lfgrpd$lon.5deg,is.lwrght=T,floor(lfgrpd$moda/100),lfgrpd$setype,lfgrpd$class,PS=PS,Species=Species)

## Joining with `by = join\_by(lat, lon)`

Check the strata definition for DEL in both cae and lf data sets to make sure that they are correct

check.strat.flg.f(cae$latc5,cae$lonc5,cae.stratflg)
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check.strat.flg.f(lfgrpd$lat.5deg,lfgrpd$lon.5deg,lfgrpd.stratflg)
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Loop through every year between yr.start and yr.end to get catch and composition data for YFT in the DEL fishery

for(year in yr.start:yr.end) {  
 # print(paste0("Year: ",year))  
   
 # print("Step 1: get well estimates")  
 well.estimates <- well.estimates.f(lfgrpd[lfgrpd$year.firstset==year,],lfmm)  
   
 # print("Step 2: get catch estimates")  
 catch.estimates <- get.catch.estimates.f(cae,cae.stratflg,total.unlds,lfgrpd,lfgrpd.stratflg,lfmm,year,2,well.estimates,area.substitution.mat,grow.increments,PS=PS,Species=Species,my.FOmatrix,my.UNmatrix,my.DPmatrix)  
   
 # print("Step 3: get fishery estimates")  
 fishery.estimates <- fishery.estimates.f(catch.estimates$stratum.estimates.withsamps,catch.estimates$stratum.estimates.NOsamps,year,PS=PS,Species=Species)  
   
 assign(paste0("fishery.estimates.", year), fishery.estimates, pos=1)  
}
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## Joining with `by = join\_by(lat, lon)`

# save middle-step data as a record  
save(list=objects(pat="fishery.estimates"),file=paste0(save\_dir,"YFT\_",PS,"\_2000-2022.RData"))

Get final DEL catch and comp output for the stock assessment

YFT.DEL.Catch.20002022<-compile.catch.output.f(yr.start,yr.end,PS=PS,Species=Species,c("A1","A2","A3")) # two DEL fisheries  
YFT.DEL.Comp.20002022<-compile.sizecomps.output.f(yr.start,yr.end,PS=PS,Species=Species)

* Step 6: save all results for YFT as csv files

write.csv(YFT.OBJ.Catch.20002022,file=paste0(save\_dir,"YFT.OBJ.Catch.20002022.csv"),row.names = FALSE)  
write.csv(YFT.OBJ.Comp.20002022,file=paste0(save\_dir,"YFT.OBJ.Comp.20002022.csv"),row.names = FALSE)  
write.csv(YFT.NOA.Catch.20002022,file=paste0(save\_dir,"YFT.NOA.Catch.20002022.csv"),row.names = FALSE)  
write.csv(YFT.NOA.Comp.20002022,file=paste0(save\_dir,"YFT.NOA.Comp.20002022.csv"),row.names = FALSE)  
write.csv(YFT.DEL.Catch.20002022,file=paste0(save\_dir,"YFT.DEL.Catch.20002022.csv"),row.names = FALSE)  
write.csv(YFT.DEL.Comp.20002022,file=paste0(save\_dir,"YFT.DEL.Comp.20002022.csv"),row.names = FALSE)