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This example code demonstrates how to extract the purse-seine catch and length composition data for the stock assessment of yellowfin tuna in the eastern Pacific Ocean. Data are extracted for yellowfin between 2000 and 2022 based on the R package *BSE* (version 1.2.2). The package can be installed using devtools::install\_github('HaikunXu/BSE',ref='main'). Fishery definition for this data extraction is based on the benchmark assessment conducted in 2020.

* Step 1: set up some directories and parameters for the extraction

# devtools::install\_github('HaikunXu/BSE',ref='main')   
library(BSE)  
library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.4 ✔ readr 2.1.5  
## ✔ forcats 1.0.0 ✔ stringr 1.5.1  
## ✔ ggplot2 3.5.1 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.3 ✔ tidyr 1.3.1  
## ✔ purrr 1.0.2   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

# Load the base files (please ask Haikun to get those data)  
raw\_data\_dir <- "D:/OneDrive - IATTC/IATTC/2024/SAC15/PS Database/"  
# the directory where output will be saved  
save\_dir <- "D:/OneDrive - IATTC/IATTC/2022/BSE stuff from Cleridy/YFT/"  
yr.start <- 2000  
yr.end <- 2023  
Species <- "YFT"  
grow.increments <- grow.increments.betyftskj # the growth increment matrix  
  
area.substitution.mat.OBJ <- matrix(  
 c(1, 2, 4, 3, 5,  
 2, 1, 4, 3, 5,  
 3, 4, 2, 1, 5,  
 4, 3, 2, 5, 1,  
 5, 4, 3, 2, 1),  
 ncol = 5,  
 byrow = TRUE  
)  
  
area.substitution.mat.NOA <- matrix(  
 c(1, 2, 4, 3, 5,  
 2, 1, 4, 3, 5,  
 3, 4, 2, 1, 5,  
 4, 3, 2, 5, 1,  
 5, 4, 3, 2, 1),  
 ncol = 5,  
 byrow = TRUE  
)  
  
area.substitution.mat.DEL <- matrix(  
 c(1, 2, 4, 3,  
 2, 1, 4, 3,  
 3, 4, 2, 1,  
 4, 3, 2, 1),  
 ncol = 4,  
 byrow = TRUE  
)  
  
#fishery substitute matrix  
my.FOmatrix <- matrix(paste0("FO.A", area.substitution.mat.OBJ),ncol=ncol(area.substitution.mat.OBJ))  
  
my.UNmatrix <- matrix(paste0("UN.A", area.substitution.mat.NOA),ncol=ncol(area.substitution.mat.NOA))  
  
my.DPmatrix <- matrix(paste0("DP.A", area.substitution.mat.DEL),ncol=ncol(area.substitution.mat.DEL))

* Step 2: lightly process the raw data so that they can be easily used in rest of steps

# Get the total unloads for the PS fleet  
total.unlds <- read.unloads.f(raw\_data\_dir,"Unloading2000-2023.txt",yr.start,yr.end)  
# Get the CAE+IDM data  
cae <- read.cae.f(raw\_data\_dir,"CAE-LatLon2000-2023.txt",yr.start,yr.end)  
# Get the length-frequency data (length in millimeters)  
lfmm <- read.lfmmdata.f(raw\_data\_dir,"LengthMM2000-2023.txt")  
# Get the grouped length-frequency output  
lfgrpd <- read.lengthfreq.f(raw\_data\_dir,"LengthFreq2000-2023.txt")

* Step 3: compile the OBJ catch and composition data for YFT

PS <- "OBJ"  
area.substitution.mat <- area.substitution.mat.OBJ  
  
cae.stratflg <- create.strat.flg.f(cae$latc5,cae$lonc5,is.lwrght=F,cae$month,cae$setype,cae$class,PS=PS,Species=Species)

## Joining with `by = join\_by(lat, lon)`

lfgrpd.stratflg <- create.strat.flg.f(lfgrpd$lat.5deg,lfgrpd$lon.5deg,is.lwrght=T,floor(lfgrpd$moda/100),lfgrpd$setype,lfgrpd$class,PS=PS,Species=Species)

## Joining with `by = join\_by(lat, lon)`

Check the strata definition for OBJ in both cae and lf data sets to make sure that they are correct

check.strat.flg.f(cae$latc5,cae$lonc5,cae.stratflg)
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# check.strat.flg.f(lfgrpd$lat.5deg,lfgrpd$lon.5deg,lfgrpd.stratflg)

Loop through every year between yr.start and yr.end to get catch and composition data for YFT in the OBJ fishery

for(year in yr.start:yr.end) {  
 print(paste0("Year: ",year))  
   
 # print("Step 1: get well estimates")  
 well.estimates <- well.estimates.f(lfgrpd[lfgrpd$year.firstset==year,],lfmm)  
   
 # print("Step 2: get catch estimates")  
 catch.estimates <- get.catch.estimates.f(cae,cae.stratflg,total.unlds,lfgrpd,lfgrpd.stratflg,lfmm,year,2,well.estimates,area.substitution.mat,grow.increments,PS=PS,Species=Species,my.FOmatrix,my.UNmatrix,my.DPmatrix)  
   
 # print("Step 3: get fishery estimates")  
 fishery.estimates <- fishery.estimates.f(catch.estimates$stratum.estimates.withsamps,catch.estimates$stratum.estimates.NOsamps,year,PS=PS,Species=Species)  
   
 assign(paste0("fishery.estimates.", year), fishery.estimates, pos=1)  
}
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# save middle-step data as a record  
save(list=objects(pat="fishery.estimates"),file=paste0(save\_dir,"YFT\_",PS,"\_2000-2023.RData"))

Get final OBJ catch and comp output for the stock assessment

YFT.OBJ.Catch.20002023<-compile.catch.output.f(yr.start,yr.end,PS=PS,Species=Species,c("A1","A2","A3","A4","A5")) # five OBJ fisheries  
YFT.OBJ.Comp.20002023<-compile.sizecomps.output.f(yr.start,yr.end,PS=PS,Species=Species)

* Step 4: compile the NOA catch and composition data for YFT

PS <- "NOA"  
area.substitution.mat <- area.substitution.mat.NOA  
  
cae.stratflg <- create.strat.flg.f(cae$latc5,cae$lonc5,is.lwrght=F,cae$month,cae$setype,cae$class,PS=PS,Species=Species)

## Joining with `by = join\_by(lat, lon)`

lfgrpd.stratflg <- create.strat.flg.f(lfgrpd$lat.5deg,lfgrpd$lon.5deg,is.lwrght=T,floor(lfgrpd$moda/100),lfgrpd$setype,lfgrpd$class,PS=PS,Species=Species)

## Joining with `by = join\_by(lat, lon)`

Check the strata definition for NOA in both cae and lf data sets to make sure that they are correct

check.strat.flg.f(cae$latc5,cae$lonc5,cae.stratflg)

![](data:image/png;base64,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)

check.strat.flg.f(lfgrpd$lat.5deg,lfgrpd$lon.5deg,lfgrpd.stratflg)

![](data:image/png;base64,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)

Loop through every year between yr.start and yr.end to get catch and composition data for YFT in the NOA fishery

for(year in yr.start:yr.end) {  
 print(paste0("Year: ",year))  
   
 # print("Step 1: get well estimates")  
 well.estimates <- well.estimates.f(lfgrpd[lfgrpd$year.firstset==year,],lfmm)  
   
 # print("Step 2: get catch estimates")  
 catch.estimates <- get.catch.estimates.f(cae,cae.stratflg,total.unlds,lfgrpd,lfgrpd.stratflg,lfmm,year,2,well.estimates,area.substitution.mat,grow.increments,PS=PS,Species=Species,my.FOmatrix,my.UNmatrix,my.DPmatrix)  
   
 # print("Step 3: get fishery estimates")  
 fishery.estimates <- fishery.estimates.f(catch.estimates$stratum.estimates.withsamps,catch.estimates$stratum.estimates.NOsamps,year,PS=PS,Species=Species)  
   
 assign(paste0("fishery.estimates.", year), fishery.estimates, pos=1)  
}
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## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
## Joining with `by = join\_by(lat, lon)`  
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# save middle-step data as a record  
save(list=objects(pat="fishery.estimates"),file=paste0(save\_dir,"YFT\_",PS,"\_2000-2023.RData"))

Get final NOA catch and comp output for the stock assessment

YFT.NOA.Catch.20002023<-compile.catch.output.f(yr.start,yr.end,PS=PS,Species=Species,c("A1","A2","A3","A4","A5")) # four NOA fisheries  
YFT.NOA.Comp.20002023<-compile.sizecomps.output.f(yr.start,yr.end,PS=PS,Species=Species)

* Step 5: compile the DEL catch and composition data for YFT

PS <- "DEL"  
area.substitution.mat <- area.substitution.mat.DEL  
  
cae.stratflg <- create.strat.flg.f(cae$latc5,cae$lonc5,is.lwrght=F,cae$month,cae$setype,cae$class,PS=PS,Species=Species)

## Joining with `by = join\_by(lat, lon)`

lfgrpd.stratflg <- create.strat.flg.f(lfgrpd$lat.5deg,lfgrpd$lon.5deg,is.lwrght=T,floor(lfgrpd$moda/100),lfgrpd$setype,lfgrpd$class,PS=PS,Species=Species)

## Joining with `by = join\_by(lat, lon)`

Check the strata definition for DEL in both cae and lf data sets to make sure that they are correct

check.strat.flg.f(cae$latc5,cae$lonc5,cae.stratflg)
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# check.strat.flg.f(lfgrpd$lat.5deg,lfgrpd$lon.5deg,lfgrpd.stratflg)

Loop through every year between yr.start and yr.end to get catch and composition data for YFT in the DEL fishery

for(year in yr.start:yr.end) {  
 print(paste0("Year: ",year))  
   
 # print("Step 1: get well estimates")  
 well.estimates <- well.estimates.f(lfgrpd[lfgrpd$year.firstset==year,],lfmm)  
   
 # print("Step 2: get catch estimates")  
 catch.estimates <- get.catch.estimates.f(cae,cae.stratflg,total.unlds,lfgrpd,lfgrpd.stratflg,lfmm,year,2,well.estimates,area.substitution.mat,grow.increments,PS=PS,Species=Species,my.FOmatrix,my.UNmatrix,my.DPmatrix)  
   
 # print("Step 3: get fishery estimates")  
 fishery.estimates <- fishery.estimates.f(catch.estimates$stratum.estimates.withsamps,catch.estimates$stratum.estimates.NOsamps,year,PS=PS,Species=Species)  
   
 assign(paste0("fishery.estimates.", year), fishery.estimates, pos=1)  
}

## Joining with `by = join\_by(lat, lon)`  
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# save middle-step data as a record  
save(list=objects(pat="fishery.estimates"),file=paste0(save\_dir,"YFT\_",PS,"\_2000-2023.RData"))

Get final DEL catch and comp output for the stock assessment

YFT.DEL.Catch.20002023<-compile.catch.output.f(yr.start,yr.end,PS=PS,Species=Species,c("A1","A2","A3","A4")) # two DEL fisheries  
YFT.DEL.Comp.20002023<-compile.sizecomps.output.f(yr.start,yr.end,PS=PS,Species=Species)

* Step 6: save all results for YFT as csv files

write.csv(YFT.OBJ.Catch.20002023,file=paste0(save\_dir,"YFT.OBJ.Catch.20002023.csv"),row.names = FALSE)  
write.csv(YFT.OBJ.Comp.20002023,file=paste0(save\_dir,"YFT.OBJ.Comp.20002023.csv"),row.names = FALSE)  
write.csv(YFT.NOA.Catch.20002023,file=paste0(save\_dir,"YFT.NOA.Catch.20002023.csv"),row.names = FALSE)  
write.csv(YFT.NOA.Comp.20002023,file=paste0(save\_dir,"YFT.NOA.Comp.20002023.csv"),row.names = FALSE)  
write.csv(YFT.DEL.Catch.20002023,file=paste0(save\_dir,"YFT.DEL.Catch.20002023.csv"),row.names = FALSE)  
write.csv(YFT.DEL.Comp.20002023,file=paste0(save\_dir,"YFT.DEL.Comp.20002023.csv"),row.names = FALSE)