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**Часть 1:**

**Цель работы:**

1. Уметь устанавливать и подключать к программе внешние библиотеки.
2. Уметь использовать типовые элементы API: функции обратного вызова, битовые флаги и маски, массивы и строки C.
3. Уметь работать с параметрами командной строки программы.

**Часть 2:**

**Цель работы:**

1. Уметь применять побитовые операции для типовых сценариев.
2. Уметь работать с API, принимающими указатели, в том числе строки C.
3. Знать характерные особенности документации на API библиотек.

**Индивидуальное задание (вариант 6):**

С помощью функции curl\_easy\_getinfo () печатайте на стандартный вывод ошибок размер файла, загружаемого по сети. Оставить при этом 6 вариант из ЛР №3.

**Решение:**

В коде использовалась функция библиотеки curl если res отвечающий за код ошибки не имел какого-либо номера ошибки. Пример использования описан в методичке работы с curl.![](data:image/png;base64,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)

**Код:**

**Main.cpp:**

#include <iostream>

#include <vector>

#include <sstream>

#include <string>

using namespace std;

#include "histogram.h"

#include <curl/curl.h>

Input read\_input (istream& in, bool prompt)

{

Input data;

if (prompt)

{

cerr << "Enter number count: ";

in >> data.number\_count;

cerr << "Enter numbers: ";

data.numbers = input\_numbers(in, data.number\_count);

cerr << "Enter bin count: ";

in >> data.bin\_count;

cerr << "Enter color" << ": " << '\n';

data.color = colorsvg(in, data.bin\_count);

}

else

{

in >> data.number\_count;

data.numbers = input\_numbers(in, data.number\_count);

in >> data.bin\_count;

data.color = colorsvg(in, data.bin\_count);

}

return data;

}

size\_t

write\_data(void\* items, size\_t item\_size, size\_t item\_count, void\* ctx) {

size\_t data\_size = item\_size \* item\_count;

stringstream\* buffer = reinterpret\_cast<stringstream\*>(ctx);

buffer->write(reinterpret\_cast<const char\*>(items), data\_size);

return data\_size;

}

Input download(const string& address)

{

stringstream buffer;

curl\_global\_init(CURL\_GLOBAL\_ALL);

CURL \*curl = curl\_easy\_init();

if(curl)

{

CURLcode res;

curl\_easy\_setopt(curl, CURLOPT\_URL, address.c\_str());

curl\_easy\_setopt(curl, CURLOPT\_WRITEFUNCTION, write\_data);

curl\_easy\_setopt(curl, CURLOPT\_WRITEDATA, &buffer);

res = curl\_easy\_perform(curl);

curl\_easy\_cleanup(curl);

if (!res)

{

curl\_off\_t cl;

res = curl\_easy\_getinfo(curl, CURLINFO\_CONTENT\_LENGTH\_UPLOAD\_T, &cl);

if(!res)

{

cerr << "Upload\_size = " << cl;

}

}

if(res)

{

cout << curl\_easy\_strerror(res);

exit(1);

}

}

return read\_input(buffer, false);

}

int main (int argc, char\* argv[])

{

const size\_t SCREEN\_WIDTH = 80;

const size\_t MAX\_size = SCREEN\_WIDTH - 3 - 1;

Input input;

if (argc > 1)

{

input = download(argv[1]);

}

else

{

input = read\_input (cin, true);

}

const auto bins = make\_histogram(input);

show\_histogram\_svg(bins, input.bin\_count, input);

getchar ();

return 0;

}

**histogram.cpp:**

#include "histogram.h"

#include <iostream>

using namespace std;

void find\_minmax(const vector<double>& numbers, double& min, double& max)

{

min = numbers[0];

max = numbers[0];

for (double x : numbers)

{

if (x < min)

{

min = x;

}

if (x > max)

{

max = x;

}

}

}

vector <size\_t>

make\_histogram (Input data)

{

vector <size\_t> bins (data.bin\_count);

double min, max;

find\_minmax(data.numbers, min, max);

double bin\_size = (max - min) / data.bin\_count;

for (size\_t i = 0; i < data.number\_count; i++)

{

bool found = false;

for (size\_t j = 0; (j < data.bin\_count - 1) && !found; j++)

{

auto lo = min + j \* bin\_size;

auto hi = min + (j + 1) \* bin\_size;

if ((lo <= data.numbers[i]) && (data.numbers[i] < hi))

{

bins[j]++;

found = true;

}

}

if (!found)

{

bins[data.bin\_count - 1]++;

}

}

return bins;

}

vector <string>

colorsvg (istream &in, size\_t bin\_count)

{

vector <string> result(bin\_count);

for (size\_t i = 0; i < bin\_count; i++)

{

in >> result[i];

}

return result;

}

vector<double>

input\_numbers(istream& in, size\_t count)

{

vector<double> result(count);

for (size\_t i = 0; i < count; i++)

{

in >> result[i];

}

return result;

}

**Код SVG.cpp:**

#include "histogram.h"

#include <iostream>

#include <windows.h>

#include <sstream>

#include <string>

using namespace std;

void

svg\_begin(double width, double height)

{

cout << "<?xml version='1.0' encoding='UTF-8'?>\n";

cout << "<svg ";

cout << "width='" << width << "' ";

cout << "height='" << height << "' ";

cout << "viewBox='0 0 " << width << " " << height << "' ";

cout << "xmlns='http://www.w3.org/2000/svg'>\n";

}

void

svg\_end()

{

cout << "</svg>\n";

}

void

svg\_text(double left, double baseline, string text)

{

cout << "<text x='" << left << "' y='" << baseline << "'>" << text << "</text>";

}

void svg\_rect(double x, double y, double width, double height, string stroke, string fill)

{

cout <<"<rect x='"<<x<<"' y='"<<y<<"' width='"<<width<<"' height='"<<height<<"' stroke='"<<stroke<<"' fill='"<<fill<<"' />";

}

string

make\_info\_text() {

stringstream buffer;

DWORD WINAPI GetVersion(void);

DWORD info = GetVersion();

DWORD mask = 0b00000000'00000000'11111111'11111111;

DWORD version = info & mask;

DWORD platform = info >> 16;

DWORD maska = 0b00000000'11111111;

if ((info & 0x40000000) == 0)

{

DWORD version\_major = version & maska;

DWORD version\_minor = version >> 8;

DWORD build = platform;

buffer << "Windows v" << version\_major << "." << version\_minor << "(build " << build << ")\n";

}

DWORD size = MAX\_COMPUTERNAME\_LENGTH + 1;

char name[MAX\_COMPUTERNAME\_LENGTH + 1];

GetComputerNameA(name, &size);

buffer << "PC name: " << name << '\n';

return buffer.str();

}

void

show\_histogram\_svg(const vector<size\_t>& bins, const size\_t bin\_count, Input data)

{

const auto IMAGE\_WIDTH = 400;

const auto IMAGE\_HEIGHT = 300;

const auto TEXT\_LEFT = 20;

const auto TEXT\_BASELINE = 20;

const auto TEXT\_WIDTH = 50;

const auto BIN\_HEIGHT = 30;

const auto BLOCK\_WIDTH = 10;

const auto MAX\_WIGTH = IMAGE\_WIDTH - TEXT\_WIDTH;

size\_t max\_bins = bins [0];

for (size\_t i = 0; i < bin\_count; i++)

{

if (bins [i] > max\_bins)

max\_bins = bins[i] ;

}

max\_bins = max\_bins \* BLOCK\_WIDTH;

double height;

if (max\_bins <= MAX\_WIGTH)

height = 1;

else

height = (static\_cast < double > (MAX\_WIGTH) / max\_bins );

double top = 0;

svg\_begin(IMAGE\_WIDTH, IMAGE\_HEIGHT);

int help\_color = 0;

for (size\_t bin : bins )

{

string COLOR = "#" + data.color[help\_color];

const double bin\_width = BLOCK\_WIDTH \* bin;

svg\_text(TEXT\_LEFT, top + TEXT\_BASELINE, to\_string(bin));

svg\_rect(TEXT\_WIDTH , top, bin\_width \* height, BIN\_HEIGHT, "black", COLOR);

top += BIN\_HEIGHT;

help\_color ++;

}

svg\_text(1, top + TEXT\_BASELINE, make\_info\_text());

svg\_end();

}

**histogram.h:**

#ifndef HISTOGRAM\_H\_INCLUDED

#define HISTOGRAM\_H\_INCLUDED

#include <vector>

#include <string>

using namespace std;

struct Input

{

vector<double> numbers;

size\_t bin\_count;

size\_t number\_count;

vector<string> color;

};

void find\_minmax(const vector<double>& numbers, double& min, double& max);

void svg\_begin(double width, double height);

void svg\_end();

void svg\_text(double left, double baseline, string text);

void svg\_rect(double x, double y, double width, double height, string stroke, string fill);

void show\_histogram\_svg(const vector<size\_t>& bins, const size\_t bin\_count, Input input);

vector<size\_t> make\_histogram (Input input);

vector<double> input\_numbers(istream& in,size\_t count);

Input read\_input (istream& in, bool prompt);

vector<string> colorsvg (istream &in, size\_t bin\_count);

#endif // HISTOGRAM\_H\_INCLUDED

**.gitignore:**

/curl/

/bin

/obj

**Ссылка на репозитарий:**

***https://github.com/Halssara/Lab\_3\_new***