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# Introduction

The aim of this assignment was to use knowledge of functional programming from the last assignment, and expand upon it. Code was provided through a few weeks to create a MUD game. This code needed to be collected, implement and also made better. The finished version of the MUD game has changed over the course of the assignment. These changes will be identified later in this report.

# User guide

The MUD game that was created, allows the player to navigate around rooms. This is a text based game where the player enters their commands into a command line to carry out actions and move to other rooms. Below is the structure of the dungeon itself.
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As can be seen from the diagram, there are up to 10 rooms, where the last room is number 10. The goal is to reach the last room and exit the dungeon. As the player goes through the dungeon, they will be able to pick up items along the way,

## Game Commands

There are a few commands that the player will need to know to play the game. The commands will be entered into the command line provided. The player can write whole sentences, but the actions can only take place if the commands are part of the sentence. These commands are listed below along with a description of their usage.

|  |  |
| --- | --- |
| Commands | Descriptions |
| North, North East, East, South East, South, South West, West and North West. | These are the directions that the player can move to access different room. If the wrong direction is given, the player will not move. |
| Direction, Look, Examine room. | These commands will enable the player to find out where the possible exits are from the current room. This can be used in any room in the game. |
| Get, Pickup, Pick. | These are used to pick up objects from the room and place them in your inventory. The object that you want to pick up must be specified. |
| Put, Drop, Place, Remove. | These commands are used to remove items from your bag, and place them in the room the player is currently in. The command followed by the specified object must be entered to drop the item. |
| Inventory, Bag. | These commands can be entered to find out what objects are currently in the bag. |
| Exit game, Quit game, Exit, Quit. | The player can use these commands to exit the game. If the player uses these commands in the last room, a game completion message will be presented. |

## How To Play

Now, a demo of each of the commands, and the UI, will be provided as screenshots.

### The Basic User Interface

The User will be provided with a description of the room, along with a description of the item that is in the room (if present) and an area to input their command.
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### Navigating Rooms

The will able to navigate around room by entering which direction they want to go.
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The image above shows that the room changed once the user typed north east.

### Looking For Exits

When the player enters a look command, they will be presented with the possible directions they can navigate to.
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### Picking Objects

When the user enters a pick command along with the item they want from the room, it will be added to the inventory. A notification is provided when the pick is successful.
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### Dropping Object

The user is able to drop item into a room. The object will then stay in that room until it is picked again.
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As can be seen in the image, before the user dropped the item, there was only one item. After it was dropped, there are then two items.

### Displaying Inventory

When the inventory command is entered, the contents of the bag are presented to the user.
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### Quitting The Game

When the user quits the game, they are notified if they reached the end or not. In each case they are told what was in their inventory.

When the user has not reached the end.
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When the user reaches the end.
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# How The Game Works

There are many functions present in the code to make the game work. In this section, these functions will be identified and descriptions will be provided to show how they work.

## Navigating Rooms

To navigate the rooms, an advanced command line is used.

First, an association table is created for the room id and the description of the room:

; Association list for room descriptions

**(define** descriptions

**'((**1 "You have entered the dungeon! Tread carefully."**)**

**(**2 "Entered a small box room."**)**

**(**3 "This is the east side of a courtyard."**)**

**(**4 "It's the west side of a courtyard."**)**

**(**5 "You've stumbled across an entrance to a castle."**)**

**(**6 "This is the hall of the castle."**)**

**(**7 "Looks like an armoury."**)**

**(**8 "It looks like a leasure area."**)**

**(**9 "This is a massive dining room."**)**

**(**10 "You reached the end. You can exit the dungeon or go back."**)))**

Another association table is created to provide key words to each of the rooms:

; Decision table data helps drive the game, and what happens in each room

; Each room will allow all actions to take place

**(define** decisiontable

**`((**1 **((**east**)** 2**)** **((**north east**)** 3**)** **((**north west**)** 4**)** ,@actions**)**

**(**2 **((**west**)** ,@actions**))**

**(**3 **((**south west**)** 1**)** **((**north west**)** 5**)** ,@actions**)**

**(**4 **((**south east**)** 1**)** **((**north east**)** 5**)** ,@actions**)**

**(**5 **((**north**)** 6**)** **((**south west**)** 4**)** **((**south east**)** 3**)** ,@actions**)**

**(**6 **((**west**)** 8**)** **((**south**)** 5**)** **((**east**)** 7**)** ,@actions**)**

**(**7 **((**west**)** 6**)** **((**north west**)** 9**)** ,@actions**)**

**(**8 **((**est**)** 6**)** **((**north east**)** 9**)** ,@actions**)**

**(**9 **((**south west**)** 8**)** **((**south east**)** 7**)** **((**north**)** 10**)** ,@actions**)**

**(**10 **((**south**)** 9**)** ,@actions**)))**

When a new room is moved into, the description of the room must be returned. To do this we use get-response which takes the id of the room:

; Get the repsonse/ description of the room

**(define** **(**get-response id**)**

; Use the ass-ref where the list us descriptions, id is the room

; and function is assq

; car used for presentation

**(car** **(**ass-ref descriptions id **assq)))**

We then call a new function called ass-ref. We state what list we want to use, in this case it will be the descriptions list, and we provide the room id along with a function we want to use. Assq is used to return a list inside a nested list with the same id that we provided. The ass-ref function can be seen below:

; Returns the list depending on the id, table and functions

**(define** **(**ass-ref assqlist id func**)**

**(cdr** **(**func id assqlist**)))**

Next, we define a function, that when used, provides us with a list of keywords based on a given id. We use ass-ref function again. The list we want information from is decisiontable and we also provide the id of the room:

; Get the keywords for the response depending on the id

**(define** **(**get-keywords id**)**

**(let** **((**keys **(**ass-ref decisiontable id **assq)))**

**(map** **(lambda** **(**key**)** **(car** key**))** keys**)))**

For us to evaluate what is in a sentence to carry out a movement, we use keyword matches to determine where to move to, or what action to use. First we use the function list-of-lengths. We provide it a list and in return, we get a list of weights in place of each word. If no weighting is provided, there is no keywords found:

; Outputs a list in the form: (0 0 0 2 0 0)

**(define** **(**list-of-lengths keylist tokens**)**

**(map**

**(lambda** **(**x**)**

**(let** **((**set **(**lset-intersection **eq?** tokens x**)))**

;; Apply some weighting to the result

**(\*** **(/** **(length** set**)** **(length** x**))** **(length** set**))))**

keylist**))**

Next we need to get the position of the highest weighted value:

; Find the index of the largest number of the keylist

**(define** **(**index-of-largest-number list-of-numbers**)**

**(let** **((**n **(car** **(**sort list-of-numbers **>))))**

**(if** **(zero?** n**)**

#f

**(**list-index **(lambda** **(**x**)** **(eq?** x n**))** list-of-numbers**))))**

To use the functions provided above, we make a wrapper that will take the id of the current room and the list of token from the command line. The function will return the id of the new room, or the weighting for an action to take place:

; Wrapper for multi word input

; Return the id of the room

**(define** **(**lookup id tokens**)**

**(let\*** **((**record **(**ass-ref decisiontable id **assv))**

**(**keylist **(**get-keywords id**))**

**(**index **(**index-of-largest-number **(**list-of-lengths keylist tokens**))))**

**(if** index

**(cadr** **(list-ref** record index**))**

#f**)))**

## Objects

Hash tables are created to store objects in rooms and in inventory.

; Hash table to track whats in a room

**(define** objectdb **(**make-hash**))**

; Hash table to track what we are carrying

**(define** inventorydb **(**make-hash**))**

The objects are added to the room by using two functions. The add-objects take the objectdb as an argument. This function loops for each item to add and calls another function called add-object. This takes the database the item is going to be added to, the id of the room and the object. A check occurs to see if the id is present in the db provided, it will continue. The hash ref is saved to record with let. Hash set is used to save the object to the db.

; Adding the object to the databse

**(define** **(**add-object db id object**)**

**(if** **(**hash-has-key? db id**)**

**(let** **((**record **(**hash-ref db id**)))**

**(**hash-set! db id **(cons** object record**)))**

**(**hash-set! db id **(cons** object empty**))))**

; Function will load what is in our databse into an objects database

**(define** **(**add-objects db**)**

**(for-each**

**(lambda** **(**r**)**

**(**add-object db **(**first r**)** **(**second r**)))** objects**))**

**(**add-objects objectdb**)**

## Actions

The command line allows the player to carry out actions. The actions are given keywords to allow them to work. The lists that are used for action are look, quit, pick, put and inventory. These are provided below:

; Actions assoc list, where keywords will result in an action

**(define** look **'(((**directions**)** look**)** **((**look**)** look**)** **((**examine room**)** look**)))**

**(define** quit **'(((**exit game**)** quit**)** **((**quit game**)** quit**)** **((**exit**)** quit**)** **((**quit**)** quit**)))**

**(define** pick **'(((**get**)** pick**)** **((**pickup**)** pick**)** **((**pick**)** pick**)))**

**(define** put **'(((**put**)** drop**)** **((**drop**)** drop**)** **((**place**)** drop**)** **((**remove**)** drop**)))**

**(define** inventory **'(((**inventory**)** inventory**)** **((**bag**)** inventory**)))**

These lists are the added to another list called actions. Quasiquaoting is used to so that the lists can be added without being totally nested. The ,@ is used splice the list.

; Quasiquoting the list, to give special properties

; List filled with unquote (,) Using unquote splicing ,@ so the extra list is removed

**(define** actions **`(**,@look ,@quit ,@pick ,@put ,@inventory**))**

The actions list is present in the decision table so that keywords associated with the actions can be carried out in each room.

### Look

The get-directions function is used to show what exits are available for the current room. It accepts the current id of the room. It then uses assq to return the list of directions that the player can go from the room from the decisiontable. The list provided is then converted so that the number of rooms is returned. A conditional statement is then used. Depending on the amount of rooms that are available, a message will be provided. If there is one room, the direction will be added to message. If there are multiple rooms, an “and” will be inserted between the directions:

; Obtaining room direction

**(define** **(**slist->string l**)**

**(**string-join **(map** **symbol->string** l**)))**

; Get direction with a given id

**(define** **(**get-directions id**)**

; Get the list depending on the id

**(let** **((**record **(assq** id decisiontable**)))**

; Finding the length of the list of directions

**(let\*** **((**result **(**filter **(lambda** **(**n**)** **(number?** **(**second n**)))** **(cdr** record**)))**

**(**n **(length** result**)))**

; If there are no room

**(cond** **((=** 0 n**)**

**(**printf "You appear to have entered a room with no exits.\n"**))**

; 1 room

**((=** 1 n**)**

**(**printf "You can see an exit to the ~a.\n" **(**slist->string **(caar** result**))))**

**(else**

; Or more rooms

**(let\*** **((**losym **(map** **(lambda** **(**x**)** **(car** x**))** result**))**

**(**lostr **(map** **(lambda** **(**x**)** **(**slist->string x**))** losym**)))**

**(**printf "You can see exits to the ~a.\n" **(**string-join lostr " and "**))))))))**

### Quit

When the user wants to quit the game, the quit-game function is used. This function take the id of the current room as an argument. A conditional is then initiated. If the id is equal to 10, being the last room, a finished game message is provided. If the room id is anything other than 10, a generic message is provided. After the condition, the inventory is provided and the game is closed.

; Function when quiting the game, needs the id of the room

**(define** **(**quit-game id**)**

**(cond**

; If the room id was 10 (the final room)

**((eq?** id 10**)**

; Display this message

**(**printf "Well done for finding the exit!\n"**))**

; Or else

**(else**

; Give this message

**(**printf "You didn't find the exit! Maybe next time!\n"**)))**

; Shows what items were in the bag

**(**printf "Here are the items you collected: \n"**)**

**(**display-inventory**)**

; Goodbye message

**(**format #t "Goodbye. Hope to see you again soon!\n"**)**

; Exit the game

**(**exit**))**

### Picking Up And Dropping Objects

The remove-object function is used to remove an object from the either the bag or the room. The function takes the name of the db the object is being removed from, a reference from where the objet currently is (can be bag or room id), where the item is being added, and the string object. First the database checks if the place the item is being removed from is in the database. When the hash key is found, a conditional statement is triggered. If the item wasn’t found, and error message will be triggered. If the from parameter was a number (meaning the room) the object will be added to the bag with add-object function. When from is ‘bag, the object will be removed from the bag and added to room.

; Removing objects

**(define** **(**remove-object db from add-to str**)**

; If the object isnt in the db, from the place we are removing from

; can be the 'bag or id (of room)

**(**when **(**hash-has-key? db from**)**

**(let\*** **((**record **(**hash-ref db from**))**

**(**result **(**remove **(lambda** **(**x**)** **(**string-suffix-ci? str x**))** record**))**

**(**item **(**lset-difference **equal?** record result**)))**

; Trigger conditional

**(cond**

; If the item provided doesnt exist

**((null?** item**)**

; Provide a generic error response

**(**printf "Oops. Either the item isn't in the room, or you aren't carrying it!\n"**))**

; If the place we are removing from is a room/ number

**((number?** from**)**

; Give message that its added to bag

**(**printf "Added ~a to your bag.\n" **(**first item**))**

; Use the add object functions to add to the inventory

; where add-to is the 'bag

**(**add-object inventorydb add-to **(**first item**))**

**(**hash-set! db from result**))**

; If the place we are removing from is 'bag

**((eq?** from **'bag)**

; Give messagethe item is being moved to the bag

**(**printf "Removed ~a from your bag.\n" **(**first item**))**

; Use the add-object function to add to the room

; where add-to is the room id

**(**add-object objectdb add-to **(**first item**))**

**(**hash-set! db from result**))))))**

To use the remove function, a wrapper is used to call in the main function. The function takes the id of the current room, the input from the user and the action (either pick or drop). A condition is triggered. If the action is pick, the db to remove from is objectdb, from is the id of the room and add-to is bag. In the second condition, if the action is drop, the db to remove from is inventorydb, from is bag, add-to is the room. If either the room or bag are empty, a message is provided stating that the item is not in the room, or isn’t in the bag.

; Pick and put wrapper function

**(define** **(**pick-and-put id input action**)**

**(let** **((**item **(**string-join **(cdr** **(**string-split input**)))))**

; Trigger conditional

**(cond**

; If the action was pick, remove from the room, and add to the bag

**((eq?** action pick**)** **(**remove-object objectdb id **'bag** item**))**

; If the action was to drop, remove from the bag and add to the room

**((eq?** action drop**)** **(**remove-object inventorydb **'bag** id item**)))))**

### Inventory

The user can view the inventory. The display-inventory function calls the display-objects function and passes the inventorydb and ‘bag as an id.

; Display the items in the inventory

**(define** **(**display-inventory**)**

; Use display-objects function where the db is inventory

**(**display-objects inventorydb **'bag))**

### Game Loop

The game loop is a wrapper function. It takes the id of the room, the input and the response keywords provided by the main function. The function uses conditional statements for actions that can be used. If the response matches a keyword, a new function will be called. Then the main function is returned to.

; Game loop for actions

**(define** **(**game-loop id input response**)**

; Conditions

**(cond**

; When response is for look

**((eq?** response **'look)**

; Get directions

**(**get-directions id**))**

; When response is to pick

**((eq?** response **'pick)**

; Pick up the item from the room

**(**pick-and-put id input pick**))**

; When response is to drop

**((eq?** response **'drop)**

; Drop the item from the bag

**(**pick-and-put id input drop**))**

; When response is to check invetory

**((eq?** response **'inventory)**

; Show the inventory

**(**display-inventory**))**

; When respone to quit

**((eq?** response **'quit)**

; Use the quit game function

**(**quit-game id**))))**

### Start Game

This function is the main game. It takes an initial room id, being 1. A named let is used as a loop. The description for the room is provided with get-response. The objects from the objectdb are shown for the current room. The user can then enter their commands. The return from the lookup function is saved in response named let. A conditional statement is then triggered. If the response is a number, it means a new room was being moved to and will loop back to the named let loop and show the new description. If the response had no keywords, an error message will be presented. The response can be evaluated against a list of items. These items are the actions that the player can use. If the response matches any of the action keywords, it will call the game-loop function and take the id of the room, the user input and the response.

; Start game with given id

**(define** **(**startgame initial-id**)**

; Named let loop, where id is the initial id and description is true

**(let** loop **((**id initial-id**)** **(**description #t**))**

; When description is true

**(if** description

; Get the response/ description of the room

**(**printf "~a\n" **(**get-response id**))**

**(**printf ""**))**

; Display the objects of the room

**(**display-objects objectdb id**)**

**(**printf "> "**)**

; User gives input, either one word or several

**(let\*** **((**input **(**string-downcase **(**read-line**)))**

**(**string-tokens **(**string-tokenize input**))**

**(**tokens **(map** **string->symbol** string-tokens**)))**

; Set the return of lookup, can be room id or actions key words

**(let** **((**response **(**lookup id tokens**)))**

; Conditions

**(cond**

; If the returned response from lookup is a number/ room id

**((number?** response**)**

; Loop with new room id

**(**loop response #t**))**

; When the response was not valid

**((eq?** #f response**)**

; Give a message

**(**format #t "Oops, didn't understand that. Try again!\n"**)**

; Loop back with the current room id

**(**loop id #f**))**

; If the response matches of any of the keywords in the list

**((memq** response **'(**quit inventory drop pick look**))**

; Call game-loop so that actions can take place

**(**game-loop id input response**)**

; Loop back with current room id

**(**loop id #f**)))))))**

; Start the game with initial room id

**(**startgame 10**)**

# Testing The Game

This section goes over some cases where error handling takes place. Screenshots will also be provided.

## Giving A Wrong Input

When the user enters an input that has no weighting, an error response is given.
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## Picking Up Objects

The user won’t be able to pick up items that aren’t present in the room.
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## Checking Inventory

The program will identify if there is nothing in bag.

![](data:image/png;base64,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)

## Dropping Item

If the user want to drop an item that doesn’t exist, an error message is provided.

![](data:image/png;base64,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)

# Git Log

For this assignment it was required that version control could be used to have a record of the changes that had been implemented to the MUD game during development and refactoring.

commit 8d4b9aa0d2eb0311a9e76cf493696e25e1c04154

Author: unknown <hamzabhatti93@gmail.com>

Date: Thu May 5 11:03:05 2016 +0100

Change the structure of the dungeon to 10 rooms. Add a quit game function where specific messages are given and bag is displayed.

commit 561fbe451d0c7e32ae3a2535ae67c48d1cc26d6c

Author: unknown <hamzabhatti93@gmail.com>

Date: Wed May 4 13:50:10 2016 +0100

Add more line by line comments to all files.

commit 46b383b0d834ae31b33032be6694bfd1545e12b3

Author: unknown <hamzabhatti93@gmail.com>

Date: Tue May 3 16:54:15 2016 +0100

Split into seperate files. Main file is mud.rkt.

commit 22837e474a9eb437bfab8ff475825656d8be07a9

Author: unknown <hamzabhatti93@gmail.com>

Date: Tue May 3 16:09:06 2016 +0100

Refactor game loop. Remove repetition and point to another function called game-loop.

commit ffdfdfbd377bdf0091f2628187a47baf0f082462

Author: unknown <hamzabhatti93@gmail.com>

Date: Sat Apr 23 16:43:07 2016 +0100

Assignment 2 V7: Made wrapper for the pick and put functions. Also made ammendments for the display-object function. Will display different message if the bag or room is empty.

commit 4bdc244f7fee63ff3c88af2d3d140bea469355b5

Author: unknown <hamzabhatti93@gmail.com>

Date: Fri Apr 22 18:53:38 2016 +0100

Assignment 2 V6: Refactored the remove-object-from-room and bag functions by merging them into one. The wrapper functions are pick-item2 and put-item2. Game still works.

commit b482f42d532e14e0bf5c70a58e9ef81938c88958

Author: unknown <hamzabhatti93@gmail.com>

Date: Mon Apr 11 13:17:51 2016 +0100

Assignment 2: Added more items to pick up.

commit 59ee1480a1b3f63f28c7eafb2841e044f82bf548

Author: unknown <hamzabhatti93@gmail.com>

Date: Sun Apr 10 16:58:41 2016 +0100

Assignemnt 2 V5: Actions all work, didnt work before because ran off the 13th room instead of 1st.

commit 861b16e8e5f682a1205dedb60ca1670bd56ff625

Author: unknown <hamzabhatti93@gmail.com>

Date: Sun Apr 10 16:54:22 2016 +0100

Assignement2: Added more actions, but game loop isnt working.

commit 96906d8e4dc3fa50ddf56c939d19d1e044668fc8

Author: unknown <hamzabhatti93@gmail.com>

Date: Sun Apr 10 12:06:01 2016 +0100

Assingment2 V4: Going back to old version, need to redo the pick actions etc.

commit 1ba85328c34826b87bcda957d672df2853b79053

Author: unknown <hamzabhatti93@gmail.com>

Date: Tue Apr 5 16:06:11 2016 +0100

Assignment 2: Refactored assq and assv into one function.

commit 1e185e004d5e36c20a6ebb1584ab7214f2594e97

Author: unknown <hamzabhatti93@gmail.com>

Date: Tue Apr 5 16:00:53 2016 +0100

Assignment 2: Refactored the assq and assv function into one

commit bcc96029a4cf7180f828af28deebb454a0c0ed3f

Author: unknown <hamzabhatti93@gmail.com>

Date: Wed Mar 30 18:40:26 2016 +0100

Assignment 2: Updated mud with comments. Need to add more actions.

commit 5fd9df4f19a1ce861741b8e3dc1806c3792fe2fd

Author: unknown <hamzabhatti93@gmail.com>

Date: Tue Mar 29 16:29:27 2016 +0100

Assignment 2: Add rooms, need descriptions and comments.

commit a774a2865652a443ab9a63d65cc533bb294305de

Author: unknown <hamzabhatti93@gmail.com>

Date: Sun Mar 27 18:25:46 2016 +0100

Assignment 2: Using week 7 code, needs comments and an actual dungeon.

commit 5bb099e5b5a283dc567bd0bdab020ab0160ca785

Author: unknown <hamzabhatti93@gmail.com>

Date: Sun Mar 27 17:23:06 2016 +0100

Assignment 2: Problem with advanced mud, will likely need to use the advanced mud from week 7 with actions to make progress. Will commenent on those.

commit 2e8411f5d4a06ae652196e953c3bea28e2de6614

Author: unknown <hamzabhatti93@gmail.com>

Date: Sat Mar 26 16:00:29 2016 +0000

Assingment 2: Full commented code. Needs more directions and an exit.

commit 5c08dbe0735c0096dd41e28ec3ad88afe7df78ae

Author: unknown <hamzabhatti93@gmail.com>

Date: Sat Mar 26 15:18:09 2016 +0000

Assingment2: upload v1 of mud, needs comments for understanding.

# Appendix

## Full Code Listing

### mud.rkt

#lang racket

**(**require srfi/1**)**

**(**require srfi/13**)**

**(**require srfi/48**)**

**(**require racket/include**)**

; Files to include

**(**include "assoc\_and\_decision.rkt"**)**

**(**include "object\_functions.rkt"**)**

**(**include "room\_navigation.rkt"**)**

; Function when quiting the game, needs the id of the room

**(define** **(**quit-game id**)**

**(cond**

; If the room id was 10 (the final room)

**((eq?** id 10**)**

; Display this message

**(**printf "Well done for finding the exit!\n"**))**

; Or else

**(else**

; Give this message

**(**printf "You didn't find the exit! Maybe next time!\n"**)))**

; Shows what items were in the bag

**(**printf "Here are the items you collected: \n"**)**

**(**display-inventory**)**

; Goodbye message

**(**format #t "Goodbye. Hope to see you again soon!\n"**)**

; Exit the game

**(**exit**))**

; Game loop for actions

**(define** **(**game-loop id input response**)**

; Conditions

**(cond**

; When response is for look

**((eq?** response **'look)**

; Get directions

**(**get-directions id**))**

; When response is to pick

**((eq?** response **'pick)**

; Pick up the item from the room

**(**pick-and-put id input pick**))**

; When response is to drop

**((eq?** response **'drop)**

; Drop the item from the bag

**(**pick-and-put id input drop**))**

; When response is to check invetory

**((eq?** response **'inventory)**

; Show the inventory

**(**display-inventory**))**

; When respone to quit

**((eq?** response **'quit)**

; Use the quit game function

**(**quit-game id**))))**

; Start game with given id

**(define** **(**startgame initial-id**)**

; Named let loop, where id is the initial id and description is true

**(let** loop **((**id initial-id**)** **(**description #t**))**

; When description is true

**(if** description

; Get the response/ description of the room

**(**printf "~a\n" **(**get-response id**))**

**(**printf ""**))**

; Display the objects of the room

**(**display-objects objectdb id**)**

**(**printf "> "**)**

; User gives input, either one word or several

**(let\*** **((**input **(**string-downcase **(**read-line**)))**

**(**string-tokens **(**string-tokenize input**))**

**(**tokens **(map** **string->symbol** string-tokens**)))**

; Set the return of lookup, can be room id or actions key words

**(let** **((**response **(**lookup id tokens**)))**

; Conditions

**(cond**

; If the returned response from lookup is a number/ room id

**((number?** response**)**

; Loop with new room id

**(**loop response #t**))**

; When the response was not valid

**((eq?** #f response**)**

; Give a message

**(**format #t "Oops, didn't understand that. Try again!\n"**)**

; Loop back with the current room id

**(**loop id #f**))**

; If the response matches of any of the keywords in the list

**((memq** response **'(**quit inventory drop pick look**))**

; Call game-loop so that actions can take place

**(**game-loop id input response**)**

; Loop back with current room id

**(**loop id #f**)))))))**

; Start the game with initial room id

**(**startgame 10**)**

### assoc\_and\_decision.rkt

; File contains all the association lists, along with decision table for the

; MUD game

; Association list for room descriptions

**(define** descriptions

**'((**1 "You have entered the dungeon! Tread carefully."**)**

**(**2 "Entered a small box room."**)**

**(**3 "This is the east side of a courtyard."**)**

**(**4 "It's the west side of a courtyard."**)**

**(**5 "You've stumbled across an entrance to a castle."**)**

**(**6 "This is the hall of the castle."**)**

**(**7 "Looks like an armoury."**)**

**(**8 "It looks like a leasure area."**)**

**(**9 "This is a massive dining room."**)**

**(**10 "You reached the end. You can exit the dungeon or go back."**)))**

; Association list for Objects that belong to certain rooms

**(define** objects

**'((**1 "A pebble"**)**

**(**3 "A small knife"**)**

**(**6 "A silver chalice"**)**

**(**7 "A long sword"**)**

**(**10 "A gold coin"**)))**

; Actions assoc list, where keywords will result in an action

**(define** look **'(((**directions**)** look**)** **((**look**)** look**)** **((**examine room**)** look**)))**

**(define** quit **'(((**exit game**)** quit**)** **((**quit game**)** quit**)** **((**exit**)** quit**)** **((**quit**)** quit**)))**

**(define** pick **'(((**get**)** pick**)** **((**pickup**)** pick**)** **((**pick**)** pick**)))**

**(define** put **'(((**put**)** drop**)** **((**drop**)** drop**)** **((**place**)** drop**)** **((**remove**)** drop**)))**

**(define** inventory **'(((**inventory**)** inventory**)** **((**bag**)** inventory**)))**

; Quasiquoting the list, to give special properties

; List filled with unquote (,) Using unquote splicing ,@ so the extra list is removed

**(define** actions **`(**,@look ,@quit ,@pick ,@put ,@inventory**))**

; Decision table data helps drive the game, and what happens in each room

; Each room will allow all actions to take place

**(define** decisiontable

**`((**1 **((**east**)** 2**)** **((**north east**)** 3**)** **((**north west**)** 4**)** ,@actions**)**

**(**2 **((**west**)** ,@actions**))**

**(**3 **((**south west**)** 1**)** **((**north west**)** 5**)** ,@actions**)**

**(**4 **((**south east**)** 1**)** **((**north east**)** 5**)** ,@actions**)**

**(**5 **((**north**)** 6**)** **((**south west**)** 4**)** **((**south east**)** 3**)** ,@actions**)**

**(**6 **((**west**)** 8**)** **((**south**)** 5**)** **((**east**)** 7**)** ,@actions**)**

**(**7 **((**west**)** 6**)** **((**north west**)** 9**)** ,@actions**)**

**(**8 **((**est**)** 6**)** **((**north east**)** 9**)** ,@actions**)**

**(**9 **((**south west**)** 8**)** **((**south east**)** 7**)** **((**north**)** 10**)** ,@actions**)**

**(**10 **((**south**)** 9**)** ,@actions**)))**

### object\_functions.rkt

; File contains all the functions for objects in rooms and bag

; Loading object databse

; Hash table to track whats in a room

**(define** objectdb **(**make-hash**))**

; Hash table to track what we are carrying

**(define** inventorydb **(**make-hash**))**

; Adding the object to the databse

**(define** **(**add-object db id object**)**

**(if** **(**hash-has-key? db id**)**

**(let** **((**record **(**hash-ref db id**)))**

**(**hash-set! db id **(cons** object record**)))**

**(**hash-set! db id **(cons** object empty**))))**

; Function will load what is in our databse into an objects database

**(define** **(**add-objects db**)**

**(for-each**

**(lambda** **(**r**)**

**(**add-object db **(**first r**)** **(**second r**)))** objects**))**

**(**add-objects objectdb**)**

; Displaying our objects

; We use this to display either what objects are in the room or bag

**(define** **(**display-objects db id**)**

; Check if the db has the desired id

**(**when **(**hash-has-key? db id**)**

; Save the object in record

**(let\*** **((**record **(**hash-ref db id**))**

; when there are many objects, put an "and" between them

**(**output **(**string-join record " and "**)))**

; If the output is not nothing

**(**when **(not** **(equal?** output ""**))**

; If the id is the bag

**(if** **(eq?** id **'bag)**

; Give a message including the output

**(**printf "You are carrying ~a.\n" output**)**

; Then tell them if they see something

**(**printf "You can see ~a.\n" output**)))))**

; If the id isnt found

**(**when **(not** **(**hash-has-key? db id**))**

; Trigger condition

**(cond**

; If the id was bag, tell them there's nothing there

**((eq?** id **'bag)** **(**printf "There are no items in your bag!\n"**))**

; Else, it will be the room. Tell them there is nothing there

**(else** **(**printf "There are no items in the room!\n"**)))))**

; Removing objects

**(define** **(**remove-object db from add-to str**)**

; If the object isnt in the db, from the place we are removing from

; can be the 'bag or id (of room)

**(**when **(**hash-has-key? db from**)**

**(let\*** **((**record **(**hash-ref db from**))**

**(**result **(**remove **(lambda** **(**x**)** **(**string-suffix-ci? str x**))** record**))**

**(**item **(**lset-difference **equal?** record result**)))**

; Trigger conditional

**(cond**

; If the item provided doesnt exist

**((null?** item**)**

; Provide a generic error response

**(**printf "Oops. Either the item isn't in the room, or you aren't carrying it!\n"**))**

; If the place we are removing from is a room/ number

**((number?** from**)**

; Give message that its added to bag

**(**printf "Added ~a to your bag.\n" **(**first item**))**

; Use the add object functions to add to the inventory

; where add-to is the 'bag

**(**add-object inventorydb add-to **(**first item**))**

**(**hash-set! db from result**))**

; If the place we are removing from is 'bag

**((eq?** from **'bag)**

; Give messagethe item is being moved to the bag

**(**printf "Removed ~a from your bag.\n" **(**first item**))**

; Use the add-object function to add to the room

; where add-to is the room id

**(**add-object objectdb add-to **(**first item**))**

**(**hash-set! db from result**))))))**

; Pick and put wrapper function

**(define** **(**pick-and-put id input action**)**

**(let** **((**item **(**string-join **(cdr** **(**string-split input**)))))**

; Trigger conditional

**(cond**

; If the action was pick, remove from the room, and add to the bag

**((eq?** action pick**)** **(**remove-object objectdb id **'bag** item**))**

; If the action was to drop, remove from the bag and add to the room

**((eq?** action drop**)** **(**remove-object inventorydb **'bag** id item**)))))**

; Display the items in the inventory

**(define** **(**display-inventory**)**

; Use display-objects function where the db is inventory

**(**display-objects inventorydb **'bag))**

### room\_navigation.rkt

; File contains room navigation functions

; Obtaining room direction

**(define** **(**slist->string l**)**

**(**string-join **(map** **symbol->string** l**)))**

; Get direction with a given id

**(define** **(**get-directions id**)**

; Get the list depending on the id

**(let** **((**record **(assq** id decisiontable**)))**

; Finding the length of the list of directions

**(let\*** **((**result **(**filter **(lambda** **(**n**)** **(number?** **(**second n**)))** **(cdr** record**)))**

**(**n **(length** result**)))**

; If there are no room

**(cond** **((=** 0 n**)**

**(**printf "You appear to have entered a room with no exits.\n"**))**

; 1 room

**((=** 1 n**)**

**(**printf "You can see an exit to the ~a.\n" **(**slist->string **(caar** result**))))**

**(else**

; Or more rooms

**(let\*** **((**losym **(map** **(lambda** **(**x**)** **(car** x**))** result**))**

**(**lostr **(map** **(lambda** **(**x**)** **(**slist->string x**))** losym**)))**

**(**printf "You can see exits to the ~a.\n" **(**string-join lostr " and "**))))))))**

; Returns the list depending on the id, table and functions

**(define** **(**ass-ref assqlist id func**)**

**(cdr** **(**func id assqlist**)))**

; Get the repsonse/ description of the room

**(define** **(**get-response id**)**

; Use the ass-ref where the list us descriptions, id is the room

; and function is assq

; car used for presentation

**(car** **(**ass-ref descriptions id **assq)))**

; Get the keywords for the response depending on the id

**(define** **(**get-keywords id**)**

**(let** **((**keys **(**ass-ref decisiontable id **assq)))**

**(map** **(lambda** **(**key**)** **(car** key**))** keys**)))**

; Outputs a list in the form: (0 0 0 2 0 0)

**(define** **(**list-of-lengths keylist tokens**)**

**(map**

**(lambda** **(**x**)**

**(let** **((**set **(**lset-intersection **eq?** tokens x**)))**

;; Apply some weighting to the result

**(\*** **(/** **(length** set**)** **(length** x**))** **(length** set**))))**

keylist**))**

; Find the index of the largest number of the keylist

**(define** **(**index-of-largest-number list-of-numbers**)**

**(let** **((**n **(car** **(**sort list-of-numbers **>))))**

**(if** **(zero?** n**)**

#f

**(**list-index **(lambda** **(**x**)** **(eq?** x n**))** list-of-numbers**))))**

; Wrapper for multi word input

; Return the id of the room

**(define** **(**lookup id tokens**)**

**(let\*** **((**record **(**ass-ref decisiontable id **assv))**

**(**keylist **(**get-keywords id**))**

**(**index **(**index-of-largest-number **(**list-of-lengths keylist tokens**))))**

**(if** index

**(cadr** **(list-ref** record index**))**

#f**)))**