Please reference the following website:

<https://www.tutorialspoint.com/lisp/index.htm>

**Part I: Please complete the following questions:**

(5 points each)

Questions:

1. Give a brief example and explanation of how LISP programs accept user input?

It reads in the printed representation of a Lisp object from input-stream, builds and returns the corresponding Lisp object

1. Give a brief example and explanation of how LISP Programs format output in LISP?

A format directive consists of a tilde (~), optional prefix parameters separated by commas, optional colon (:) and at-sign (@) modifiers, and a single character indicating what kind of directive this is.

(defun AreaOfCircle()

(terpri)

(princ "Enter Radius: ")

(setq radius (read))

(setq area (\* 3.1416 radius radius))

(format t "Radius: = ~F~% Area = ~F" radius area)

)

(AreaOfCircle)

1. Give a brief example and explanation of how LISP Programs handle assignment statements in LISP?

(defvar x 234)

(setq x 10)

(let ((x 'a) (y 'b)(z 'c))

(prog ((x '(a b c))(y '(1 2 3))(z '(p q 10)))

In LISP, each variable is represented by a symbol. The variable's name is the name of the symbol and it is stored in the storage cell of the symbol.

1. Give a brief example and explanation of how LISP Programs declare variables in LISP?

The examples are the same as the 3)

Defconstant PI 3.1415926

1. Can the program be written to incorporate a LIST instead of only ATOMs? Please justify your answer.

Yes

(setq x(list&apos;(a b c)&apos;(d e)))  
(setq y(list&apos;a))  
(print x)  
(print y)  
(terpri)  
(write(append x y))

The terminal are below:

![C:\Users\姚棋舰\Documents\Tencent Files\1061152595\Image\Group2\6_\IT\6_ITD5$CQIZW7CRCIODHEYF.jpg](data:image/jpeg;base64,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)

**Part II:**

Use the following website:

<https://www.tutorialspoint.com/execute_lisp_online.php>

On this page, you will see a tab called STDIN. You need to enter the user input on that tab. LISP expects that only directed input streams will be used.

Write the following problem as a LISP program. (50 points)

1. Begin the program
2. (You will need 4 integer variables)
3. Ask the user to enter the first number
4. Read the value in and store it into a variable ***(FirstNum)***
5. Ask the user to enter the second number
6. Read the value in and store it into a variable ***(SecondNum)***
7. Ask the user to enter the third number
8. Read the value in and store it into a variable ***(ThirdNum)***
9. The fourth variable ***(Result)*** is the product of the first two numbers divided by the third number
10. Output the results of the calculations in the form:
    1. The product of ***(FirstNum)*** and ***(SecondNum)*** divided by ***(ThirdNum)*** = ***(Result)***
    2. The variables in part a should be replaced with the values the user entered.
       1. For example, if the input was 4 5 and 2
       2. The output should be:

The product of 4 and 5 divided by 2 = 10

**Part III:** (25 points)

**Fill in the table and take a screen shot of each of your test cases that you used**:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Test | FirstNum | SecondNum | ThirdNum | Result |
| 1 | 5 | 2 | 2 | 5.0 |
| 2 | 5 | 4 | 2 | 10.0 |
| 3 | 9 | 5 | 3 | 15.0 |
| 4 | 2 | 5 | 3 | 3.3333333 |

The code are here:

(defun discussion4()  
(princ"Enter 1st Number:")  
(setq FirstNum(read))  
(princ"Enter 2nd Number:")  
(setq SecondNum(read))  
(princ"Enter 3rd Number:")  
(setq ThirdNum(read))  
(setq Result(/(\* FirstNum  SecondNum) Thirdnum))  
(format t "Result = ~f" Result)  
)  
(discussion4)