**POJ 3349 Snowflake Snow Snowflakes**

|  |  |  |
| --- | --- | --- |
| **Time Limit:** 4000MS |  | **Memory Limit:** 65536K |

**Description**

You may have heard that no two snowflakes are alike. Your task is to write a program to determine whether this is really true. Your program will read information about a collection of snowflakes, and search for a pair that may be identical. Each snowflake has six arms. For each snowflake, your program will be provided with a measurement of the length of each of the six arms. Any pair of snowflakes which have the same lengths of corresponding arms should be flagged by your program as possibly identical.

**Input**

The first line of input will contain a single integer *n*, 0 < *n* ≤ 100000, the number of snowflakes to follow. This will be followed by *n* lines, each describing a snowflake. Each snowflake will be described by a line containing six integers (each integer is at least 0 and less than 10000000), the lengths of the arms of the snow ake. The lengths of the arms will be given in order around the snowflake (either clockwise or counterclockwise), but they may begin with any of the six arms. For example, the same snowflake could be described as 1 2 3 4 5 6 or 4 3 2 1 6 5.

**Output**

If all of the snowflakes are distinct, your program should print the message:  
**No two snowflakes are alike.**  
If there is a pair of possibly identical snow akes, your program should print the message:  
**Twin snowflakes found.**

**Sample Input**

2

1 2 3 4 5 6

4 3 2 1 6 5

**Sample Output**

Twin snowflakes found.

**ZJ2 d062: [2005] C - Computer Connectivity**

**內容：**

Consider a set of N computers numbered from 1 to N, and a set S of M computer pairs, where each pair (i,j) in S indicates that computers i and j are connected. The connectivity rule says that if computers i and j are connected, and computers j and k are connected, then computers i and k are connected, too, no matter whether (i,k) or (k,i) is in S or not. Based on S and the connectivity rule, the set of N computers can be divided into a number of groups such that for any two computers, they are in the same group if and only if they are connected. Note that if a computer is not connected to any other one, itself forms a group. A group is said to be largest if the number of computers in it is maximum among all groups. The problem asks to count how many computers there are in a largest group.

**輸入說明：**

The first line of the input file contains the number of test cases. For each test case, the first line consists of N (1 ≤ N ≤ 30000) and M (1 ≤ M ≤ 100000), where N is the number of computers and M is the number of computer pairs in S. Each of the following M lines consists of two integers i and j (1 ≤ i ≤ N, 1 ≤ j ≤ N, i = j) indicating that (i,j) is in S. Note that there could be repetitions among the pairs in S.

**輸出說明：**

For each test case, the output should contain one number on a line, denoting the amount of computers in a largest group.

**範例輸入：**![help](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAASCAYAAAC9+TVUAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAEEElEQVR4nG2SfUwUdBjHH1FMfIliNdvM+oc2bFgtI6eiRuHMl3/Spa58KUo3paapZJGiglcDNBREEASOFAii4FAGnii+o6ioTd2JIKfcO/fucQd3cJ/+6Nay9cdvz57n+X4+27P9RBuTL/9+YyMnjn95VnLyOkXT6UNNlr5j5+zegycM5s/TG5tfivviy7Bnnh3zX+ap5itF7eID9VqD0RGg/qqTrDozaVVGFLUmVFedGO1+FBWang07yxP+V7Li22PrrnX1D/3R5iCtykDleTsN7U6qLzooabGyvcLAJz/30NDu5Nwdl3/5lrJlT0martviL9zz+A+f7EN5xkbdFSfKMzbKztgob7Wxt97MjkoD237Rs3xvD0dOWWm+6fKqr+nf0Mbkiwz4g2EHTlhunrrtJq/RQtUFOxXn7Dw0DRIMAkBgKEjLbTfrCx+zJvcR83d30abxkFlnbtXG5Iuob7kTOg0DbCrRUXneTpHaSrdpAIAT110cOG5Bo/MBoKg1sTTrIYsyulmZo+VGdz+XNZ43paC5L+vOYx+bSnQUNPeR02DBOzhMl3GArUo9yUW9/HbJAcA+lZkPd3cx94dOpm3R8MgyyJEW63dy9KxdVXPJweZSHdn1ZtJrjOQ0WNhRaWD94V6y6814B4cxOgJ8lNlDfOrfgmlbNZy86eZQU1+Z/N7maCpvtZG48wHJRb2klOvZVKpnQ7GeLJUV/1AQnS1AUqGR99Mf8e733UzZeJ93tt5H1e6kpMVaKcVqa0Vzh4tX1t7h1XV3mbKxkxk7tHyg0NH2wIfPH2RJroVZGUbi0vS8ldpLbEoPiRlarnT2c1hty5Oy07aNBruf6PX3eO3rTmJTenh7u47pu00cOd9PVbuPOZl2ZmfaiP/Jyow9FuJ2GlhTaMbsGuLXy67VUlLdMrm5wz24udxIbIqWaWl6ZioszMmyk632Un19kPl5Hublekjc7yZhn5OVxU5KL3iou+Z+Utt49nnRxuRLwtrigsfWAAuzTcxU9PHeXifzcj08sAzj9cPSUj+LiwZZWDjAilIvWWofJtcws5MOKv75saPGvRiVXqnRdJoCJCndLMj3sKhwgJXHhkiqHmaJMsgSZZBvVMMUXhqi1xEkVXnrxqiIyPHamHwRERkpIpERL0TH7zr6Z7fZHaSmI8C240NsaQiySw15F+FoB7R2gcUDqcobdyOiJseJSGSIl3ARmSgiU0eNmbB47meZ9cdvPfHZ+kHvAp0L7F5w+qDxtqt/9qqMmpGjxy4QkakhLlxEJExExonIpNAiIXzsc6smT1+Wm5j0o2p1yv6TH2/YUx87Z2nO6IgJn4pIQig3KcSFSeimESHjOBGJCgWiReR1EYkN1ejQPCqUCxeREdqYfPkLtaj1bvYiGucAAAAASUVORK5CYII=)
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**範例輸出 ：**

3

6

**POJ 3273 Monthly Expense**

|  |  |  |
| --- | --- | --- |
| **Time Limit:** 2000MS |  | **Memory Limit:** 65536K |

**Description**

Farmer John is an astounding accounting wizard and has realized he might run out of money to run the farm. He has already calculated and recorded the exact amount of money (1 ≤ *moneyi* ≤ 10,000) that he will need to spend each day over the next *N* (1 ≤ *N* ≤ 100,000) days.

FJ wants to create a budget for a sequential set of exactly *M* (1 ≤ *M* ≤ *N*) fiscal periods called "fajomonths". Each of these fajomonths contains a set of 1 or more consecutive days. Every day is contained in exactly one fajomonth.

FJ's goal is to arrange the fajomonths so as to minimize the expenses of the fajomonth with the highest spending and thus determine his monthly spending limit.

**Input**

Line 1: Two space-separated integers: *N* and *M*   
Lines 2..*N*+1: Line *i*+1 contains the number of dollars Farmer John spends on the *i*th day

**Output**

Line 1: The smallest possible monthly limit Farmer John can afford to live with.

**Sample Input**

7 5

100

400

300

100

500

101

400

**Sample Output**

500

**POJ 3258 River Hopscotch**

|  |  |  |
| --- | --- | --- |
| **Time Limit:** 2000MS |  | **Memory Limit:** 65536K |

**Description**

Every year the cows hold an event featuring a peculiar version of hopscotch that involves carefully jumping from rock to rock in a river. The excitement takes place on a long, straight river with a rock at the start and another rock at the end, *L* units away from the start (1 ≤ *L* ≤ 1,000,000,000). Along the river between the starting and ending rocks, *N* (0 ≤ *N* ≤ 50,000) more rocks appear, each at an integral distance *Di* from the start (0 < *Di* < *L*).

To play the game, each cow in turn starts at the starting rock and tries to reach the finish at the ending rock, jumping only from rock to rock. Of course, less agile cows never make it to the final rock, ending up instead in the river.

Farmer John is proud of his cows and watches this event each year. But as time goes by, he tires of watching the timid cows of the other farmers limp across the short distances between rocks placed too closely together. He plans to remove several rocks in order to increase the shortest distance a cow will have to jump to reach the end. He knows he cannot remove the starting and ending rocks, but he calculates that he has enough resources to remove up to *M*rocks (0 ≤ *M* ≤ *N*).

FJ wants to know exactly how much he can increase the shortest distance *\*before\** he starts removing the rocks. Help Farmer John determine the greatest possible shortest distance a cow has to jump after removing the optimal set of *M* rocks.

**Input**

Line 1: Three space-separated integers: *L*, *N*, and *M*   
Lines 2..*N*+1: Each line contains a single integer indicating how far some rock is away from the starting rock. No two rocks share the same position.

**Output**

Line 1: A single integer that is the maximum of the shortest distance a cow has to jump after removing *M* rocks

**Sample Input**

25 5 2

2

14

11

21

17

**Sample Output**

4