**102. 二叉树的层序遍历**

给你一个二叉树，请你返回其按 层序遍历 得到的节点值。 （即逐层地，从左到右访问所有节点）。

二叉树：[3,9,20,null,null,15,7],

3

/ \

9 20

/ \

15 7

返回其层次遍历结果：

[

[3],

[9,20],

[15,7]

]

|  |
| --- |
| class Solution {  public:  vector<vector<int>> levelOrder(TreeNode\* root) {  vector<vector<int>> res;  if (root == nullptr) {  return res;  }  queue<TreeNode\*> q;  q.push(root);  while (!q.empty()) {  int n = q.size();  res.push\_back({});  for (int i = 0; i < n; ++i) {  auto node = q.front();  q.pop();  res.rbegin()->push\_back(node->val);  if (node->left != nullptr) {  q.push(node->left);  }  if (node->right != nullptr) {  q.push(node->right);  }  }  }  return res;  }  }; |

**127. 单词接龙**

给定两个单词（beginWord 和 endWord）和一个字典，找到从 beginWord 到 endWord 的最短转换序列的长度。转换需遵循如下规则：

每次转换只能改变一个字母。

转换过程中的中间单词必须是字典中的单词。

说明:如果不存在这样的转换序列，返回 0。所有单词具有相同的长度。所有单词只由小写字母组成。字典中不存在重复的单词。你可以假设 beginWord 和 endWord 是非空的，且二者不相同。

输入:

beginWord = "hit",

endWord = "cog",

wordList = ["hot","dot","dog","lot","log","cog"]

输出: 5

解释: 一个最短转换序列是 "hit" -> "hot" -> "dot" -> "dog" -> "cog",返回它的长度 5。

输入:

beginWord = "hit"

endWord = "cog"

wordList = ["hot","dot","dog","lot","log"]

输出: 0

解释: endWord "cog" 不在字典中，所以无法进行转换。

|  |
| --- |
| class Solution {  public:  int ladderLength(string beginWord, string endWord, vector<string>& wordList)  {  unordered\_set<string> wordDict(wordList.begin(), wordList.end());  if (wordDict.find(endWord) == wordDict.end()) {  return 0;  }  set<string> visited;  queue<string> q;  q.push(beginWord);  visited.insert(beginWord);  int step = 1;  while (!q.empty()) {  ++step;  int n = q.size();  for (int index = 0; index < n; ++index) {  string cur = q.front();  q.pop();  for (int i = 0; i < cur.size(); ++i) { //修改1个单词，变化出可用的词  string str = cur;  for (char c = 'a'; c <= 'z'; ++c) {  if (c == cur[i]) {  continue;  }  str[i] = c;  if (visited.count(str) > 0 || wordDict.find(str) == wordDict.end()) {  continue;  }  if (str == endWord) {  return step;  }  q.push(str);  visited.insert(str);  }  }  }  }  return 0;  }  }; |

|  |
| --- |
| class Solution {  public:  int ladderLength(string beginWord, string endWord, vector<string>& wordList) {  unordered\_set<string> wordDict(wordList.begin(), wordList.end());  if (wordDict.find(endWord) == wordDict.end()){  return 0;  }  unordered\_set<string> beginSet{beginWord};  unordered\_set<string> endSet{endWord};  int step = 1;  while(!beginSet.empty()){  unordered\_set<string> tempSet;  ++step;  for (auto s : beginSet) {  wordDict.erase(s);  }  for (auto s : beginSet) {  for (int i = 0; i < s.size(); ++i){ //修改1个单词，变化出可用的词  string str = s;  for (char c = 'a'; c <= 'z'; ++c){  str[i] = c;  if (wordDict.find(str) == wordDict.end()){  continue;  }  if (endSet.find(str) != endSet.end()){  return step;  }  tempSet.insert(str);  }  }  }  if (tempSet.size() < endSet.size()){  beginSet = tempSet;  } else {  beginSet = endSet;// **双向BFS 调换顺序**  endSet = tempSet;  }  }  return 0;  }  }; |

**126. 单词接龙 II**

给定两个单词（beginWord 和 endWord）和一个字典 wordList，找出所有从 beginWord 到 endWord 的最短转换序列。转换需遵循如下规则：

每次转换只能改变一个字母。

转换后得到的单词必须是字典中的单词。

说明:

如果不存在这样的转换序列，返回一个空列表。

所有单词具有相同的长度。

所有单词只由小写字母组成。

字典中不存在重复的单词。

你可以假设 beginWord 和 endWord 是非空的，且二者不相同。

输入:

beginWord = "hit",

endWord = "cog",

wordList = ["hot","dot","dog","lot","log","cog"]

输出:

[

["hit","hot","dot","dog","cog"],

["hit","hot","lot","log","cog"]

]

输入:

beginWord = "hit"

endWord = "cog"

wordList = ["hot","dot","dog","lot","log"]

输出: []

解释: endWord "cog" 不在字典中，所以不存在符合要求的转换序列。

|  |
| --- |
| class Solution {  public:  vector<vector<string>> res;  **vector<string> path;**  vector<vector<string>> findLadders(string beginWord, string endWord, vector<string>& wordList) {  unordered\_set<string> s(wordList.begin(), wordList.end());  if (s.count(endWord) == 0) return res;  unordered\_map<string, int> dist;  **dist[beginWord] = 0;**  bfs(beginWord, endWord, s, dist);  // cout << dist[beginWord] << endl;  if (dist.count(endWord) == 0) return res;  path.emplace\_back(endWord);  dfs(endWord, beginWord, dist);  return res;  }  void bfs(string beginWord, string endWord, unordered\_set<string>& s, unordered\_map<string, int>& dist)  {  queue<string> q;  q.emplace(beginWord);  while (!q.empty()) {  auto t = q.front();  q.pop();  auto origin = t;  for (int i = 0; i < t.size(); ++i) {  t = origin;  for (char c = 'a'; c < 'z'; ++c) {  if (t[i] == c) continue;  t[i] = c;  if (s.count(t) > 0 && dist.count(t) == 0) {  **dist[t] = dist[origin] + 1;**  if (t == endWord) return;  q.emplace(t);  }  }  }  }  }  void dfs(string start, string end, unordered\_map<string, int>& dist)  {  if (start == end) {  reverse(path.begin(), path.end());  res.emplace\_back(path);  reverse(path.begin(), path.end());  return;  }  auto origin = start;  for (int i = 0; i < start.size(); ++i) {  start = origin;  for (char c = 'a'; c <= 'z'; ++c) {  if (start[i] == c) continue;  start[i] = c;  if (dist.count(start) > 0 && dist[origin] == dist[start] + 1) {  path.emplace\_back(start);  **dfs(start, end, dist);**  path.pop\_back();  }  }  }  }  }; |

**310. 最小高度树**

对于一个具有树特征的无向图，我们可选择任何一个节点作为根。图因此可以成为树，在所有可能的树中，具有最小高度的树被称为最小高度树。给出这样的一个图，写出一个函数找到所有的最小高度树并返回他们的根节点。

格式：该图包含 n 个节点，标记为 0 到 n - 1。给定数字 n 和一个无向边 edges 列表（每一个边都是一对标签）。

你可以假设没有重复的边会出现在 edges 中。由于所有的边都是无向边， [0, 1]和 [1, 0] 是相同的，因此不会同时出现在 edges 里。

输入: n = 4, edges = [[1, 0], [1, 2], [1, 3]]

0

|

1

/ \

2 3

输出: [1]

输入: n = 6, edges = [[0, 3], [1, 3], [2, 3], [4, 3], [5, 4]]

0 1 2

\ | /
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|
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输出: [3, 4]

|  |
| --- |
| class Solution {  public:  vector<int> findMinHeightTrees(int n, vector<vector<int>>& edges) {  if (n == 0) {  return {};  }  if (n == 1) {  return { 0 };  }  vector<list<int>> graph(n, list<int>());  for (const auto& edge : edges) {  graph[edge[0]].push\_back(edge[1]);  graph[edge[1]].push\_back(edge[0]);  }  list<int> q;  for (size\_t i = 0; i < graph.size(); i++) {  if (graph[i].size() == 1) {  q.push\_back(i);  }  }  if (q.empty()) {  return {};  }  int res = n;  while (res > 2) {  list<int> tmp;  for (auto node : q) {  int to = graph[node].front();  graph[node].clear();  graph[to].remove(node);  res--;  if (graph[to].size() == 1) {  tmp.push\_back(to);  }  }  q = tmp;  }  return vector<int>(q.begin(), q.end());  }  }; 类拓扑排序。找到只有一个邻居的点加入队列，每pop一个节点，它的邻居的邻接表就减去这一节点，直到只剩下一/两个节点 |

**301. 删除无效的括号**

删除最小数量的无效括号，使得输入的字符串有效，返回所有可能的结果。

说明: 输入可能包含了除 ( 和 ) 以外的字符。

输入: "()())()"

输出: ["()()()", "(())()"]

输入: "(a)())()"

输出: ["(a)()()", "(a())()"]

输入: ")("

输出: [""]

|  |
| --- |
| class Solution {  public:  vector<string> removeInvalidParentheses(string s) {  vector<string> res;  remove(move(s), {'(', ')'}, 0, 0, res);  return res;  }  void remove(std::string s, const vector<char>& par, int m, int n, vector<string>& res) {  int stack = 0, i = m;  for (int i = m; i < s.length(); ++i) {  if (s[i] == par[0]) stack++;  if (s[i] == par[1]) stack--;  if (stack >= 0) continue;  // "右"括号多出来了，删除一个右括号  for (int j = n; j <= i; ++j) {  if (s[j] == par[1] && (j == n || s[j-1] != par[1])) {  auto ss = s.substr(0, j) + s.substr(j + 1);  remove(move(ss), par, i, j, res);  }  }  return;  }  reverse(s.begin(), s.end());  if (par[0] == '(') {  remove(move(s), {par[1], par[0]}, 0, 0, res);  } else {  res.push\_back(move(s));  }  }  }; |

**513. 找树左下角的值**

给定一个二叉树，在树的最后一行找到最左边的值。

|  |
| --- |
| int findBottomLeftValue(TreeNode\* root) {  queue<TreeNode\*> q;  q.push(root);  int res = 0;  while (!q.empty()) {  auto node = q.front();  q.pop();  res = node->val;  if (node->right) q.push(node->right);  if (node->left) q.push(node->left);  }  return res;  } |

**301. 删除无效的括号**

|  |
| --- |
| class Solution {  public:  vector<string> removeInvalidParentheses(string s)  {  vector<string> result;  queue<string> q;  set<string> visited\_;  q.push(s);  visited\_.insert(s);  int layer = 0;  bool hasValid = false;  while (!q.empty()) {  auto s = q.front();  q.pop();  if (IsValid(s)) {  result.push\_back(s);  hasValid = true;  }  if (hasValid) {  continue;  }  for (size\_t i = 0; i < s.size(); i++) {  if (s[i] == '(' || s[i] == ')') {  string newStr = s.substr(0, i) + s.substr(i + 1);//0 len-1无需特殊处理  if (visited\_.count(newStr) == 0) {  visited\_.insert(newStr);  q.push(newStr);  }  }  }  }  return result.empty() ? vector<string>(1, "") : result;  }  bool IsValid(const string& s)  {  auto flags = 0;  for (auto c : s) {  if (c == '(') {  flags++;  } else if (c == ')'){  flags--;  }  if (flags < 0) {  return false;  }  }  return flags == 0;  }  };// 如果我们每次只删除一个括号，然后观察被删除一个括号后是否合法，如果已经合法了，就不用继续删除了，但需要遍历完本层；因此我们并不需要将遍历进行到底，而是层层深入，一旦达到需求，就不再深入了。 |

**515. 在每个树行中找最大值**

您需要在二叉树的每一行中找到最大的值。

输入:

1

/ \

3 2

/ \ \

5 3 9

输出: [1, 3, 9]

|  |
| --- |
| class Solution {  public List<Integer> largestValues(TreeNode root) {  List<Integer> res = new LinkedList<>();  if (null == root) {  return res;  }  LinkedList<TreeNode> queue = new LinkedList<>();  queue.add(root);  while (!queue.isEmpty()) {  int size = queue.size();  int max = queue.getFirst().val;  for (int i = 0; i < size; i++) {  TreeNode node = queue.removeFirst();  if (node.val > max) {  max = node.val;  }  if (node.left != null) {  queue.addLast(node.left);  }  if (node.right != null) {  queue.addLast(node.right);  }  }  res.add(max);  }  return res;  } |

|  |
| --- |
| class Solution {  public List<Integer> largestValues(TreeNode root) {  List<Integer> res = new ArrayList<>();  levelOrder(root, res, 0);  return res;  }  private void levelOrder(TreeNode root, List<Integer> collectors, int level) {  if (root == null) {  return;  }  if (level >= collectors.size()) {  collectors.add(level, root.val);  } else {  Integer val = collectors.get(level);  if (root.val > val) {  collectors.set(level, root.val);  }  }  levelOrder(root.left, collectors, level + 1);  levelOrder(root.right, collectors, level + 1);  }  }// DFS |

**542. 01 矩阵**

给定一个由 0 和 1 组成的矩阵，找出每个元素到最近的 0 的距离。

两个相邻元素间的距离为 1 。

输入： 输出：

[[0,0,0], [[0,0,0],

[0,1,0], [0,1,0],

[0,0,0]] [0,0,0]]

输入： 输出：

[[0,0,0], [[0,0,0],

[0,1,0], [0,1,0],

[1,1,1]] [1,2,1]]

|  |
| --- |
| struct P{  int x, y, dis;  };  class Solution {  public:  int dx[4] = {1, -1, 0, 0}, dy[4] = {0, 0, 1, -1};  vector<vector<int>> updateMatrix(vector<vector<int>>& matrix) {  queue<P> q;  int m = matrix.size(), n = matrix[0].size();  vector<vector<int>> vis(m, vector<int>(n, 0));  vector<vector<int>> res(m, vector<int>(n, 0));  for(int i = 0; i < m; i++)  for (int j = 0; j < n; j++)  if(matrix[i][j] == 0) q.push({i, j, 0}), vis[i][j] = 1;  while(!q.empty())  {  P t = q.front();  q.pop();  int x = t.x, y = t.y, d = t.dis;  vis[x][y] = 1;  for(int k = 0; k < 4; k++)  {  int nx = x + dx[k], ny = y + dy[k];  if(nx<0 || nx>=m || ny<0 || ny>=n || vis[nx][ny]) continue;  q.push({nx, ny, d + 1});  res[nx][ny] = d + 1;  vis[nx][ny] = 1;  }  }  return res;  }  };// 多源BFS板题 |
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**743. 网络延迟时间**

有 N 个网络节点，标记为 1 到 N。

给定一个列表 times，表示信号经过有向边的传递时间。 times[i] = (u, v, w)，其中 u 是源节点，v 是目标节点， w 是一个信号从源节点传递到目标节点的时间。

现在，我们从某个节点 K 发出一个信号。需要多久才能使所有节点都收到信号？如果不能使所有节点收到信号，返回 -1。

输入：times = [[2,1,1],[2,3,1],[3,4,1]], N = 4, K = 2

输出：2

|  |
| --- |
| class Solution { // DFS  vector<vector<pair<int, int>>> graph;  vector<int> dp;  int cost;  public:  int networkDelayTime(vector<vector<int>>& times, int N, int K) {  graph.resize(N+1);  dp.resize(N+1, 101);  for(auto time: times) {  graph[time[0]].emplace\_back(time[1], time[2]);  }  cost = 0;  dp[K] = 0;  dfs(K);  for(int i=1; i<=N; i++)  if(dp[i] > cost)  cost = dp[i];  return cost > 100 ? -1 : cost;  }  void dfs(int u) {  for(auto e: graph[u]) {  int v = e.first;  int w = e.second;  if(dp[u] + w < dp[v]) {  dp[v] = dp[u] + w;  dfs(v);  }  }  }  }; |

|  |
| --- |
| class Solution { // BFS  vector<vector<pair<int, int>>> graph;  vector<int> dp;  int cost;  public:  int networkDelayTime(vector<vector<int>>& times, int N, int K) {  graph.resize(N+1);  dp.resize(N+1, 101);  for(auto time: times) {  graph[time[0]].emplace\_back(time[1], time[2]);  }  cost = 0;  dp[K] = 0;  queue<int> Q;  Q.push(K);  while(!Q.empty()) {  int u = Q.front();  Q.pop();  for(auto e: graph[u]) {  int v = e.first;  int w = e.second;  if(dp[u] + w < dp[v]) {  dp[v] = dp[u] + w;  Q.push(v);  }  }  }  for(int i=1; i<=N; i++)  if(dp[i] > cost)  cost = dp[i];  return cost > 100 ? -1 : cost;  }  }; |

**752. 打开转盘锁**

你有一个带有四个圆形拨轮的转盘锁。每个拨轮都有10个数字： '0', '1', '2', '3', '4', '5', '6', '7', '8', '9' 。每个拨轮可以自由旋转：例如把 '9' 变为 '0'，'0' 变为 '9' 。每次旋转都只能旋转一个拨轮的一位数字。

锁的初始数字为 '0000' ，一个代表四个拨轮的数字的字符串。

列表 deadends 包含了一组死亡数字，一旦拨轮的数字和列表里的任何一个元素相同，这个锁将会被永久锁定，无法再被旋转。

字符串 target 代表可以解锁的数字，你需要给出最小的旋转次数，如果无论如何不能解锁，返回 -1。

输入：deadends = ["0201","0101","0102","1212","2002"], target = "0202"

输出：6

解释：

可能的移动序列为 "0000" -> "1000" -> "1100" -> "1200" -> "1201" -> "1202" -> "0202"。

注意 "0000" -> "0001" -> "0002" -> "0102" -> "0202" 这样的序列是不能解锁的，

因为当拨动到 "0102" 时这个锁就会被锁定。

输入: deadends = ["8888"], target = "0009"

输出：1

解释：

把最后一位反向旋转一次即可 "0000" -> "0009"。

输入: deadends = ["0000"], target = "8888"

输出：-1

|  |
| --- |
| class Solution {  public:  int openLock(vector<string>& deadends, string target)  {  unordered\_set<string> deadlocks(deadends.begin(), deadends.end());  if (deadlocks.count(target) != 0 || deadlocks.count("0000") != 0) return -1;  queue<string> q;  q.push("0000");  unordered\_set<string> visited;  visited.insert("0000");  vector<int> directs = { -1,1 };  int res = 0;  while (!q.empty()) {  int size = q.size();  while (size-->0) {  auto t = q.front();  q.pop();  if (t == target) return res;  if (deadlocks.count(t)) return -1;  for (int i = 0; i<t.size(); i++) {  for (auto direct : directs) {  string newWord = t;  newWord[i] = (newWord[i] - '0' + 10 + direct) % 10 + '0';  if (visited.count(newWord) || deadlocks.count(newWord)) continue;  q.push(newWord);  visited.insert(newWord);  }  }  }  res++;  }  return -1;  }  }; |

**773. 滑动谜题**

在一个 2 x 3 的板上（board）有 5 块砖瓦，用数字 1~5 来表示, 以及一块空缺用 0 来表示.一次移动定义为选择 0 与一个相邻的数字（上下左右）进行交换.最终当板 board 的结果是 [[1,2,3],[4,5,0]] 谜板被解开。

给出一个谜板的初始状态，返回最少可以通过多少次移动解开谜板，如果不能解开谜板，则返回 -1 。

输入：board = [[1,2,3],[4,0,5]]

输出：1

解释：交换 0 和 5 ，1 步完成

输入：board = [[1,2,3],[5,4,0]]

输出：-1

解释：没有办法完成谜板

输入：board = [[4,1,2],[5,0,3]]

输出：5

解释：

最少完成谜板的最少移动次数是 5 ，

一种移动路径:

尚未移动: [[4,1,2],[5,0,3]]

移动 1 次: [[4,1,2],[0,5,3]]

移动 2 次: [[0,1,2],[4,5,3]]

移动 3 次: [[1,0,2],[4,5,3]]

移动 4 次: [[1,2,0],[4,5,3]]

移动 5 次: [[1,2,3],[4,5,0]]

输入：board = [[3,2,4],[1,5,0]]

输出：14

|  |
| --- |
| class Solution {  public:  int slidingPuzzle(vector<vector<int>>& board)  {  int row = board.size();  int col = board[0].size();  string begin = "";  string target = "123450";  int depth = 0;  // 0 所在位置要移动的下标数组  vector<vector<int>> moves{ { 1, 3 },{ 0, 2, 4 },{ 1, 5 },  { 0, 4 },{ 1, 3, 5 },{ 2, 4 } };  // 转换为一维字符串数组  for (int i = 0; i < row; i++) {  for (int j = 0; j < col; j++) {  begin += to\_string(board[i][j]);  }  }  unordered\_set<string> visited;  queue<string> q;  q.push(begin);  visited.insert(begin);  while (!q.empty()) {  int n = q.size();  for (int i = 0; i < n; i++) {  string curr = q.front();  q.pop();  if (curr == target) {  return depth;  }  int zero\_index = curr.find("0");  for (auto next : moves[zero\_index]) {  swap(curr[next], curr[zero\_index]);  if (!visited.count(curr)) {  q.push(curr);  visited.insert(curr);  }  // reverse the state  swap(curr[next], curr[zero\_index]);  }  }  depth++;  }  return -1;  }  }; |

**778. 水位上升的泳池中游泳**

在一个 N x N 的坐标方格 grid 中，每一个方格的值 grid[i][j] 表示在位置 (i,j) 的平台高度。

现在开始下雨了。当时间为 t 时，此时雨水导致水池中任意位置的水位为 t 。你可以从一个平台游向四周相邻的任意一个平台，但是前提是此时水位必须同时淹没这两个平台。假定你可以瞬间移动无限距离，也就是默认在方格内部游动是不耗时的。当然，在你游泳的时候你必须待在坐标方格里面。你从坐标方格的左上平台 (0，0) 出发。最少耗时多久你才能到达坐标方格的右下平台 (N-1, N-1)？

输入: [[0,2],[1,3]]

输出: 3

解释:

时间为0时，你位于坐标方格的位置为 (0, 0)。此时你不能游向任意方向，因为四个相邻方向平台的高度都大于当前时间为 0 时的水位。等时间到达 3 时，你才可以游向平台 (1, 1). 因为此时的水位是 3，坐标方格中的平台没有比水位 3 更高的，所以你可以游向坐标方格中的任意位置

输入: [[0,1,2,3,4],[24,23,22,21,5],[12,13,14,15,16],[11,17,18,19,20],[10,9,8,7,6]]

输出: 16

解释:

**0 1 2 3 4**

24 23 22 21  **5**

**12 13 14 15 16**

**11** 17 18 19 20

**10 9 8 7 6**

最终的路线用加粗进行了标记。我们必须等到时间为 16，此时才能保证平台 (0, 0) 和 (4, 4) 是连通的

|  |
| --- |
| struct Position {  Position(int x, int y, int h) : x\_(x), y\_(y), h\_(h) {}  int x\_;  int y\_;  int h\_;  };  bool operator< (const Position& left, const Position& right)  {  return left.h\_ > right.h\_;  }  class Solution {  public:  int swimInWater(vector<vector<int>>& grid)  {  n\_ = grid.size();  m\_ = grid[0].size();  if (n\_ == 0 || m\_ == 0) {  return 0;  }  priority\_queue<Position> q;  q.push(Position(0, 0, grid[0][0]));  vector<vector<bool>> visited(n\_, vector<bool>(m\_, false));  visited[0][0] = true;  int res = 0;  while (!q.empty()) {  auto tmp = q.top();  q.pop();  res = max(res, tmp.h\_);  if (tmp.x\_ == m\_ - 1 && tmp.y\_ == n\_ - 1) {  break;  }  for (const auto& ori : orient\_) {  int newY = tmp.y\_ + ori[0];  int newX = tmp.x\_ + ori[1];  if (!ValidPos(newX, newY)) {  continue;  }  if (visited[newY][newX]) {  continue;  }  q.push(Position(newX, newY, grid[newY][newX]));  visited[newY][newX] = true;  }  }  return res;  }  bool ValidPos(int x, int y)  {  return (x >= 0) && (x < m\_) && (y >= 0) && (y < n\_);  }  int n\_{ 0 };  int m\_{ 0 };  vector<vector<int>> orient\_{ {-1, 0}, {1, 0},{0, -1}, {0, 1} };  };//宽度优先搜索。使用优先队列，每次选择值最小的作为下一个，并更新最大值作为结果。 |

**787. K 站中转内最便宜的航班**

有 n 个城市通过 m 个航班连接。每个航班都从城市 u 开始，以价格 w 抵达 v。

现在给定所有的城市和航班，以及出发城市 src 和目的地 dst，你的任务是找到从 src 到 dst 最多经过 k 站中转的最便宜的价格。 如果没有这样的路线，则输出 -1。

例1 例2
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输入: n = 3, edges = [[0,1,100],[1,2,100],[0,2,500]]

src = 0, dst = 2, k = 1

输出: 200

解释: 从城市 0 到城市 2 在 1 站中转以内的最便宜价格是 200，如图中红色所示。

输入: n = 3, edges = [[0,1,100],[1,2,100],[0,2,500]]

src = 0, dst = 2, k = 0

输出: 500

解释: 从城市 0 到城市 2 在 0 站中转以内的最便宜价格是 500，如图中蓝色所示。

|  |
| --- |
| class Solution {  public:  int findCheapestPrice(int n, vector<vector<int>>& flights, int src, int dst, int K) {  int res = -1;  int minPrice = INT\_MAX;  queue<vector<int>> q;  q.push({ 0, src });  while (!q.empty()) {  auto tmp = q.front();  int n = tmp.size();  q.pop();  if (tmp[n - 1] == dst && tmp[0] < minPrice) {  minPrice = tmp[0];  }  if ((tmp.size() > K + 2) || tmp[0] > minPrice) {  continue;  }  for (const auto& flight : flights) {  if (tmp[n - 1] == flight[0] &&  find(tmp.begin() + 1, tmp.end(), flight[0]) != tmp.end()) {  vector<int> newTrace(tmp);  newTrace[0] += flight[2];  newTrace.push\_back(flight[1]);  q.push(newTrace);  }  }  }  return minPrice == INT\_MAX ? -1 : minPrice;  }  }; //由于有k的次数限制，用宽搜会更加直观。记录当前到达终点的最短路径，如果有更短的，把新的节点加入队列。 |

**847. 访问所有节点的最短路径**

给出 graph 为有 N 个节点（编号为 0, 1, 2, ..., N-1）的无向连通图。graph.length = N，且只有节点 i 和 j 连通时，j != i 在列表 graph[i] 中恰好出现一次。返回能够访问所有节点的最短路径的长度。你可以在任一节点开始和停止，也可以多次重访节点，并且可以重用边。

输入：[[1,2,3],[0],[0],[0]]

输出：4

解释：一个可能的路径为 [1,0,2,0,3]

输入：[[1],[0,2,4],[1,3,4],[2],[1,2]]

输出：4

解释：一个可能的路径为 [0,1,4,2,3]

提示：1 <= graph.length <= 12 0 <= graph[i].length < graph.length

|  |
| --- |
| class Solution {  struct Status {  Status(int pos, int visted) : visted\_(visted), pos\_(pos) {}  int visted\_{ 0 };  int pos\_{ 0 };  };  public:  int shortestPathLength(vector<vector<int>>& graph)  {  int n = graph.size();  queue<Status> q;  for (size\_t i = 0; i < graph.size(); i++) {  q.push(Status(i, 1 << i));  }  vector<vector<bool>> visited(1 << N, vector<bool>(N, false));  const int END\_STATUS = { (1 << n) - 1 };  int step = 0;  while (!q.empty()) {  int size = q.size();  for (size\_t i = 0; i < size; i++) {  auto status = q.front();  q.pop();  int curPos = status.pos\_;  int curStatus = status.visted\_;  if (curStatus == END\_STATUS) {  return step;  }  for (int pos : graph[curPos]) {  int nextStatus = curStatus | (1 << pos);  if (visited[nextStatus][pos]) {  continue;  }  visited[nextStatus][pos] = true;  q.push(Status(pos, nextStatus));  }  }  step++;  }  return -1;  }  int N{ 12 };  };//单源无权最短路径带状态,判断重复节点访问需要考虑当前状态 |

**787. K 站中转内最便宜的航班**

|  |
| --- |
| typedef tuple<int, int, int> ti;// fee station k  class Solution {  public:  int findCheapestPrice(int n, vector<vector<int>>& flights, int src, int dst, int K) {  vector<vector<pair<int, int>>> graph(n);  for (const auto& f : flights) {  graph[f[0]].emplace\_back(f[1], f[2]);  }  priority\_queue<ti, vector<ti>, greater<ti>> q;  q.emplace(0, src, K + 1);  while (!q.empty()) {  auto [cost, u, stops] = q.top();  q.pop();  if (u == dst) {  return cost;  }  if (stops == 0) {  continue;  }  for (auto to : graph[u]) {  auto [v, w] = to;  q.emplace(cost + w, v, stops - 1);  }  }  return -1;  }  }; |

**854. 相似度为 K 的字符串**

如果可以通过将 A 中的两个小写字母精确地交换位置 K 次得到与 B 相等的字符串，我们称字符串 A 和 B 的相似度为 K（K 为非负整数）。

给定两个字母异位词 A 和 B ，返回 A 和 B 的相似度 K 的最小值。

输入：A = "ab", B = "ba"

输出：1

输入：A = "abc", B = "bca"

输出：2

输入：A = "abac", B = "baca"

输出：2

输入：A = "aabc", B = "abca"

输出：2

|  |
| --- |
| class Solution {  public:  int kSimilarity(string A, string B)  {  if (A == B) {  return 0;  }  if (A.size() == 1) {  return -1;  }  set<string> visted;  int k = 0;  queue<string> q;  q.push(A);  visted.insert(A);  while (!q.empty()) {  int n = q.size();  for (size\_t layer = 0; layer < n; layer++) {  string tmp = q.front();  q.pop();  if (tmp == B) {  return k;  }  int i = 0;  while (tmp[i] == B[i]) {  i++;// 找到第一个不相等的位置  }  for (size\_t j = i + 1; j < tmp.size(); j++) {  string newStr = tmp;  //避免本来所在字符相等; 再后找到与B[i]相同的字符对调  if (tmp[j] == B[j] || tmp[j] != B[i]) {  continue;  }  swap(newStr[i], newStr[j]);  if (visted.find(newStr) != visted.end()) {  continue;  }  q.push(newStr);  visted.insert(newStr);  }  }  k++;  }  return -1;  }  }; |

**863. 二叉树中所有距离为 K 的结点**

给定一个二叉树（具有根结点 root）， 一个目标结点 target ，和一个整数值 K 。

返回到目标结点 target 距离为 K 的所有结点的值的列表。 答案可以以任何顺序返回。

输入：root = [3,5,1,6,2,0,8,null,null,7,4], target = 5, K = 2

输出：[7,4,1]

解释：

所求结点为与目标结点（值为 5）距离为 2 的结点，

值分别为 7，4，以及 1

注意，输入的 "root" 和 "target" 实际上是树上的结点。

上面的输入仅仅是对这些对象进行了序列化描述。

|  |
| --- |
| class Solution {  public:  vector<int> distanceK(TreeNode\* root, TreeNode\* target, int K)  {  map<int, vector<int>> graph;  queue<TreeNode\*> q;  q.push(root);  while (!q.empty()) {  auto\* node = q.front();  q.pop();  auto\* left = node->left;  auto\* right = node->right;  if (left != nullptr) {  graph[node->val].push\_back(left->val);  graph[left->val].push\_back(node->val);  q.push(left);  }  if (right != nullptr) {  graph[node->val].push\_back(right->val);  graph[right->val].push\_back(node->val);  q.push(right);  }  }  int targetVal = target->val;  queue<int> bfsQueue;  set<int> visited;  bfsQueue.push(targetVal);  visited.insert(targetVal);  int layer = 0;  vector<int> res;  while (!bfsQueue.empty()) {  int n = bfsQueue.size();  for (size\_t i = 0; i < n; i++) {  int cur = bfsQueue.front();  bfsQueue.pop();  if (layer == K) {  res.push\_back(cur);  continue;  }  for (auto next : graph[cur]) {  if (visited.find(next) != visited.end()) {  continue;  }  bfsQueue.push(next);  visited.insert(next);  }  }  layer++;  }  return res;  }  }; |

// DFS

|  |
| --- |
| class Solution {  map<TreeNode\*, TreeNode\*> parents\_;  set<TreeNode\*> visited\_;  TreeNode\* target\_{nullptr};  public:  vector<int> distanceK(TreeNode\* root, TreeNode\* target, int K) {  if (root == nullptr || target == nullptr) {  return {};  }  FillParent(root, nullptr);  vector<int> res;  Dfs(target, res, K);  return res;  }  void FillParent(TreeNode\* node, TreeNode\* parent) {  if (node == nullptr) {  return;  }  parents\_[node] = parent;  FillParent(node->left, node);  FillParent(node->right, node);  }  void Dfs(TreeNode\* node, vector<int>& res, int k) {  if (node == nullptr || visited\_.count(node) > 0) {  return;  }  visited\_.insert(node);  if (k == 0) {  res.push\_back(node->val);  return;  }  Dfs(node->left, res, k - 1);  Dfs(node->right, res, k - 1);  Dfs(parents\_[node], res, k - 1);  }  }; |

**864. 获取所有钥匙的最短路径**

给定一个二维网格 grid。 "." 代表一个空房间， "#" 代表一堵墙， "@" 是起点，（"a", "b", ...）代表钥匙，（"A", "B", ...）代表锁。

我们从起点开始出发，一次移动是指向四个基本方向之一行走一个单位空间。我们不能在网格外面行走，也无法穿过一堵墙。如果途经一个钥匙，我们就把它捡起来。除非我们手里有对应的钥匙，否则无法通过锁。

假设 K 为钥匙/锁的个数，且满足 1 <= K <= 6，字母表中的前 K 个字母在网格中都有自己对应的一个小写和一个大写字母。换言之，每个锁有唯一对应的钥匙，每个钥匙也有唯一对应的锁。另外，代表钥匙和锁的字母互为大小写并按字母顺序排列。返回获取所有钥匙所需要的移动的最少次数。如果无法获取所有钥匙，返回 -1 。

输入：["@.a.#","###.#","b.A.B"]

输出：8

输入：["@..aA","..B#.","....b"]

输出：6

|  |
| --- |
| struct Status {  Status(int x, int y, int status) : x\_(x), y\_(y), status\_(status) {}  int x\_;  int y\_;  **int status\_;**  };  class Solution {  public:  int shortestPathAllKeys(vector<string>& grid)  {  n\_ = grid.size();  m\_ = grid[0].size();  auto startPos = GetStartPos(grid);  auto locks = GetLocks(grid);  int lockNum = locks.size();  int END\_STATUS = (1 << lockNum) - 1;  vector<vector<vector<bool>>> visited((1 << lockNum), vector<vector<bool>>(n\_, vector<bool>(m\_, false)));  queue<Status> q;  q.push(Status(startPos.first, startPos.second, 0));  visited[0][startPos.second][startPos.first] = true;  int step = 0;  while (!q.empty()) {  int size = q.size();  for (size\_t i = 0; i < size; i++) {  auto status = q.front();  q.pop();  if (status.status\_ == END\_STATUS) {  return step;  }  for (auto& ori : orient\_) {  int newX = status.x\_ + ori[0];  int newY = status.y\_ + ori[1];  if (!IsValidPos(newX, newY)) {  continue;  }  if (visited[status.status\_][newY][newX]) {  continue;  }  char c = grid[newY][newX];  if (c == '#') {  continue;  }  // 是房间，但没有锁，无法继续  if (IsHouse(locks, c) && ((1 << (c - 'A')) & status.status\_) == false) {  continue;  }  int newStatus = status.status\_;  if (IsLock(locks, c)) {  newStatus |= (1 << (c - 'a'));  }  q.push(Status(newX, newY, newStatus));  visited[newStatus][newY][newX] = true;  }  }  step++;  }  return -1;  }  pair<int, int> GetStartPos(const vector<string>& grid) {  for (int i = 0; i < grid.size(); i++) {  for (int j = 0; j < grid[0].size(); j++) {  if (grid[i][j] == '@') {  return { j, i };  }  }  }  return { -1, -1 };  }  set<char> GetLocks(const vector<string>& grid) {  set<char> locks;  for (int i = 0; i < grid.size(); i++) {  for (int j = 0; j < grid[0].size(); j++) {  if (grid[i][j] >= 'a' && grid[i][j] <= 'f') {  locks.insert(grid[i][j]);  }  }  }  return locks;  }  bool IsLock(const set<char>& locks, char c) {  return islower(c) && locks.find(c) != locks.end();  }  bool IsHouse(const set<char>& locks, char c)  {  return isupper(c) && locks.find(tolower(c)) != locks.end();  }  bool IsValidPos(int x, int y) {  return (x >= 0) && (x < m\_) && (y >= 0) && (y < n\_);  }  vector<vector<int>> orient\_{ {1, 0},{ -1, 0 },{ 0, 1 },{ 0, -1 }};  int n\_{ 0 };  int m\_{ 0 };  }; |

**934. 最短的桥**

在给定的二维二进制数组 A 中，存在两座岛。（岛是由四面相连的 1 形成的一个最大组。）现在，我们可以将 0 变为 1，以使两座岛连接起来，变成一座岛。返回必须翻转的 0 的最小数目。（可以保证答案至少是 1。）

输入：[[0,1],[1,0]]

输出：1

输入：[[0,1,0],[0,0,0],[0,0,1]]

输出：2

输入：[[1,1,1,1,1],[1,0,0,0,1],[1,0,1,0,1],[1,0,0,0,1],[1,1,1,1,1]]

输出：1

|  |
| --- |
| class Solution {  public:  int shortestBridge(vector<vector<int>>& A)  {  n\_ = A.size();  m\_ = A[0].size();  bool finded = false;  for (size\_t i = 0; i < n\_; i++) {  for (size\_t j = 0; j < m\_; j++) {  if (A[i][j] == 1) {  Dfs(A, i, j);  finded = true;  break;  }  }  if (finded) {  break;  }  }  int step = 0;  while (!island\_.empty()) {  int n = island\_.size();  for (size\_t i = 0; i < n; i++) {  auto pos = island\_.front();  island\_.pop();  for (auto& ori : orient\_) {  int newY = pos.first + ori.first;  int newX = pos.second + ori.second;  if (!IsValidPos(newY, newX)) {  continue;  }  if (A[newY][newX] == 2) {  continue;  }  if (A[newY][newX] == 1) {  return step;  }  island\_.push({ newY, newX });  A[newY][newX] = 2;  }  }  step++;  }  return 0;  }  void Dfs(vector<vector<int>>& A, int y, int x) {  A[y][x] = 2;  island\_.push({ y, x });  for (auto& ori : orient\_) {  int newY = y + ori.first;  int newX = x + ori.second;  if (IsValidPos(newY, newX) && A[newY][newX] == 1) {  Dfs(A, newY, newX);  }  }  }  bool IsValidPos(int y, int x) {  return (x >= 0) && (x < m\_) && (y >= 0) && (y < n\_);  }  int n\_{ 0 };  int m\_{ 0 };  queue<pair<int, int>> island\_;  vector<pair<int, int>> orient\_{ {-1, 0},{ 1, 0 },{ 0, -1 },{ 0, 1 } };  }; |

**1091. 二进制矩阵中的最短路径**

在一个 N × N 的方形网格中，每个单元格有两种状态：空（0）或者阻塞（1）。

一条从左上角到右下角、长度为 k 的畅通路径，由满足下述条件的单元格 C\_1, C\_2, ..., C\_k 组成：

相邻单元格 C\_i 和 C\_{i+1} 在八个方向之一上连通（此时，C\_i 和 C\_{i+1} 不同且共享边或角）

C\_1 位于 (0, 0)（即，值为 grid[0][0]）

C\_k 位于 (N-1, N-1)（即，值为 grid[N-1][N-1]）

如果 C\_i 位于 (r, c)，则 grid[r][c] 为空（即，grid[r][c] == 0）

返回这条从左上角到右下角的最短畅通路径的长度。如果不存在这样的路径，返回 -1 。

输入：[[0,1],[1,0]]

输出：2
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输入：[[0,0,0],[1,1,0],[1,1,0]]

输出：4
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|  |
| --- |
| class Solution {  public:  int shortestPathBinaryMatrix(vector<vector<int>>& grid)  {  n\_ = grid.size();  m\_ = grid[0].size();  if (grid[0][0] == 1 || grid[n\_ - 1][m\_ - 1] == 1) {  return -1;  }  queue<vector<int>> q;  q.push({ 0, 0, 1 });  set<pair<int, int>> visited\_;  visited\_.insert({ 0, 0 });  while (!q.empty()) {  int n = q.size();  for (int i = 0; i < n; i++) {  const auto& tmp = q.front();  int y = tmp[0];  int x = tmp[1];  int dis = tmp[2];  if (y == n\_ - 1 && x == m\_ - 1) {  return dis;  }  for (auto& ori : orient\_) {  int newY = y + ori[0];  int newX = x + ori[1];  int newDis = dis + ori[2];  if (!IsValidPos(newY, newX)) {  continue;  }  if (grid[newY][newX] == 1) {  continue;  }  if (visited\_.find({ newY, newX }) != visited\_.end()) {  continue;  }  q.push({ newY, newX, newDis });  visited\_.insert({ newY, newX });  }  q.pop();  }  }  return -1;  }  bool IsValidPos(int y, int x)  {  return x >= 0 && x < m\_ && y >= 0 && y < n\_;  }  int n\_{ 0 };  int m\_{ 0 };  vector<vector<int>> orient\_{ {-1, -1, 1}, {0, -1, 1},  {1, -1, 1}, {1, 0, 1},  { 1, 1, 1},{ 0, 1, 1 },  { -1, 1, 1 },{-1, 0, 1 } };  }; |

**1129. 颜色交替的最短路径**

在一个有向图中，节点分别标记为 0, 1, ..., n-1。这个图中的每条边不是红色就是蓝色，且存在自环或平行边。

red\_edges 中的每一个 [i, j] 对表示从节点 i 到节点 j 的红色有向边。类似地，blue\_edges 中的每一个 [i, j] 对表示从节点 i 到节点 j 的蓝色有向边。

返回长度为 n 的数组 answer，其中 answer[X] 是从节点 0 到节点 X 的红色边和蓝色边交替出现的最短路径的长度。如果不存在这样的路径，那么 answer[x] = -1。

输入：n = 3, red\_edges = [[0,1],[1,2]], blue\_edges = []

输出：[0,1,-1]

输入：n = 3, red\_edges = [[0,1]], blue\_edges = [[2,1]]

输出：[0,1,-1]

输入：n = 3, red\_edges = [[1,0]], blue\_edges = [[2,1]]

输出：[0,-1,-1]

|  |
| --- |
| class Solution {  public:  vector<int> shortestAlternatingPaths(int n, vector<vector<int>>& red\_edges, vector<vector<int>>& blue\_edges) {  vector<map<int, set<int>>> grid(n);  for (auto edge : red\_edges) {  grid[edge[0]][edge[1]].insert(1);  }  for (auto edge : blue\_edges) {  grid[edge[0]][edge[1]].insert(2);  }  vector<int> res(n, -1);  set<pair<int, int>> visted;  queue<vector<int>> q;  res[0] = 0;  for (const auto& nodes : grid[0]) {  if (nodes.first != 0) {  res[nodes.first] = 1;  for (auto color : nodes.second) {  q.push({nodes.first, color, 1});  visted.insert({ nodes.first, color });  }  }  }  while (!q.empty()) {  const auto node = q.front();  int curIndex = node[0];  int curColor = node[1];  int step = node[2];  q.pop();  for (const auto& nodes : grid[curIndex]) {  for (auto color : nodes.second) {  if (color != curColor && visted.count({ nodes.first, color }) == 0) {  visted.insert({ nodes.first, color });  q.push({ nodes.first, color, step + 1 });  if (res[nodes.first] == -1) {  res[nodes.first] = step + 1;  }  }  }  }  }  return res;  }  }; |

**1102. 得分最高的路径**

给你一个 R 行 C 列的整数矩阵 A。矩阵上的路径从 [0,0] 开始，在 [R-1,C-1] 结束。

路径沿四个基本方向（上、下、左、右）展开，从一个已访问单元格移动到任一相邻的未访问单元格。

路径的得分是该路径上的 最小 值。例如，路径 8 → 4 → 5 → 9 的值为 4 。

找出所有路径中得分 最高 的那条路径，返回其得分。
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输入：[[2,2,1,2,2,2],[1,2,2,2,1,2]]

输出：2

输入：[[3,4,6,3,4],[0,2,1,1,7],

[8,8,3,2,7],[3,2,4,9,8],

[4,1,2,0,0],[4,6,5,4,3]]

输出：3

|  |
| --- |
| class Solution {  public:  int maximumMinimumPath(vector<vector<int>>& A) {  int R = A.size();  int C = A[0].size();  vector<vector<int> > visited(R, vector<int>(C, false));  visited[0][0] = true;  priority\_queue<Point> pq;  pq.push(Point(0, 0, A[0][0]));  int res = min(A[0][0], A[R - 1][C - 1]);  while (!pq.empty()) {  Point p = pq.top();  pq.pop();  for (int i = 0; i < 4; ++i) {  int r = p.x + dirs[i][0];  int c = p.y + dirs[i][1];  if (r >= 0 && r < R && c >= 0 && c < C && !visited[r][c]) {  res = min(res, p.val);  if (r == R - 1 && c == C - 1) return res;  visited[r][c] = true;  pq.push(Point(r, c, A[r][c]));  }  }  }  return res;  }  private:  struct Point {  int x, y, val;  Point(int \_x, int \_y, int \_val) : x(\_x), y(\_y), val(\_val) {}  bool operator < (const Point& other) const {  return this->val < other.val;  }  };  int dirs[4][2] = {{-1, 0}, {1, 0}, {0, 1}, {0, -1}};  }; |

**909. 蛇梯棋**

N x N 的棋盘 board 上，按从 1 到 N\*N 的数字给方格编号，编号 从左下角开始，每一行交替方向。例如，一块 6 x 6 大小的棋盘

r 行 c 列的棋盘，按前述方法编号，棋盘格中可能存在 “蛇” 或 “梯子”；如果 board[r][c] != -1，那个蛇或梯子的目的地将会是 board[r][c]。

玩家从棋盘上的方格 1 （总是在最后一行、第一列）开始出发。

每一回合，玩家需要从当前方格 x 开始出发，按下述要求前进：

选定目标方格：选择从编号 x+1，x+2，x+3，x+4，x+5，或者 x+6 的方格中选出一个目标方格 s ，目标方格的编号 <= N\*N。

该选择模拟了掷骰子的情景，无论棋盘大小如何，你的目的地范围也只能处于区间 [x+1, x+6] 之间。

传送玩家：如果目标方格 S 处存在蛇或梯子，那么玩家会传送到蛇或梯子的目的地。否则，玩家传送到目标方格 S。

注意: 玩家在每回合的前进过程中最多只能爬过蛇或梯子一次：就算目的地是另一条蛇或梯子的起点，你也不会继续移动。

返回达到方格 N\*N 所需的最少移动次数，如果不可能，则返回 -1。
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[-1,-1,-1,-1,-1,-1],

[-1,-1,-1,-1,-1,-1],

[-1,-1,-1,-1,-1,-1],

[-1,35,-1,-1,13,-1],

[-1,-1,-1,-1,-1,-1],

[-1,15,-1,-1,-1,-1]]

输出：4

解释：

首先，从方格 1 [第 5 行，第 0 列] 开始。

你决定移动到方格 2，并必须爬过梯子移动到到方格 15。

然后你决定移动到方格 17 [第 3 行，第 5 列]，必须爬过蛇到方格 13。

然后你决定移动到方格 14，且必须通过梯子移动到方格 35。

然后你决定移动到方格 36, 游戏结束。

可以证明你需要至少 4 次移动才能到达第 N\*N 个方格，所以答案是 4。

|  |
| --- |
| class Solution {  public:  int snakesAndLadders(vector<vector<int>>& board) {  int n = board.size();  int dstIndex = n \* n;  map<int, int> visitedStep;  visitedStep[1] = {0};  queue<int> q;  q.push(1);  while (!q.empty()) {  auto start = q.front();  q.pop();  int step = visitedStep[start];  if (start >= dstIndex) {  return step;  }  for (int i = start + 1; i <= min(start + 6, dstIndex); ++i) {  auto cord = GetCord(i, n);  int val = board[cord.first][cord.second];  int newStart = val;  if (val == -1) {  newStart = i;  } else {  newStart = val;  }  if (visitedStep.count(newStart) == 0) {  q.push(newStart);  visitedStep.insert({newStart, step +1});  // printf("push fast: %d [%d][%d]\n", newStart, cord.first, cord.second);  }  }  }  return -1;  }  pair<int, int> GetCord(int index, int n)  {  int y = (n - 1) - (index - 1) / n;  int x = 0;  if (((index - 1) / n) % 2 == 0) {  x = (index - 1) % n;  }  else {  x = (n - 1) - (index - 1) % n;  }  return { y, x };  }  } |

1135. 最低成本联通所有城市

想象一下你是个城市基建规划者，地图上有 N 座城市，它们按以 1 到 N 的次序编号。给你一些可连接的选项 conections，其中每个选项 conections[i] = [city1, city2, cost] 表示将城市 city1 和城市 city2 连接所要的成本。（连接是双向的，也就是说城市 city1 和城市 city2 相连也同样意味着城市 city2 和城市 city1 相连）。返回使得每对城市间都存在将它们连接在一起的连通路径（可能长度为 1 的）最小成本。该最小成本应该是所用全部连接代价的综合。如果根据已知条件无法完成该项任务，则请你返回 -1。

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK0AAACRCAIAAAA+da/CAAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAUVElEQVR4nO2df1CT15rHT4IQ8zuQWEREQzCAtFRCu+NVxN69tFupFWqw3hZQmdudFbS1a6d32525dh3Y2b139+7trNP11wwUf6SttbyI1V61lVZpwM4oSYv1EoIB+SEqeUlCAi8Ekuwfb5ubq5C84T15E+B8/nCYw8lzTpsv533OeZ/nOSyPxwMQ8x52uCeAiAgWzOAzdrtdr9frdDryX4lEYrVaVSqVSqXKyspSqVQCgQD6RBEhhRXUc8FqtVZUVJw/f578vr3/koLwKqOgoODQoUMikSh080ZAxkOZ6upqiURy7dq1gD21Wq1IJKqtraVuHBFeKK0HTqdTrVbHx8dXV1dTV1hZWZnFYsEwLCoqioZQEYwQUCk4jsfExJw7d24GKmtoaGCz2RaLZQafRTBJgPXA6XQKBAKn00lHalFRURMTE2w22ptELgG+G7VaXV9fT3MMDMPUajVNI4iQ4k8HNTU18fHxGzdupDlGYWGhWCw+fvw4TTuI0DHtc8FqtSYnJ1ssFlgjCYXCgYEBdLQQmUy7HuzatevChQsQR7p48WJ5eTlEgwiITL0e2O32xMTE4eFhuIPxeDwcx7lcLlyzCPpMvR7o9fqsrCzqVqqqqjQaTcBuKpVKp9NRN4tgjKl1oNPpVCoVRRNVVVXvvfcelZ7Z2dmtra1Up4ZgEFrrAUEQ5CO/srKSymBoPYhYaK0HXC738OHD+/btozgY0kHEMrUOJBJJUP4BRVQqlVgshm4WQZ+pdWC1WvV6PfTBdDqdzWaDbhZBn6l1EKIFPCj3E8EkjOqgtbVVsIynvfPNA8cAdOMIOkwdl5aVlXX69Gnog+l0uqTN8XU3TwMAxByxUqZUytKVsnTJwljoYyGCYurzRIfDkZCQYLfb4Q7G4/EabnzW47hzGzeOuca97Yt4MqUsVSlLXyFN5ccI4Q6KoMLU64FAINi0aVNzc/PatWthjdTU1LRly5bnVr4AAHB7XD2WbiNuMJoNXZauwVHzYI+5uacZAJAoXJIqS1shTVPIUjlRHFijI/wz7fvG4eHhpKQkiO49n88fHBzk8XgPtTtdzq6hzk7c0GE29Nr6APhpPiwWO1myXClLV0rTlscmR7FnElqNoIi/eKRjx459/fXXtbW19IcpLS3Nz88vKSnx3210YqQL7zTi7R1mwz3HfW97dFRMSlwKuU4kipNYgEV/SghfAsSlFRYWvvbaawUFBXTGwDBMo9HU1dUF9Sn7uM2IGzoH2w3mDsvYX8MgeNE8pVSpXJSulKYt4sfTmRjCSwAduFwuDoczOTlJawxWcFkSjzI4ct+IG4yD7UbcODox6m1Hmw5YBP6GrFZrXFxcfX19YWFhsNYxDCsqKrLZbLByWjzA02/rJZ2J20O3J1x/DaB9jL8oVZamlKalyNJ40Xwow80fKP2lut1utVotFouPHTtG3XRpaSlBEME+Dqjjck/2Wu94Nx0uj+vn37CSxEtJZyI5bkVMVEyIJjCXCGLFPn78+O7duy9durRmzRr/PZuamjZs2HD06NGAjiEsptt0RLGikmOTlbI0pTQtSbL80U2HN3hi1apVp06dSktLY2bCkUZwT26Hw1FRUVFXV6dSqbKzs1U/QyY3tra2kj8UFRUdOXLk0S0iM4xOjNw2G4y4ocNseDAy6G33bjp+qXiObCEIYu/evdu2bcvJyQnLVCOHmXhwBEF4v/V7bW3r4iQDIyMjqeleZUROBKJ1zGI0txvN7Uaz0Tb+01nInzb+H/kDjuOvv/76/v37Z+MyADnrnGY+1FDTle825Xf82+9o2mGAB4572jtXaq8f8bZ8++233v8PlZWVYZxbUFgslldeeUUoFObm5u7Zs6empkan03k8Hp1OV1NT88Ybb+Tm5goEguLiYpvNRtEmXR2M9fZ8tylft62Ypp3wMjo6unPnzpMnT3pbRpyOMM7HDyHKOqd7WBuzJJHN4TitlgmrJVoyW3fwXC43MTHRZDJ5W3536Z1I23R4s84pJhetXbvWZrOVlZVhGBYw65yuDlhsNl+ebDe0j5lM0dlP0bTGMFqttrGxcd++fTiOa7Xavw209PTaenttvZdvf+W76VgWK2ezwpDGPzQ0lJCQgGFYsGmGtbW1Z8+ejYmJwXFcIpFM1w3Cyxu+QmE3tI92mYSzTQc5OTmNjY0sFgsAUFlZ6btrqHru9ybc6N10dA51dg51/hmcXxjFSZEqlbJUpTQ9QbQEMPKmw+l0Ll68eMZZ5wUFBS6Xy3/WOd0TXwAAfuGL2wc/WLT+meS336FpKjKZctMBABDECJUyJfnskPIWhW4CL774YkVFBc2E44aGhg8//PDMmTNT/haCDkYN7Td/+xZ36dLMg0dpmop87jsGjOZ2o9nQiXcSk4S3PXZhbJosdcWidKU0TciBGZNdU1Oj1WqDqkQzHTt27MjLy9u+ffujv4KgA/f4+PWtagDA059ibM58iRzxeNy9th7y7ZfJYpp0//VV3GJBfKosTSlNT5GlLlxA6yiFsaxzCDoAALTt+ieir++J//4TLy2dvrVZx4R7oven8Kr2Lusdj8dNtrMBK0myjNTE8jhFNDs6WMvFxcVvvvnm6tWrYU21ubn54MGDJ0+efKgdjg66/viHwatXUna9Lt3wAn1rs5px17jJ3EG+6ei33/W2L2AvUMQqyLCJpeIkKpsOJrPO4QR78ZIV4OqVkS6TFIq52QwnirMyPnNlfCYAYMRp78QNRrOhY7DdTAx14B0deAcAgOKmg3qW6d69e48cOQIA2Llz5/vvv+//XJ98H/RQ5Ck8HQAw4nMOgwAA8GOEqxKeXpXwNABgiMCN5r90mA1Gs9HhtP/44OaPD24Cn02HUrYyjvs3f0cU034wDMvNzT18+DApCAzD/L/mJbPOQ6KDhQoFAGCku8vjdrNQXbSpiONKVyetW520DgDPfcc976bD4bTr7rbq7rYCAGTcuNRF6UpZ2gppGj9GqNfrc3NzA1r2futcLjc3N7epqUmtVvtZElQqlVarfagRjg6iJbExklin1eK8289ZmgTF5tyFFS9IiBckrJP/PQDgjqXLiLcbzR1GvMNMDJl7msn4/QRhwnfXv9uzZ09Qpk0mU2JiYsDnwgcffPBQI7RgcL5C4Wy9MdrdhXQQFMtjk5fHJj+7In/CPXFnyETGavdaewbsA0KRIKisc61Wq9VqAxammTLrHKIOUiytNwiTKXbdelg25xXR7OgVsrQVsrT8NDA2SZhwY6PjW+oFirRa7e7du0+dOiWVBnDWp8w6h6YDLukimG7DMjifWbiAmxH/ZHb2UzqdjooONBrNiRMnLl++HFAEYBr3E5pPx5MnA7RlgArFrHOtVnvixAmNRkNFBACA1tbW7Ozshxqh6cA3EAGWzXkOebFFwG6NjY0XL16UyWQsFovFYpWXlxME4af/lOsBnPNEkr/89i27oX3l/qpZ9wI6Mgld1vmj54kw9/p8hQIAMNqFHg1w8GadQ7RJZp0/urGEmUTMT0Y6gMzhw4fhZp1v2LBhcHDw0XaY6wE3WQEAcKAtAzxEItGBAwfKysqgWCstLT169OiUeSUwdbBQngxYLKK/3z0+Hrg3gho7duywWCxnz56laQfDMIIgpnv1ANNPBPM+ECFEjIw7xHxJSLPOIb8TEihSAAAEchHg8cPAjT82/cdZfR2bzW5oaJiBBQzDWCyWfycDcrEZFIgAERsxdLrt41uDtwAArGgwOTmpVqsxDJtB1nnAVR/yeoACEaDg9riumL78/ZWqW4O3FgsWv7Xu3fy0QjabfebMmby8PKFQ2NLSEtBIU1MTn8/Pz8+nUnoA8nqAAhHo0z1k+rRNc89xjxMVU7jypdzkX/kGsW3fvl2tVldUVOTl5QXMOp+yMNmUQPYTAQD67SVOq2XVwSPoBXSwjE0Sn9+qa+ltAQA88djjm594JZYbN11n36xznU4nFottNpuvMoLKOodfjA4FIsyMHwZu1P9YZxu3iTiirZnFGfGZ/vtzudy1a9fCKnAZCh2gQITgsBBDp74/0YF3AMBaL39mQ9ommlkPMwC+DlAgAnXcHldTV+OFji/GXc4k0dKXnyxdKg7PIgpfBygQgSIP+YPrFc+GsT4ofD8REZCg/EFmQEWLmcbrD8YujC164tcB/UFmCMkW32AwZGVlUYmNmVeYRwYPX/vf2tYa2/jwevkz7/zyvQgRAQiFDnAc379//6lTpzweT2JiIrqwEQDg9ri+NH7xX1f/vQPvSBItfWvdOy89vjUSau14gf9caG9vz8jIICvRUb/Sbw7j9Qe5C7ibM9S/WL4+AuvFh+S50N/fv2HDBvRcGHU6Tv9w8kDL/9xz3HviscfffWbfmuXPRKAIQCh00N3d3d3drdFoRkdHAQAYhkEfYlZwva/lP7+pbOltiV0Y+49Pl//m73YJF0bu3ZXwnwtyuVwul/N4vEeL0c0TzCODn7V91IF3sFjsZ1Oee1b5QkS5AlMCXwfp6ek2m62np2fZsmX9/f1UMnbnDC73ZOPtS192Xpx0TyaJlhZn7YgXLgn3pCgRknMkrVa7bt06AEBlZeX8cRW7h0wff187OIpzF3BfTN8Umf7gdKDzRAiMOh3n28+Q54NPLXmqIKMIbsk0BkDniTTxXO+71nCrfmRiJHZh7Kurtq2Qzb7S7QCtB3Qwjwx+8v0xk6WLxWLnKfJmhT84HSFcD+4er+377NOlW7Yu2V4WulHCgq8/qIhNfjmzeLb4g9MRQh3M1UCETrPhdJuG9Ac3Z6jXLF/PTJXlkBJCHczJQASNrubG3Rtg1vqD0xHCkOLZXhGBIIjy8vKHSovduHtjEU+6a/WeEtVv5owIQEh1QF7NAAAYm4VLAo7jmzdvJotT+vJsynP/8sx7s3RT4IfQphjM0ooIBEEcPHjwwIEDzz///EO/eiH9pTl543iIdTA7KyJwudx9+/ZRLDc0NwitDlBFhNlCaHWAKiLMFkKrAzaHw01MBB7PWHdXSAdC0CTkqaizoiKC0+X8on3qi4vmCSF3fSO/IkKn2fDx9ycsY5YX0l/ybZdKpRcuXAjXrBiGER1E6qmifdx29lad93ww3NMJJyHXQaRWRPC03Ll6rv1zYpJYxJO+nFky946GgiLkOojAqxnu2++ebvvIZOlawF6Qn7rxVyn/MCePhoKCif/+yKmI4HQ5vzJ+cdl02eNxK2KTX1m1Q8YP4f2bswhmdBARFRG8/iA/ml+Ysfnppb+YA++LYcGEDsIeiODrD65JWrMx/SVezMMXWc5zmNBBGAMRPMBzzccffHVVmTxOwfw0Ih8mdOAbiBAtiWVgRJL79rsf6Y/1DvchfzAgTPx/IQMR7Ib2MZMpmpGrGXz9wVRp6pbMYuQP+oehvw++QmE3tI92mRi4ouPW/ba6m6d8/ME1oR5xDsCUDhgJRLCP2U63aW4++BEgfzBIGNJBqAMRfP3BxYLFWzNLkD8YFAzpwDcQgc3hwDXeZ+s9/cNJrz+Yt+J5KrepI3xhSAdkIALR1zfW3QXxagbyffHV7qsAeJA/SAfm9lECRQrR10d0mWDpwOsPijnizY8XPZkwr18Y0oQ5HUAMRLAQQ/U3P/H6g5syipgvRDvHYFYHtE8VPcBz1fQVWYgW+YMQYU4H9AMRvP7glBcTIOjAnA7oBCKMTRIXDJ97/cFfr9oW9kK0cwxGz9tnFohw637bp20fDY8PI38wdIS8Dobdbtfr9TqdTq/XC4yGBD6/CbcszsxUqVRZWVkqlUogmPbIz8cfZK2Xrw/LxQTzhBDqwGq1VlRUnD9/nvy+vf+SsiCVodPpCgoKDh06JBKJfD/rezHBYsHi4qyycF1MMF/whIbq6mqJRHLt2rWAPbVarUgkqq2t9bb0Wnv+8E3l3nO73v3zP39z+5LLPRmiSSK8wF8PnE6nWq2Oj4+vrq6m/qmysjKLxYJh2EXj51/d/hIAkLEo4+XMV8XIH2QGuLLCcTwmJubcuXMz+GxDQwObzcb0n+z/8l+/v3sd7sQQ/oG5HjidToFA4HQ66RiJioqyE8O8GD6sWSGoADOxRK1W19fX0zSCYVjx1qnvJEeEDmg6qKmpiY+P37hxI007hYWFYrH4+PHjUGaFoAic54LVak1OTrZYoNXDEgqFAwMDfo4WEHCBsx7s2rULbmrwxYsXy8vLIRpE+AfCemC32xMTE4eHh6FMyAuPx8NxPKhLihEzBsJ6oNfrs7KyqPSsqqpisVgsFkuj0QTsTF5gTnt2CEpA0IFOp1OpVAG7kQUpPR6P2Ww+ceLEQ/UpHyU7Oxvd9cYYzK0HOTk55J0cUqk0Jyenu7vbf3+0HjAJc+uBFxzHtVqtXC733w3pgEkg6EAikVD0DwAAGo1GJpPJ5fLs7Gz/PVUqlVg8dwoYRzgQdGC1WvV6PcXOJSUlHo8nNzd37969/q921Ol0NpuN/vQQVICggxks4HK5vLu7m7zgcTqCfdwg6MCcDjQaTVVVFflzY2NjTk6O/wLGra2tAZ8dCFhA0AEZYhSwW0lJCQCAPD/o7+9/++23/fdH6wGTQDhPdDgcCQkJdrsdyoS8oPNEJoGwHggEgk2bNjU3N9M35aWpqWnLli1IBIwB533j8PBwUlISRPeez+cPDg7yeDxYBhH+gfO+USQSHThwoKysDIq10tLSo0ePIhEwCbQ4lB07dlgslrNnz9K0g2EYQRCkU4lgDJjxiS6Xi8PhTE5O0poQC10xGwZgxidGRUWZzWY2m93Q0DCDj2MYxmKx0BliWID/x+d2u9VqtVgsPnbsGPVPlZaWEgRRV1cHdzIIisAvhM9ms8+cOZOXlycUCltaWgL2b2pq4vP5+fn5SARhJIQPY4fDUVFRUVdXp1KpsrOzVT9DJje2traSPxQVFR05cgTtDsJLyJ0ygiB8v3WxWGyz2XyVgQ6LIgHknCMAYOC+NsSs4P8B/INB0nLXHOoAAAAASUVORK5CYII=) ![](data:image/png;base64,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)

输入：N = 3, conections = [[1,2,5],[1,3,6],[2,3,1]]

输出：6

解释：选出任意 2 条边都可以连接所有城市，我们从中选取成本最小的 2 条。

输入：N = 4, conections = [[1,2,3],[3,4,4]]

输出：-1

解释：即使连通所有的边，也无法连接所有城市。

|  |
| --- |
| class Solution {  public:  vector<unordered\_map<int,int>> graph;  int minimumCost(int N, vector<vector<int>>& conections) {  graph.resize(N + 1);  for(int i = 0; i < conections.size();i++) {  int v1 = conections[i][0];  int v2 = conections[i][1];  int val = conections[i][2];  if(graph[v1].find(v2) != graph[v1].end()) {  graph[v1][v2] = min(graph[v1][v2], val);  graph[v2][v1] = min(graph[v2][v1], val);  } else {  graph[v1][v2] = val;  graph[v2][v1] = val;  }  }  priority\_queue<pair<int,int>,vector<pair<int,int>>,greater<pair<int,int>>> pq;  for(int i = 1;i <= N;i++) {  if(graph[i].size() == 0) {  return -1;  }  }  vector<bool> visit(N + 1, false);  pq.push({0,1});  int res = 0;  int count = 0;  while(!pq.empty()) {  auto cur = pq.top();  pq.pop();  if(visit[cur.second]) continue;  res += cur.first;  visit[cur.second] = true;  count++;  if(count == N) break;  for(auto& neighbor : graph[cur.second]) {  if(!visit[neighbor.first])  {  pq.push({neighbor.second, neighbor.first});  }  }  }  if(count != N) return -1;  return res;  }  }; |

**1101. 彼此熟识的最早时间（排序+并查集）**

在一个社交圈子当中，有 N 个人。每个人都有一个从 0 到 N-1 唯一的 id 编号。我们有一份日志列表 logs，其中每条记录都包含一个非负整数的时间戳，以及分属两个人的不同 id，logs[i] = [timestamp, id\_A, id\_B]。每条日志标识出两个人成为好友的时间，友谊是相互的：如果 A 和 B 是好友，那么 B 和 A 也是好友。如果 A 是 B 的好友，或者 A 是 B 的好友的好友，那么就可以认为 A 也与 B 熟识。返回圈子里所有人之间都熟识的最早时间。如果找不到最早时间，就返回 -1 。

输入：logs = [[20190101,0,1],[20190104,3,4],[20190107,2,3],[20190211,1,5],

[20190224,2,4],[20190301,0,3],[20190312,1,2],[20190322,4,5]],

N = 6

输出：20190301

解释：

第一次结交发生在 timestamp = 20190101，0 和 1 成为好友，

社交朋友圈如下 [0,1], [2], [3], [4], [5]。

第二次结交发生在 timestamp = 20190104，3 和 4 成为好友，

社交朋友圈如下 [0,1], [2], [3,4], [5].

第三次结交发生在 timestamp = 20190107，2 和 3 成为好友，

社交朋友圈如下 [0,1], [2,3,4], [5].

第四次结交发生在 timestamp = 20190211，1 和 5 成为好友，

社交朋友圈如下 [0,1,5], [2,3,4].

第五次结交发生在 timestamp = 20190224，2 和 4 已经是好友了。

第六次结交发生在 timestamp = 20190301，0 和 3 成为好友，大家都互相熟识了。

提示：

1 <= N <= 100

1 <= logs.length <= 10^4

0 <= logs[i][0] <= 10^9

0 <= logs[i][1], logs[i][2] <= N - 1

保证 logs[i][0] 中的所有时间戳都不同 Logs 不一定按某一标准排序 logs[i][1] != logs[i][2]

|  |
| --- |
| class UF {  vector<int> f;  public:  UF(int n) {  f.resize(n);  for(int i = 0; i < n; ++i)  f[i] = i;  }  void merge(int a, int b) {  int fa = find(a);  int fb = find(b);  f[fa] = fb;  }  int find(int a) {  int origin = a;  while(a != f[a])  a = f[a];  return f[origin] = a;  }  bool onlyOne() {  int count = 0;  for(int i = 0; i < f.size(); ++i)  {  if(i == find(i))  count++;  if(count > 1)  return false;  }  return true;  }  };  class Solution {  public:  int earliestAcq(vector<vector<int>>& logs, int N) {  sort(logs.begin(), logs.end(),[&](auto a, auto b){  return a[0] < b[0];  });  UF u(N);  for(auto& lg : logs)  {  u.merge(lg[1], lg[2]);  if(u.onlyOne())  return lg[0];  }  return -1;  }  }; |

**53. 最大子序和**

给定一个整数数组 nums ，找到一个具有最大和的连续子数组（子数组最少包含一个元素），返回其最大和。

输入: [-2,1,-3,4,-1,2,1,-5,4]

输出: 6

解释: 连续子数组 [4,-1,2,1] 的和最大，为 6。

|  |
| --- |
| class Solution {  public:  int maxSubArray(vector<int>& nums) {  if (nums.empty()) {  return 0;  }  maxSum = nums[0];  divide(nums, nums.size() - 1);  return maxSum;  }  int divide(vector<int>& nums, int index) {  if (index < 0) {  return 0;  }  int sum = max(divide(nums, index - 1) + nums[index], nums[index]);  maxSum = max(maxSum, sum);  return sum;  }  private:  int maxSum = 0;  }; |

**95. 不同的二叉搜索树 II**

给定一个整数 n，生成所有由 1 ... n 为节点所组成的 二叉搜索树 。

输入：3

输出：

[

[1,null,3,2],

[3,2,null,1],

[3,1,null,null,2],

[2,1,3],

[1,null,2,null,3]

]

解释：

以上的输出对应以下 5 种不同结构的二叉搜索树：

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

提示：

0 <= n <= 8

|  |
| --- |
| class Solution {  public:  vector<TreeNode\*> generateTrees(int n) {  vector<int> nums(n, 0);  iota(nums.begin(), nums.end(), 1);  return generateTrees(std::move(nums));  }  vector<TreeNode\*> generateTrees(vector<int> nums) {  if (nums.empty()) {  return {};  }  if (nums.size() == 1) {  return { new TreeNode(nums[0]) };  }  vector<TreeNode\*> res;  for (size\_t i = 0; i < nums.size(); i++) {  auto leftTree = generateTrees(std::move(vector<int>(nums.begin(), nums.begin() + i)));  auto rightTree = generateTrees(std::move(vector<int>(nums.begin() + i + 1, nums.end())));  if (leftTree.empty()) {  leftTree.push\_back(nullptr);  }  if (rightTree.empty()) {  rightTree.push\_back(nullptr);  }  for (auto left : leftTree) {  for (auto right : rightTree) {  TreeNode\* node = new TreeNode(nums[i]);  node->left = left;  node->right = right;  res.push\_back(node);  }  }  }  return res;  }  }; |

**1143. 最长公共子序列**

给定两个字符串 text1 和 text2，返回这两个字符串的最长公共子序列的长度。一个字符串的 子序列是指这样一个新的字符串：它是由原字符串在不改变字符的相对顺序的情况下删除某些字符（也可以不删除任何字符）后组成的新字符串。

例如，"ace" 是 "abcde" 的子序列，但 "aec" 不是 "abcde" 的子序列。两个字符串的「公共子序列」是这两个字符串所共同拥有的子序列。若这两个字符串没有公共子序列，返回 0。

输入：text1 = "abcde", text2 = "ace"

输出：3 解释：最长公共子序列是 "ace"，它的长度为 3。

输入：text1 = "abc", text2 = "abc"

输出：3 解释：最长公共子序列是 "abc"，它的长度为 3。

输入：text1 = "abc", text2 = "def"

输出：0 解释：两个字符串没有公共子序列，返回 0。

|  |
| --- |
| class Solution {  public:  int longestCommonSubsequence(string text1, string text2) {  int n = text1.size();  int m = text2.size();  vector<vector<int>> dp(n + 1, vector<int>(m + 1, 0));  for (int i = 0; i < n; ++i) {  for (int j = 0; j < m; ++j) {  dp[i + 1][j + 1] = max(dp[i][j + 1], dp[i + 1][j]);  if (text1[i] == text2[j]) {  dp[i + 1][j + 1] = max(dp[i + 1][j + 1], dp[i][j] + 1);  }  }  }  return dp[n][m];  }  }; |