**207. 课程表**

你这个学期必须选修 numCourse 门课程，记为 0 到 numCourse-1 。

在选修某些课程之前需要一些先修课程。 例如，想要学习课程 0 ，你需要先完成课程 1 ，我们用一个匹配来表示他们：[0,1]

给定课程总量以及它们的先决条件，请你判断是否可能完成所有课程的学习？

输入: 2, [[1,0]]

输出: true

解释: 总共有 2 门课程。学习课程 1 之前，你需要完成课程 0。所以这是可能的。

输入: 2, [[1,0],[0,1]]

输出: false

解释: 总共有 2 门课程。学习课程 1 之前，你需要先完成​课程 0；并且学习课程 0 之前，你还应先完成课程 1。这是不可能的。

|  |
| --- |
| class Solution {  public:  bool canFinish(int numCourses, vector<vector<int>>& prerequisites) {  if (prerequisites.empty()) {  return true;  }  vector<set<int>> adjGraph(numCourses, set<int>());  vector<int> inDegrees(numCourses, 0);  for (auto& relation : prerequisites) {  int from = relation[1];  int to = relation[0];  adjGraph[from].insert(to);  inDegrees[to]++;  }  queue<int> zeroDegrees;  for (size\_t i = 0; i < inDegrees.size(); i++) {  if (inDegrees[i] == 0) {  zeroDegrees.push(i);  }  }  vector<int> courses;  while (!zeroDegrees.empty()) {  int availabe = zeroDegrees.front();  zeroDegrees.pop();  courses.push\_back(availabe);  for (auto next : adjGraph[availabe]) {  inDegrees[next]--;  if (inDegrees[next] == 0) {  zeroDegrees.push(next);  }  }  }    return courses.size() == numCourses;  }  }; |

**210. 课程表 II**

现在你总共有 n 门课需要选，记为 0 到 n-1。

在选修某些课程之前需要一些先修课程。 例如，想要学习课程 0 ，你需要先完成课程 1 ，我们用一个匹配来表示他们: [0,1]

给定课程总量以及它们的先决条件，返回你为了学完所有课程所安排的学习顺序。

可能会有多个正确的顺序，你只要返回一种就可以了。如果不可能完成所有课程，返回一个空数组。

输入: 2, [[1,0]]

输出: [0,1]

解释: 总共有 2 门课程。要学习课程 1，你需要先完成课程 0。因此，正确的课程顺序为 [0,1] 。

输入: 4, [[1,0],[2,0],[3,1],[3,2]]

输出: [0,1,2,3] or [0,2,1,3]

解释: 总共有 4 门课程。要学习课程 3，你应该先完成课程 1 和课程 2。并且课程 1 和课程 2 都应该排在课程 0 之后。因此，一个正确的课程顺序是 [0,1,2,3] 。另一个正确的排序是 [0,2,1,3] 。

|  |
| --- |
| class Solution {  public:  vector<int> findOrder(int numCourses, vector<vector<int>>& prerequisites) {  if (numCourses == 0) {  return {};  }  vector<int> res;  if (prerequisites.empty()) {  res.resize(numCourses);  iota(res.begin(), res.end(), 0);  return res;  }  vector<set<int>> adjGraph(numCourses, set<int>());  vector<int> inDegree(numCourses, 0);  for (auto& relation : prerequisites) {  int from = relation[1];  int to = relation[0];  inDegree[to]++;  adjGraph[from].insert(to);  }  queue<int> zeroQueue;  for (size\_t i = 0; i < inDegree.size(); i++) {  if (inDegree[i] == 0) {  zeroQueue.push(i);  }  }  while (!zeroQueue.empty()) {  int top = zeroQueue.front();  zeroQueue.pop();  res.push\_back(top);  for (auto item : adjGraph[top]) {  inDegree[item]--;  if (inDegree[item] == 0) {  zeroQueue.push(item);  }  }  }  if (res.size() != numCourses) {  return {};  }  return res;  }  }; |

**329. 矩阵中的最长递增路径**

给定一个整数矩阵，找出最长递增路径的长度。

对于每个单元格，你可以往上，下，左，右四个方向移动。 你不能在对角线方向上移动或移动到边界外（即不允许环绕）。

输入: nums =

[

[9,9,4],

[6,6,8],

[2,1,1]

]

输出: 4

解释: 最长递增路径为 [1, 2, 6, 9]。

输入: nums =

[

[3,4,5],

[3,2,6],

[2,2,1]

]

输出: 4

解释: 最长递增路径是 [3, 4, 5, 6]。注意不允许在对角线方向上移动。

|  |
| --- |
| class Solution {  public:  int longestIncreasingPath(vector<vector<int>>& matrix)  {  int row = matrix.size();  if(row <= 0)return 0;  int col = matrix[0].size();  vector<vector<int>>isVisited(row, vector<int>(col, 0));  int res = 0;  //依次求取每一个节点为起点的最长增长序列，并保存最大值。  for(int i = 0; i < row; ++i)  {  for(int j = 0; j < col; ++j)  res = max(res, dfs(matrix, i, j, isVisited, INT\_MIN));  }  return res;  }  int dfs(vector<vector<int>>& matrix, int row, int col, vector<vector<int>>& isVisited, int pre)  {  if(row<0 || col<0|| row>= matrix.size() || col>=matrix[0].size() || matrix[row][col]<=pre)  return 0;  //已经对该节点进行过求取，直接返回即可  if(isVisited[row][col] > 0)  return isVisited[row][col];  //遍历上下左右节点  int l = dfs(matrix, row, col-1, isVisited, matrix[row][col]);  int r = dfs(matrix, row, col+1, isVisited, matrix[row][col]);  int up = dfs(matrix, row-1, col, isVisited, matrix[row][col]);  int dow = dfs(matrix, row+1, col, isVisited, matrix[row][col]);  //存储以该节点为起点的最长增长序列的长度  isVisited[row][col] = 1 + max(max(l, r), max(up, dow));  return isVisited[row][col];  }  }; |

**LeetCode 269. 火星词典（拓扑排序）**

现有一种使用字母的全新语言，这门语言的字母顺序与英语顺序不同。

假设，您并不知道其中字母之间的先后顺序。但是，会收到词典中获得一个 不为空的 单词列表。

因为是从词典中获得的，所以该单词列表内的单词已经 按这门新语言的字母顺序进行了排序。您需要根据这个输入的列表，还原出此语言中已知的字母顺序。

输入:

["wrt", "wrf", "er", "ett", "rftt"]

输出: "wertf"

输入:[ "z", "x" ]

输出: "zx"

输入:

["z", "x", "z"]

输出: ""

解释: 此顺序是非法的，因此返回 ""。

提示：

你可以默认输入的全部都是小写字母

若给定的顺序是不合法的，则返回空字符串即可

若存在多种可能的合法字母顺序，请返回其中任意一种顺序即可

|  |
| --- |
| class Solution {  public:  string alienOrder(vector<string>& words) {  unordered\_set<char> allchar; //记下所有的字符  for(string& w : words)  {  allchar.insert(w.begin(), w.end());  }  unordered\_map<char,int> indegree;  unordered\_map<char,unordered\_set<char>> graph;  int n1, n2, n;  for(int i = 1; i < words.size(); ++i)  {  if(words[i-1] == words[i])  continue;  n1 = words[i-1].size();  n2 = words[i].size();  n = min(n1, n2);  int j = 0;  for(j = 0; j < n; ++j)  { //第一个不相等的字符构成有向图的边  if(words[i-1][j] != words[i][j])  {//防止重复添加同一条边导致度计算错误 如：a->b a不存在 或 a->b连接不存在  if(!graph.count(words[i-1][j]) || !graph[words[i-1][j]].count(words[i][j]))  {  graph[words[i-1][j]].insert(words[i][j]);  indegree[words[i][j]]++;  }  break;  }  }  if(j == n && n1 > n2)  return "";//前面相等，前者长，输入有误  }  queue<char> q;  for(auto it = indegree.begin(); it != indegree.end(); ++it)  {  if(it->second == 0)//入度为0的入队  q.push(it->first);  }  string ans;  while(!q.empty())  {  char ch = q.front();  allchar.erase(ch);  q.pop();  ans += ch;  for(auto c : graph[ch].second)  {  --indegree[c]；  if(indegree[c] == 0)  q.push(c);  }  }  if(ans.size() != indegree.size())  return "";// 存在边关系的节点没用完，存在环  while(allchar.size())  { //剩余字符随便放，放在ans的后面  ans += \*allchar.begin();  allchar.erase(allchar.begin());  }  return ans;  }  }; |

**1136. 平行课程（拓扑排序）**

已知有 N 门课程，它们以 1 到 N 进行编号。

给你一份课程关系表 relations[i] = [X, Y]，用以表示课程 X 和课程 Y 之间的先修关系：课程 X 必须在课程 Y 之前修完。

假设在一个学期里，你可以学习任何数量的课程，但前提是你已经学习了将要学习的这些课程的所有先修课程。请你返回学完全部课程所需的最少学期数。如果没有办法做到学完全部这些课程的话，就返回 -1。

输入：N = 3, relations = [[1,3],[2,3]]![IMG_256](data:image/png;base64,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)

输出：2

解释：在第一个学期学习课程 1 和 2，在第二个学期学习课程 3。

输入：N = 3, relations = [[1,2],[2,3],[3,1]]![IMG_256](data:image/png;base64,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)

输出：-1

解释：没有课程可以学习，因为它们相互依赖。

提示：1 <= N <= 5000, 1 <= relations.length <= 5000, relations[i][0] != relations[i][1]

输入中没有重复的关系

|  |
| --- |
| class Solution {  public:  int minimumSemesters(int N, vector<vector<int>>& relations) {  unordered\_map<int,unordered\_set<int>> m;  vector<int> indegree(N+1, 0);  for(auto& re:relations)  {  indegree[re[1]]++;  m[re[0]].insert(re[1]);  }  queue<int> q;  int cur, size, sum = 0, finish = 0;  for(int i = 1; i <= N; ++i)  if(indegree[i] == 0)  q.push(i);  while(!q.empty())  {  size = q.size();  while(size--)  {  cur = q.front();  q.pop();  finish++;  for(auto it = m[cur].begin(); it != m[cur].end(); ++it)  {  if(--indegree[\*it] == 0)  q.push(\*it);  }  }  **sum++;**  }  return finish==N ? sum : -1;  }  }; |

**444. 序列重建（拓扑排序）**

验证原始的序列 org 是否可以从序列集 seqs 中唯一地重建。序列 org 是 1 到 n 整数的排列，其中 1 ≤ n ≤ 104。

重建是指在序列集 seqs 中构建最短的公共超序列。（即使得所有 seqs 中的序列都是该最短序列的子序列）。确定是否只可以从 seqs 重建唯一的序列，且该序列就是 org 。

输入：org: [1,2,3], seqs: [[1,2],[1,3]]

输出：false

解释：[1,2,3] 不是可以被重建的唯一的序列，因为 [1,3,2] 也是一个合法的序列。

输入：org: [1,2,3], seqs: [[1,2]]

输出：false

解释：可以重建的序列只有 [1,2]。

输入：org: [1,2,3], seqs: [[1,2],[1,3],[2,3]]

输出：true

解释：序列 [1,2], [1,3] 和 [2,3] 可以被唯一地重建为原始的序列 [1,2,3]。

输入：org: [4,1,5,2,6,3], seqs: [[5,2,6,3],[4,1,5,2]]

输出：true

|  |
| --- |
| class Solution {  public:  bool sequenceReconstruction(vector<int>& org, vector<vector<int>>& seqs) {  int n = org.size();  vector<bool> exit(n+1, false);//是否存在  vector<vector<int>> g(n+1);//图  vector<int> indegree(n+1, 0);//入度  for(auto& s : seqs)  {  int from = -1;  for(int i = 0; i < s.size(); ++i)  {  if(s[i] <= 0 || s[i] > n) return false;//编号超了  exit[s[i]] = true;  if(from != -1)  {  g[from].push\_back(s[i]);//边  indegree[s[i]]++;//入度+1  }  from = s[i];  }  }  queue<int> q;  for(int i = 1; i <= n; ++i)  {  if(!exit[i]) return false;//有的点不存在  if(indegree[i]==0)//入度为0的入队  q.push(i);  }  int i = 0;  while(!q.empty())  {  if(q.size() != 1) return false;//选择不唯一  int cur = q.front();  if(cur != org[i++]) return false;//跟序列不匹配  q.pop();  for(int i = 0; i < g[cur].size(); ++i)  {  if(--indegree[g[cur][i]] == 0)  q.push(g[cur][i]);//入队为0 的入队  }  }  if(i != n) return false;//有环  return true;  }  }; |

<https://www.cnblogs.com/grandyang/p/6032498.html> 哈希方式