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      2. **Gameplays**
   3. **Design system and Design pattern**
      1. **System Class** 
         1. Class Program

The game is built using **pygame**, a Python library for 2D game development that supports graphics rendering, user input, and sound.

The main function is the core of the system, structured as a continuous game loop. Each loop **clears the screen**, **processes input**, **updates object states**, and **redraws the frame**.

To ensure only one controller instance, the **Singleton** pattern is applied to main.

Rendering uses **double buffering**: objects are first drawn to a **back buffer**, then flipped to the screen for smooth display and reduced flickering.

* + - 1. Class Screen

This class applies the **State design pattern** to manage different UI screens. New screens can be added using the **addScreen(‘hello\_screen’)** method, and the current screen can be switched using **setScreen(‘hello\_screen’)**.

* + - 1. Class Graphic

This class also follows the **Singleton** design pattern. It centralizes all rendering-related functions using pygame, ensuring that the library is imported and used only once across the entire source code.

* + - 1. Class Solver

The Solver class is a core component responsible for implementing the game's solving algorithms. It includes a **BaseSolver** class that contains shared logic and helper functions used across all strategies, ensuring consistency and reducing code duplication.

To support scalability, a **SolverFactory** is used to create solver instances dynamically, allowing new algorithms to be added with minimal changes.

The system adopts the **Strategy design pattern**, enabling the program to switch between different solving algorithms (e.g., BFS, DFS) at runtime. Each strategy is encapsulated in a separate class, making the design modular, extensible, and easy to maintain.

* + - 1. Class relative to UI
      2. Class Audio
      3. Class Clocker
    1. **Class relative to Game: Map and Vehicle**

Phần này sẽ định nghĩa chi tiết về Class Vehicle và Map vì chúng ảnh hưởng trực tiếp đến các nội dung ở dưới, cụ thể:

* + - 1. Vehicle

Gồm 5 tham số đầu vào chính là:

* orient: hướng của xe
* len: độ dài của xe
* x, y: tọa độ của xe
* name: tên của xe
  + - 1. Map
    1. **Constants**

1. **Description of the Maps** 
   1. **Foudational Elements in a Map**

Each map in *RushRelic* is designed based on a consistent set of foundational elements that define the gameplay experience. These include:
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