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1. **Introduction to Game RushRelic (mordern remake of RushHour)** 
   1. **Installation** 
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   2. **Interface**
      1. **Screens layout and flow**
      2. **Gameplays**
   3. **Design system and Design pattern**
      1. **System Class** 
         1. Class Program

The game is built using **pygame**, a Python library for 2D game development that supports graphics rendering, user input, and sound.

The main function is the core of the system, structured as a continuous game loop. Each loop **clears the screen**, **processes input**, **updates object states**, and **redraws the frame**.

To ensure only one controller instance, the **Singleton** pattern is applied to main.

Rendering uses **double buffering**: objects are first drawn to a **back buffer**, then flipped to the screen for smooth display and reduced flickering.

* + - 1. Class Screen

This class applies the **State design pattern** to manage different UI screens. New screens can be added using the **addScreen(‘hello\_screen’)** method, and the current screen can be switched using **setScreen(‘hello\_screen’)**.

* + - 1. Class Graphic

This class also follows the **Singleton** design pattern. It centralizes all rendering-related functions using pygame, ensuring that the library is imported and used only once across the entire source code.

* + - 1. Class Solver

The Solver class is a core component responsible for implementing the game's solving algorithms. It includes a **BaseSolver** class that contains shared logic and helper functions used across all strategies, ensuring consistency and reducing code duplication.

To support scalability, a **SolverFactory** is used to create solver instances dynamically, allowing new algorithms to be added with minimal changes.

The system adopts the **Strategy design pattern**, enabling the program to switch between different solving algorithms (e.g., BFS, DFS) at runtime. Each strategy is encapsulated in a separate class, making the design modular, extensible, and easy to maintain.

* + - 1. Class relative to UI

This module contains classes such as **Button**, **Text**, **Font**, and **Mouse**, which are responsible for rendering the game’s user interface.

The game exclusively ues the **Vinizinho** font for all text rendering, ensuring a consistent visual style.

The Button class applies the **State** design pattern to manage its visual states, including default, hover, and click. This approach improves the clarity and maintainability of UI behavior.

* + - 1. Class AudioManager

AudioManager is a Singleton class responsible for handling all audio in the game, including background music and sound effects (e.g., mouse clicks).

It is designed with multithreading support to ensure that audio playback does not interrupt other game actions or reduce performance.

To enhance the user experience, the game includes a settings screen where players can toggle music on/off and adjust volume levels.

* + - 1. Class ResourceManager

ResourceManager is a class responsible for initializing and managing game assets, especially images.

There are two types of images handled: static images and sprites.

* Static images are used for non-animated objects such as maps and backgrounds.
* Sprite images are used for animated elements like the Character class.

This centralized asset management improves performance, memory usage, and makes resource loading more consistent across the game.

* + 1. **Core Game Classes: Map and Vehicle**

This section defines two essential classes — **Vehicle** and **Map** — which directly affect the game logic and solving process.

* + - 1. Class Vehicle

The Vehicle class represents a car on the map and is defined by five key input parameters:

* **orient**: the orientation of the vehicle (horizontal or vertical)
* **len**: the length of the vehicle
* **x, y**: the vehicle’s coordinates on the grid
* **name**: the name/identifier of the vehicle

A notable method of this class is:

* **copy**(): creates a deep copy of the vehicle, which is essential for generating new states during the solving process.
  + - 1. Map

The Map class manages the game state and solving logic for each level. Key input attributes include:

* **initial\_vehicles**: an array of Vehicle instances loaded from a map.txt file
* **current\_level**: the current level ID used to load the corresponding map file
* **solver**: the selected algorithm for solving the level (through Strategy Solver)
* **solving**: a boolean flag indicating whether the level is currently being solved
* **solution\_moves**: total number of moves in the computed solution
* **current\_move\_index**: used to manage pause/resume functionality
* **move\_timer**: tracks how long the solver takes to finish
* **move\_delay**: controls the animation speed for each move
* **list\_solver**: stores the names of visited vehicles (used for visualizing or debugging)

Important methods include:

* **load\_level\_data\_from\_file**(): reads level data from the file based on current\_level
* **reset**(): resets the map to its initial state
* **update**(): progresses the solving state frame by frame
* **start\_solving**(): selects and runs the appropriate algorithm (e.g., if BFS is selected, it will use BFSStrategy to solve the puzzle; the map instance itself is passed as the input)
* **print\_solution**(): displays the list of moves that solve the level
* **handle\_pause**(): toggles between pause and resume using the solving flag

1. **Description of the Maps** 
   1. **Foudational Elements in a Map**

Each map in *RushRelic* is designed based on a consistent set of foundational elements that define the gameplay experience. These include:
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