import pandas as pd import numpy as np import tensorflow as tf import matplotlib.pyplot as plt from sklearn.model\_selection import train\_test\_split

**import** pandas **as** pd

**import** numpy **as** np

**import** tensorflow **as** tf

**import** matplotlib.pyplot **as** plt

**from** sklearn.model\_selection **import** train\_test\_split

C:\Users\LENOVO\AppData\Roaming\Python\Python39\site-packages\scipy\\_\_init\_\_.py:146: UserWarning: A NumPy version >=1.17.3 and <1.25.0 is required for this version of SciPy (detected version 1.26.1

warnings.warn(f"A NumPy version >={np\_minversion} and <{np\_maxversion}"

In [2]:

**from** sklearn.preprocessing **import** StandardScaler

**from** sklearn.metrics **import** confusion\_matrix, recall\_score, accuracy\_score, precision\_score

RANDOM\_SEED **=** 2021

TEST\_PCT **=** 0.3

LABELS **=** ["Normal","Fraud"]

In [3]:

dataset **=** pd.read\_csv("creditcard.csv")

print(list(dataset.columns))

dataset.describe()

['Time', 'V1', 'V2', 'V3', 'V4', 'V5', 'V6', 'V7', 'V8', 'V9', 'V10', 'V11', 'V12', 'V13', 'V14', 'V15', 'V16', 'V17', 'V18', 'V19', 'V20', 'V21', 'V22', 'V23', 'V24', 'V25', 'V26', 'V27', 'V28', 'Amount', 'Class']

Out[3]:

|  | **Time** | **V1** | **V2** | **V3** | **V4** | **V5** | **V6** | **V7** | **V8** | **V9** | **...** | **V21** | **V22** | **V23** | **V24** | **V25** | **V26** | **V27** | **V28** | **Amount** | **Class** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **count** | 284807.000000 | 2.848070e+05 | 2.848070e+05 | 2.848070e+05 | 2.848070e+05 | 2.848070e+05 | 2.848070e+05 | 2.848070e+05 | 2.848070e+05 | 2.848070e+05 | ... | 2.848070e+05 | 2.848070e+05 | 2.848070e+05 | 2.848070e+05 | 2.848070e+05 | 2.848070e+05 | 2.848070e+05 | 2.848070e+05 | 284807.000000 | 284807.000000 |
| **mean** | 94813.859575 | 3.918649e-15 | 5.682686e-16 | -8.761736e-15 | 2.811118e-15 | -1.552103e-15 | 2.040130e-15 | -1.698953e-15 | -1.893285e-16 | -3.147640e-15 | ... | 1.473120e-16 | 8.042109e-16 | 5.282512e-16 | 4.456271e-15 | 1.426896e-15 | 1.701640e-15 | -3.662252e-16 | -1.217809e-16 | 88.349619 | 0.001727 |
| **std** | 47488.145955 | 1.958696e+00 | 1.651309e+00 | 1.516255e+00 | 1.415869e+00 | 1.380247e+00 | 1.332271e+00 | 1.237094e+00 | 1.194353e+00 | 1.098632e+00 | ... | 7.345240e-01 | 7.257016e-01 | 6.244603e-01 | 6.056471e-01 | 5.212781e-01 | 4.822270e-01 | 4.036325e-01 | 3.300833e-01 | 250.120109 | 0.041527 |
| **min** | 0.000000 | -5.640751e+01 | -7.271573e+01 | -4.832559e+01 | -5.683171e+00 | -1.137433e+02 | -2.616051e+01 | -4.355724e+01 | -7.321672e+01 | -1.343407e+01 | ... | -3.483038e+01 | -1.093314e+01 | -4.480774e+01 | -2.836627e+00 | -1.029540e+01 | -2.604551e+00 | -2.256568e+01 | -1.543008e+01 | 0.000000 | 0.000000 |
| **25%** | 54201.500000 | -9.203734e-01 | -5.985499e-01 | -8.903648e-01 | -8.486401e-01 | -6.915971e-01 | -7.682956e-01 | -5.540759e-01 | -2.086297e-01 | -6.430976e-01 | ... | -2.283949e-01 | -5.423504e-01 | -1.618463e-01 | -3.545861e-01 | -3.171451e-01 | -3.269839e-01 | -7.083953e-02 | -5.295979e-02 | 5.600000 | 0.000000 |
| **50%** | 84692.000000 | 1.810880e-02 | 6.548556e-02 | 1.798463e-01 | -1.984653e-02 | -5.433583e-02 | -2.741871e-01 | 4.010308e-02 | 2.235804e-02 | -5.142873e-02 | ... | -2.945017e-02 | 6.781943e-03 | -1.119293e-02 | 4.097606e-02 | 1.659350e-02 | -5.213911e-02 | 1.342146e-03 | 1.124383e-02 | 22.000000 | 0.000000 |
| **75%** | 139320.500000 | 1.315642e+00 | 8.037239e-01 | 1.027196e+00 | 7.433413e-01 | 6.119264e-01 | 3.985649e-01 | 5.704361e-01 | 3.273459e-01 | 5.971390e-01 | ... | 1.863772e-01 | 5.285536e-01 | 1.476421e-01 | 4.395266e-01 | 3.507156e-01 | 2.409522e-01 | 9.104512e-02 | 7.827995e-02 | 77.165000 | 0.000000 |
| **max** | 172792.000000 | 2.454930e+00 | 2.205773e+01 | 9.382558e+00 | 1.687534e+01 | 3.480167e+01 | 7.330163e+01 | 1.205895e+02 | 2.000721e+01 | 1.559499e+01 | ... | 2.720284e+01 | 1.050309e+01 | 2.252841e+01 | 4.584549e+00 | 7.519589e+00 | 3.517346e+00 | 3.161220e+01 | 3.384781e+01 | 25691.160000 | 1.000000 |

8 rows × 31 columns

In [4]:

*#check for any nullvalues*

print("Any nulls in the dataset ",dataset.isnull().values.any() )

print('-------')

print("No. of unique labels ", len(dataset['Class'].unique()))

print("Label values ",dataset.Class.unique())

*#0 is for normal credit card transaction*

*#1 is for fraudulent credit card transaction*

print('-------')

print("Break down of the Normal and Fraud Transactions")

print(pd.value\_counts(dataset['Class'], sort **=** **True**) )

Any nulls in the dataset False

-------

No. of unique labels 2

Label values [0 1]

-------

Break down of the Normal and Fraud Transactions

0 284315

1 492

Name: Class, dtype: int64

In [5]:

*#Visualizing the imbalanced dataset*

count\_classes **=** pd.value\_counts(dataset['Class'], sort **=** **True**)

count\_classes.plot(kind **=** 'bar', rot**=**0)

plt.xticks(range(len(dataset['Class'].unique())), dataset.Class.unique())

plt.title("Frequency by observation number")

plt.xlabel("Class")

plt.ylabel("Number of Observations");

![](data:image/png;base64,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)

In [6]:

*# Save the normal and fradulent transactions in separate dataframe*

normal\_dataset **=** dataset[dataset.Class **==** 0]

fraud\_dataset **=** dataset[dataset.Class **==** 1]

*#Visualize transaction amounts for normal and fraudulent transactions*

bins **=** np.linspace(200, 2500, 100) *# Return evenly spaced numbers over a specified interval.*

plt.hist(normal\_dataset.Amount, bins**=**bins, alpha**=**1, density**=True**, label**=**'Normal')

plt.hist(fraud\_dataset.Amount, bins**=**bins, alpha**=**0.5, density**=True**, label**=**'Fraud')

plt.legend(loc**=**'upper right')

plt.title("Transaction amount vs Percentage of transactions")

plt.xlabel("Transaction amount (USD)")

plt.ylabel("Percentage of transactions");

plt.show()

![](data:image/png;base64,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)

In [7]:

'''Time and Amount are the columns that are not scaled, so applying StandardScaler to only Amount and Time columns.

Normalizing the values between 0 and 1 did not work great for the dataset.'''

Out[7]:

'Time and Amount are the columns that are not scaled, so applying StandardScaler to only Amount and Time columns. \nNormalizing the values between 0 and 1 did not work great for the dataset.'

In [8]:

sc**=**StandardScaler()

dataset['Time'] **=** sc.fit\_transform(dataset['Time'].values.reshape(**-**1, 1))

dataset['Amount'] **=** sc.fit\_transform(dataset['Amount'].values.reshape(**-**1, 1))

In [9]:

dataset['Amount']

Out[9]:

0 0.244964

1 -0.342475

2 1.160686

3 0.140534

4 -0.073403

...

284802 -0.350151

284803 -0.254117

284804 -0.081839

284805 -0.313249

284806 0.514355

Name: Amount, Length: 284807, dtype: float64

In [10]:

train\_x, test\_x **=** train\_test\_split(dataset, test\_size**=**TEST\_PCT, random\_state**=**RANDOM\_SEED)

train\_x **=** train\_x[train\_x.Class **==** 0] *# where normal transactions*

train\_x **=** train\_x.drop(['Class'], axis**=**1) *# drop the class column*

​

​

test\_y **=** test\_x['Class'] *# save the class column for the test set*

test\_x **=** test\_x.drop(['Class'], axis**=**1) *# drop the class column*

​

train\_x **=** train\_x.values *# transform to ndarray*

test\_x **=** test\_x.values *# transform to ndarray*

**Autoencoder Layer Structure and Parameters**

Autoencoder has symmetric encoding and decoding layers that are "dense". We are reducing the input into some form of simplified encoding and then expanding it again. The input and output dimension is the feature space (e.g. 30 columns), so the encoding layer should be smaller by an amount that expect to represent some feature. In this case, I am encoding 30 columns into 14 dimensions so I am expecting high-level features to be represented by roughly two columns (30/14 = 2.1). Of those high-level features, I am expecting them to map to roughly seven hidden/latent features in the data.

Additionally, the epochs, batch size, learning rate, learning policy, and activation functions were all set to values empirically good values.

In [11]:

nb\_epoch **=** 50

batch\_size **=** 64

input\_dim **=** train\_x.shape[1] *#num of columns, 30*

encoding\_dim **=** 14

hidden\_dim\_1 **=** int(encoding\_dim **/** 2) *#*

hidden\_dim\_2**=**4

learning\_rate **=** 1e-7

In [12]:

*#input Layer*

input\_layer **=** tf.keras.layers.Input(shape**=**(input\_dim, ))

​

*#Encoder*

encoder **=** tf.keras.layers.Dense(encoding\_dim, activation**=**"tanh",

activity\_regularizer**=**tf.keras.regularizers.l2(learning\_rate))(input\_layer)

*# encoder=tf.keras.layers.Dropout(0.2)(encoder)*

encoder **=** tf.keras.layers.Dense(hidden\_dim\_1, activation**=**'relu')(encoder)

encoder **=** tf.keras.layers.Dense(hidden\_dim\_2, activation**=**tf.nn.leaky\_relu)(encoder)

​

*# Decoder*

decoder **=** tf.keras.layers.Dense(hidden\_dim\_1, activation**=**'relu')(encoder)

*# decoder=tf.keras.layers.Dropout(0.2)(decoder)*

decoder **=** tf.keras.layers.Dense(encoding\_dim, activation**=**'relu')(decoder)

decoder **=** tf.keras.layers.Dense(input\_dim, activation**=**'tanh')(decoder)

​

*#Autoencoder*

autoencoder **=** tf.keras.Model(inputs**=**input\_layer, outputs**=**decoder)

autoencoder.summary()

Model: "model"

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Layer (type) Output Shape Param #

=================================================================

input\_1 (InputLayer) [(None, 30)] 0

dense (Dense) (None, 14) 434

dense\_1 (Dense) (None, 7) 105

dense\_2 (Dense) (None, 4) 32

dense\_3 (Dense) (None, 7) 35

dense\_4 (Dense) (None, 14) 112

dense\_5 (Dense) (None, 30) 450

=================================================================

Total params: 1168 (4.56 KB)

Trainable params: 1168 (4.56 KB)

Non-trainable params: 0 (0.00 Byte)

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

In [13]:

"""Define the callbacks for checkpoints and early stopping"""

​

cp **=** tf.keras.callbacks.ModelCheckpoint(filepath**=**"autoencoder\_fraud.h5",

mode**=**'min', monitor**=**'val\_loss', verbose**=**2, save\_best\_only**=True**)

*# define our early stopping*

early\_stop **=** tf.keras.callbacks.EarlyStopping(

monitor**=**'val\_loss',

min\_delta**=**0.0001,

patience**=**10,

verbose**=**1,

mode**=**'min',

restore\_best\_weights**=True**)

In [14]:

*#Compile the Autoencoder*

​

autoencoder.compile(metrics**=**['accuracy'],

loss**=**'mean\_squared\_error',

optimizer**=**'adam')

In [15]:

*#Train the Autoencoder*

​

history **=** autoencoder.fit(train\_x, train\_x,

epochs**=**nb\_epoch,

batch\_size**=**batch\_size,

shuffle**=True**,

validation\_data**=**(test\_x, test\_x),

verbose**=**1,

callbacks**=**[cp, early\_stop]

).history

​

Epoch 1/50

3105/3110 [============================>.] - ETA: 0s - loss: 0.7846 - accuracy: 0.3701

Epoch 1: val\_loss improved from inf to 0.75476, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 6s 2ms/step - loss: 0.7845 - accuracy: 0.3702 - val\_loss: 0.7548 - val\_accuracy: 0.4070

Epoch 2/50

90/3110 [..............................] - ETA: 3s - loss: 0.7314 - accuracy: 0.3932

C:\Users\LENOVO\AppData\Roaming\Python\Python39\site-packages\keras\src\engine\training.py:3000: UserWarning: You are saving your model as an HDF5 file via `model.save()`. This file format is considered legacy. We recommend using instead the native Keras format, e.g. `model.save('my\_model.keras')`.

saving\_api.save\_model(

3093/3110 [============================>.] - ETA: 0s - loss: 0.7082 - accuracy: 0.4106

Epoch 2: val\_loss improved from 0.75476 to 0.72966, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 5s 2ms/step - loss: 0.7076 - accuracy: 0.4105 - val\_loss: 0.7297 - val\_accuracy: 0.4156

Epoch 3/50

3091/3110 [============================>.] - ETA: 0s - loss: 0.6912 - accuracy: 0.4201

Epoch 3: val\_loss improved from 0.72966 to 0.71782, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6909 - accuracy: 0.4200 - val\_loss: 0.7178 - val\_accuracy: 0.4222

Epoch 4/50

3068/3110 [============================>.] - ETA: 0s - loss: 0.6798 - accuracy: 0.4275

Epoch 4: val\_loss improved from 0.71782 to 0.70770, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6801 - accuracy: 0.4273 - val\_loss: 0.7077 - val\_accuracy: 0.4316

Epoch 5/50

3098/3110 [============================>.] - ETA: 0s - loss: 0.6707 - accuracy: 0.4316

Epoch 5: val\_loss improved from 0.70770 to 0.70018, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6706 - accuracy: 0.4316 - val\_loss: 0.7002 - val\_accuracy: 0.4318

Epoch 6/50

3105/3110 [============================>.] - ETA: 0s - loss: 0.6643 - accuracy: 0.4340

Epoch 6: val\_loss improved from 0.70018 to 0.69467, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 2ms/step - loss: 0.6644 - accuracy: 0.4340 - val\_loss: 0.6947 - val\_accuracy: 0.4352

Epoch 7/50

3091/3110 [============================>.] - ETA: 0s - loss: 0.6611 - accuracy: 0.4315

Epoch 7: val\_loss improved from 0.69467 to 0.69111, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 3ms/step - loss: 0.6604 - accuracy: 0.4315 - val\_loss: 0.6911 - val\_accuracy: 0.4300

Epoch 8/50

3102/3110 [============================>.] - ETA: 0s - loss: 0.6577 - accuracy: 0.4303

Epoch 8: val\_loss improved from 0.69111 to 0.68898, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 3ms/step - loss: 0.6573 - accuracy: 0.4304 - val\_loss: 0.6890 - val\_accuracy: 0.4268

Epoch 9/50

3091/3110 [============================>.] - ETA: 0s - loss: 0.6549 - accuracy: 0.4303

Epoch 9: val\_loss improved from 0.68898 to 0.68669, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6549 - accuracy: 0.4302 - val\_loss: 0.6867 - val\_accuracy: 0.4284

Epoch 10/50

3104/3110 [============================>.] - ETA: 0s - loss: 0.6531 - accuracy: 0.4310

Epoch 10: val\_loss improved from 0.68669 to 0.68515, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6529 - accuracy: 0.4310 - val\_loss: 0.6852 - val\_accuracy: 0.4325

Epoch 11/50

3110/3110 [==============================] - ETA: 0s - loss: 0.6516 - accuracy: 0.4326

Epoch 11: val\_loss improved from 0.68515 to 0.68225, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 6s 2ms/step - loss: 0.6516 - accuracy: 0.4326 - val\_loss: 0.6823 - val\_accuracy: 0.4327

Epoch 12/50

3102/3110 [============================>.] - ETA: 0s - loss: 0.6500 - accuracy: 0.4325

Epoch 12: val\_loss improved from 0.68225 to 0.68099, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 3ms/step - loss: 0.6498 - accuracy: 0.4325 - val\_loss: 0.6810 - val\_accuracy: 0.4312

Epoch 13/50

3097/3110 [============================>.] - ETA: 0s - loss: 0.6488 - accuracy: 0.4341

Epoch 13: val\_loss improved from 0.68099 to 0.67866, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 2ms/step - loss: 0.6484 - accuracy: 0.4342 - val\_loss: 0.6787 - val\_accuracy: 0.4369

Epoch 14/50

3102/3110 [============================>.] - ETA: 0s - loss: 0.6473 - accuracy: 0.4364

Epoch 14: val\_loss improved from 0.67866 to 0.67797, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 3ms/step - loss: 0.6470 - accuracy: 0.4364 - val\_loss: 0.6780 - val\_accuracy: 0.4357

Epoch 15/50

3105/3110 [============================>.] - ETA: 0s - loss: 0.6454 - accuracy: 0.4380

Epoch 15: val\_loss improved from 0.67797 to 0.67683, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 3ms/step - loss: 0.6455 - accuracy: 0.4380 - val\_loss: 0.6768 - val\_accuracy: 0.4374

Epoch 16/50

3089/3110 [============================>.] - ETA: 0s - loss: 0.6442 - accuracy: 0.4398

Epoch 16: val\_loss improved from 0.67683 to 0.67487, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 2ms/step - loss: 0.6441 - accuracy: 0.4398 - val\_loss: 0.6749 - val\_accuracy: 0.4349

Epoch 17/50

3106/3110 [============================>.] - ETA: 0s - loss: 0.6426 - accuracy: 0.4412

Epoch 17: val\_loss improved from 0.67487 to 0.67270, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 2ms/step - loss: 0.6425 - accuracy: 0.4412 - val\_loss: 0.6727 - val\_accuracy: 0.4395

Epoch 18/50

3090/3110 [============================>.] - ETA: 0s - loss: 0.6406 - accuracy: 0.4403

Epoch 18: val\_loss improved from 0.67270 to 0.67190, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 6s 2ms/step - loss: 0.6406 - accuracy: 0.4402 - val\_loss: 0.6719 - val\_accuracy: 0.4403

Epoch 19/50

3098/3110 [============================>.] - ETA: 0s - loss: 0.6380 - accuracy: 0.4401

Epoch 19: val\_loss improved from 0.67190 to 0.67080, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6390 - accuracy: 0.4402 - val\_loss: 0.6708 - val\_accuracy: 0.4440

Epoch 20/50

3077/3110 [============================>.] - ETA: 0s - loss: 0.6386 - accuracy: 0.4404

Epoch 20: val\_loss improved from 0.67080 to 0.66821, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6377 - accuracy: 0.4403 - val\_loss: 0.6682 - val\_accuracy: 0.4492

Epoch 21/50

3075/3110 [============================>.] - ETA: 0s - loss: 0.6370 - accuracy: 0.4409

Epoch 21: val\_loss did not improve from 0.66821

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6366 - accuracy: 0.4412 - val\_loss: 0.6682 - val\_accuracy: 0.4407

Epoch 22/50

3100/3110 [============================>.] - ETA: 0s - loss: 0.6361 - accuracy: 0.4425

Epoch 22: val\_loss improved from 0.66821 to 0.66651, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 6s 2ms/step - loss: 0.6358 - accuracy: 0.4424 - val\_loss: 0.6665 - val\_accuracy: 0.4408

Epoch 23/50

3101/3110 [============================>.] - ETA: 0s - loss: 0.6350 - accuracy: 0.4438

Epoch 23: val\_loss improved from 0.66651 to 0.66529, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 3ms/step - loss: 0.6349 - accuracy: 0.4439 - val\_loss: 0.6653 - val\_accuracy: 0.4497

Epoch 24/50

3099/3110 [============================>.] - ETA: 0s - loss: 0.6341 - accuracy: 0.4440

Epoch 24: val\_loss improved from 0.66529 to 0.66453, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 3ms/step - loss: 0.6340 - accuracy: 0.4440 - val\_loss: 0.6645 - val\_accuracy: 0.4498

Epoch 25/50

3095/3110 [============================>.] - ETA: 0s - loss: 0.6330 - accuracy: 0.4465

Epoch 25: val\_loss improved from 0.66453 to 0.66373, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 3ms/step - loss: 0.6331 - accuracy: 0.4465 - val\_loss: 0.6637 - val\_accuracy: 0.4533

Epoch 26/50

3096/3110 [============================>.] - ETA: 0s - loss: 0.6327 - accuracy: 0.4486

Epoch 26: val\_loss improved from 0.66373 to 0.66291, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 2ms/step - loss: 0.6326 - accuracy: 0.4485 - val\_loss: 0.6629 - val\_accuracy: 0.4578

Epoch 27/50

3098/3110 [============================>.] - ETA: 0s - loss: 0.6326 - accuracy: 0.4504

Epoch 27: val\_loss did not improve from 0.66291

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6319 - accuracy: 0.4504 - val\_loss: 0.6633 - val\_accuracy: 0.4493

Epoch 28/50

3089/3110 [============================>.] - ETA: 0s - loss: 0.6313 - accuracy: 0.4508

Epoch 28: val\_loss improved from 0.66291 to 0.66232, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6315 - accuracy: 0.4508 - val\_loss: 0.6623 - val\_accuracy: 0.4508

Epoch 29/50

3074/3110 [============================>.] - ETA: 0s - loss: 0.6310 - accuracy: 0.4526

Epoch 29: val\_loss improved from 0.66232 to 0.66112, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6308 - accuracy: 0.4527 - val\_loss: 0.6611 - val\_accuracy: 0.4585

Epoch 30/50

3105/3110 [============================>.] - ETA: 0s - loss: 0.6301 - accuracy: 0.4540

Epoch 30: val\_loss did not improve from 0.66112

3110/3110 [==============================] - 8s 3ms/step - loss: 0.6300 - accuracy: 0.4540 - val\_loss: 0.6614 - val\_accuracy: 0.4561

Epoch 31/50

3106/3110 [============================>.] - ETA: 0s - loss: 0.6295 - accuracy: 0.4555

Epoch 31: val\_loss improved from 0.66112 to 0.66017, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 3ms/step - loss: 0.6294 - accuracy: 0.4554 - val\_loss: 0.6602 - val\_accuracy: 0.4584

Epoch 32/50

3106/3110 [============================>.] - ETA: 0s - loss: 0.6291 - accuracy: 0.4547

Epoch 32: val\_loss improved from 0.66017 to 0.65953, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 3ms/step - loss: 0.6289 - accuracy: 0.4548 - val\_loss: 0.6595 - val\_accuracy: 0.4571

Epoch 33/50

3084/3110 [============================>.] - ETA: 0s - loss: 0.6279 - accuracy: 0.4572

Epoch 33: val\_loss improved from 0.65953 to 0.65854, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 3ms/step - loss: 0.6284 - accuracy: 0.4572 - val\_loss: 0.6585 - val\_accuracy: 0.4574

Epoch 34/50

3100/3110 [============================>.] - ETA: 0s - loss: 0.6280 - accuracy: 0.4569

Epoch 34: val\_loss improved from 0.65854 to 0.65738, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 3ms/step - loss: 0.6276 - accuracy: 0.4570 - val\_loss: 0.6574 - val\_accuracy: 0.4651

Epoch 35/50

3092/3110 [============================>.] - ETA: 0s - loss: 0.6274 - accuracy: 0.4586

Epoch 35: val\_loss did not improve from 0.65738

3110/3110 [==============================] - 8s 3ms/step - loss: 0.6273 - accuracy: 0.4586 - val\_loss: 0.6581 - val\_accuracy: 0.4631

Epoch 36/50

3106/3110 [============================>.] - ETA: 0s - loss: 0.6266 - accuracy: 0.4591

Epoch 36: val\_loss improved from 0.65738 to 0.65654, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 2ms/step - loss: 0.6266 - accuracy: 0.4591 - val\_loss: 0.6565 - val\_accuracy: 0.4607

Epoch 37/50

3090/3110 [============================>.] - ETA: 0s - loss: 0.6262 - accuracy: 0.4609

Epoch 37: val\_loss improved from 0.65654 to 0.65646, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6266 - accuracy: 0.4610 - val\_loss: 0.6565 - val\_accuracy: 0.4586

Epoch 38/50

3073/3110 [============================>.] - ETA: 0s - loss: 0.6268 - accuracy: 0.4611

Epoch 38: val\_loss did not improve from 0.65646

3110/3110 [==============================] - 5s 1ms/step - loss: 0.6259 - accuracy: 0.4609 - val\_loss: 0.6574 - val\_accuracy: 0.4657

Epoch 39/50

3086/3110 [============================>.] - ETA: 0s - loss: 0.6256 - accuracy: 0.4611

Epoch 39: val\_loss did not improve from 0.65646

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6255 - accuracy: 0.4612 - val\_loss: 0.6565 - val\_accuracy: 0.4626

Epoch 40/50

3078/3110 [============================>.] - ETA: 0s - loss: 0.6251 - accuracy: 0.4618

Epoch 40: val\_loss improved from 0.65646 to 0.65481, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6253 - accuracy: 0.4619 - val\_loss: 0.6548 - val\_accuracy: 0.4683

Epoch 41/50

3093/3110 [============================>.] - ETA: 0s - loss: 0.6257 - accuracy: 0.4623

Epoch 41: val\_loss did not improve from 0.65481

3110/3110 [==============================] - 8s 2ms/step - loss: 0.6250 - accuracy: 0.4624 - val\_loss: 0.6553 - val\_accuracy: 0.4596

Epoch 42/50

3103/3110 [============================>.] - ETA: 0s - loss: 0.6250 - accuracy: 0.4614

Epoch 42: val\_loss did not improve from 0.65481

3110/3110 [==============================] - 7s 2ms/step - loss: 0.6248 - accuracy: 0.4614 - val\_loss: 0.6549 - val\_accuracy: 0.4678

Epoch 43/50

3110/3110 [==============================] - ETA: 0s - loss: 0.6247 - accuracy: 0.4635

Epoch 43: val\_loss did not improve from 0.65481

3110/3110 [==============================] - 8s 2ms/step - loss: 0.6247 - accuracy: 0.4635 - val\_loss: 0.6561 - val\_accuracy: 0.4611

Epoch 44/50

3073/3110 [============================>.] - ETA: 0s - loss: 0.6242 - accuracy: 0.4636

Epoch 44: val\_loss improved from 0.65481 to 0.65384, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 7s 2ms/step - loss: 0.6244 - accuracy: 0.4638 - val\_loss: 0.6538 - val\_accuracy: 0.4641

Epoch 45/50

3092/3110 [============================>.] - ETA: 0s - loss: 0.6241 - accuracy: 0.4639

Epoch 45: val\_loss did not improve from 0.65384

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6242 - accuracy: 0.4639 - val\_loss: 0.6569 - val\_accuracy: 0.4725

Epoch 46/50

3077/3110 [============================>.] - ETA: 0s - loss: 0.6244 - accuracy: 0.4633

Epoch 46: val\_loss did not improve from 0.65384

3110/3110 [==============================] - 5s 2ms/step - loss: 0.6239 - accuracy: 0.4633 - val\_loss: 0.6541 - val\_accuracy: 0.4664

Epoch 47/50

3071/3110 [============================>.] - ETA: 0s - loss: 0.6246 - accuracy: 0.4646

Epoch 47: val\_loss did not improve from 0.65384

3110/3110 [==============================] - 5s 1ms/step - loss: 0.6235 - accuracy: 0.4645 - val\_loss: 0.6543 - val\_accuracy: 0.4665

Epoch 48/50

3095/3110 [============================>.] - ETA: 0s - loss: 0.6222 - accuracy: 0.4640

Epoch 48: val\_loss did not improve from 0.65384

3110/3110 [==============================] - 6s 2ms/step - loss: 0.6232 - accuracy: 0.4641 - val\_loss: 0.6542 - val\_accuracy: 0.4833

Epoch 49/50

3091/3110 [============================>.] - ETA: 0s - loss: 0.6222 - accuracy: 0.4652

Epoch 49: val\_loss did not improve from 0.65384

3110/3110 [==============================] - 8s 2ms/step - loss: 0.6231 - accuracy: 0.4652 - val\_loss: 0.6542 - val\_accuracy: 0.4655

Epoch 50/50

3098/3110 [============================>.] - ETA: 0s - loss: 0.6231 - accuracy: 0.4647

Epoch 50: val\_loss improved from 0.65384 to 0.65340, saving model to autoencoder\_fraud.h5

3110/3110 [==============================] - 8s 2ms/step - loss: 0.6228 - accuracy: 0.4647 - val\_loss: 0.6534 - val\_accuracy: 0.4692

In [16]:

*#Plot training and test loss*

​

plt.plot(history['loss'], linewidth**=**2, label**=**'Train')

plt.plot(history['val\_loss'], linewidth**=**2, label**=**'Test')

plt.legend(loc**=**'upper right')

plt.title('Model loss')

plt.ylabel('Loss')

plt.xlabel('Epoch')

*#plt.ylim(ymin=0.70,ymax=1)*

plt.show()
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In [17]:

"""Detect Anomalies on test data

​

Anomalies are data points where the reconstruction loss is higher

​

To calculate the reconstruction loss on test data,

predict the test data and calculate the mean square error between the test data and the reconstructed test data."""

​

test\_x\_predictions **=** autoencoder.predict(test\_x)

mse **=** np.mean(np.power(test\_x **-** test\_x\_predictions, 2), axis**=**1)

error\_df **=** pd.DataFrame({'Reconstruction\_error': mse,

'True\_class': test\_y})

error\_df.describe()

2671/2671 [==============================] - 4s 1ms/step

Out[17]:

|  | **Reconstruction\_error** | **True\_class** |
| --- | --- | --- |
| **count** | 85443.000000 | 85443.000000 |
| **mean** | 0.653400 | 0.001662 |
| **std** | 3.513865 | 0.040733 |
| **min** | 0.035542 | 0.000000 |
| **25%** | 0.166302 | 0.000000 |
| **50%** | 0.273823 | 0.000000 |
| **75%** | 0.490919 | 0.000000 |
| **max** | 308.161388 | 1.000000 |

In [18]:

*#Plotting the test data points and their respective reconstruction error sets a threshold value to visualize*

*#if the threshold value needs to be adjusted.*

​

threshold\_fixed **=** 50

groups **=** error\_df.groupby('True\_class')

fig, ax **=** plt.subplots()

**for** name, group **in** groups:

ax.plot(group.index, group.Reconstruction\_error, marker**=**'o', ms**=**3.5, linestyle**=**'',

label**=** "Fraud" **if** name **==** 1 **else** "Normal")

ax.hlines(threshold\_fixed, ax.get\_xlim()[0], ax.get\_xlim()[1], colors**=**"r", zorder**=**100, label**=**'Threshold')

ax.legend()

plt.title("Reconstruction error for normal and fraud data")

plt.ylabel("Reconstruction error")

plt.xlabel("Data point index")

plt.show();
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In [19]:

'''Detect anomalies as points where the reconstruction loss is greater than a fixed threshold.

Here we see that a value of 52 for the threshold will be good.

​

Evaluating the performance of the anomaly detection'''

​

threshold\_fixed **=**52

pred\_y **=** [1 **if** e **>** threshold\_fixed **else** 0 **for** e **in** error\_df.Reconstruction\_error.values]

error\_df['pred'] **=**pred\_y

conf\_matrix **=** confusion\_matrix(error\_df.True\_class, pred\_y)

plt.figure(figsize**=**(4, 4))

sns.heatmap(conf\_matrix, xticklabels**=**LABELS, yticklabels**=**LABELS, annot**=True**, fmt**=**"d");

plt.title("Confusion matrix")

plt.ylabel('True class')

plt.xlabel('Predicted class')

plt.show()

*# print Accuracy, precision and recall*

print(" Accuracy: ",accuracy\_score(error\_df['True\_class'], error\_df['pred']))

print(" Recall: ",recall\_score(error\_df['True\_class'], error\_df['pred']))

print(" Precision: ",precision\_score(error\_df['True\_class'], error\_df['pred']))

**---------------------------------------------------------------------------**

**NameError** Traceback (most recent call last)

Input **In [19]**, in <cell line: 11>**()**

9 conf\_matrix = confusion\_matrix(error\_df.True\_class, pred\_y)

10 plt.figure(figsize=(4, 4))

**---> 11** sns.heatmap(conf\_matrix, xticklabels=LABELS, yticklabels=LABELS, annot=**True**, fmt="d");

12 plt.title("Confusion matrix")

13 plt.ylabel('True class')

**NameError**: name 'sns' is not defined

<Figure size 288x288 with 0 Axes>

In [ ]:

'''As our dataset is highly imbalanced, we see a high accuracy but a low recall and precision.

​

Things to further improve precision and recall would add more relevant features,

different architecture for autoencoder, different hyperparameters, or a different algorithm.'''