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**Abstract**

The problem of finding the maximum flow in a graph has numerous applications in domains such as network optimization, transportation planning, and resource allocation. We have discussed in detail the different algorithms and optimizations used to solve the maximum flow problem efficiently. We discuss classical algorithms like Ford-Fulkerson and Edmonds-Karp and advanced approaches such as Dinic's algorithm and the Capacity Scaling heuristic. The strengths, weaknesses, and computational complexities of these algorithms are thoroughly analyzed to understand their trade-offs and choose the most suitable approach for their specific requirements.

**Keywords**

**Network**- It is a directed graph G made up of vertices V and edges E along with a function c that gives each edge e ∈ E a non-negative integer value that corresponds to the capacity of e. Further naming two vertices, one as source and one as sink, the network is known as a flow network.

**Flow network** - In a flow network, we have a directed graph where each edge has a capacity indicating the maximum amount of flow that can pass through it. The flow represents the quantity of a resource (such as water, data, or traffic) flowing through the network.

**Flow** – A flow in a flow network is function *f*, which assigns each edge *e* a non-negative integer value, namely the flow. A flow in an edge can be understood as analogous to water flowing through a pipe per second. The function must fulfill the following two conditions:

1. The flow of an edge cannot exceed the capacity.

1. And the sum of the incoming flow of a vertex u must be equal to the sum of the outgoing flow of u except in the source and sink vertices

The source vertex   s only has an outgoing flow, and the sink vertex t has only an incoming flow.

.

**The Maximum Flow Problem –**

The following illustration is an example of a flow network: When we think of edges as water pipes, their capacity, and flow are the maximum and current amounts of water that can pass through the pipe, respectively, per second. Overflowing a pipe's capacity will result in the water not flowing through it. When water exits certain pipes, the vertices serve as junctions and subsequently disperse the water in some manner to other pipes. This serves as the second flow condition's purpose as well. Each junction's other pipes must receive all the incoming water, which must be distributed to them. The source *s* is origin of all the water, and the water can only drain in the sink *t*.

The following image shows a flow network. The first value of each edge represents the flow, which is initially 0, and the second value represents the capacity.
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**Objective**

The value of the flow of a network is the sum of all the flows that get produced in the source   *s* or equivalently to the sum of all the flows that are consumed by the sink *t*. A **maximal flow** is a flow with the maximal possible value. The objective is to determine the maximum flow that can be achieved while respecting the capacity constraints of the edges.

![Maximal flow](data:image/png;base64,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)The following image shows the maximal flow in the flow network.

**Maximal Flow Algorithms:**

1. **Ford-Fulkerson Algorithm -**

**Residual Capacity:** A **residual capacity** of a directed edge is the capacity minus the flow. If there is a flow along some directed edge (*u, v*), then the reversed edge has capacity 0 and flow as . This also defines the residual capacity for all the reversed edges. We can create a residual network from all these edges, which is just a network with the same vertices and edges, but we use the residual capacities as capacities.

**Augmenting path:** An augmenting path is a simple path in the residual graph, i.e., along the edges whose residual capacity is positive.

**Algorithm**

First, we set the flow of each edge to zero. Then we look for an **augmenting path**from s to t. If such a path is found, then we can increase the flow along these edges by updating and for every edge (*u, v*) in the path where C is the smallest residual capacity in the path or the bottleneck value. We keep on searching for augmenting paths and increasing the flow. Once such an augmenting path no longer exists, the flow obtained is maximal.

**Time Complexity Analysis**

We can find the augmenting path using DFS or BFS, both of which works in *O(V+E)* that is roughly O(E) in graphs. If all the capacities of the network are integers, then for each augmenting path the flow of the network increases by at least one in each iteration. Therefore, the complexity of Ford-Fulkerson is O(E\*F), where F is the maximal flow of the network.

**Limitations**

1. **No guarantee of termination:** One of the main drawbacks of the Ford-Fulkerson algorithm is that it does not always terminate. Some graphs will cause the algorithm to get stuck into an infinite loop which might cause serious computing problems.
2. **Inefficient in dense graphs**: The Ford-Fulkerson algorithm is not very efficient in dense graphs, where the number of edges is very large in comparison to sparser graphs. In these cases, the algorithm can be very slow because of the time complexity of O(E\*F).
3. **Edmonds-Karp Algorithm -**

Edmonds-Karp algorithm is just a modified implementation of the Ford-Fulkerson method that uses BFS for finding augmenting paths instead of DFS.

**Algorithm**

The intuition is, that every time we find an augmenting path, we find the shortest augmenting path using BFS from source to sink. We repeatedly find shortest augmented paths in the residual graphs and obtain the maximal flow.

**Time Complexity**

One of the edges becomes saturated while augmenting, and the distance from the edge to the source will be longer if it appears later again in an augmenting path. Let the distance to reach a vertex v from source S is d. If we introduce back edges along the path, they do not decrease the distance as they go back up a level. Any path that would use one of the back edges must use two more than the augmented path with distance d. Therefore, the shortest found augmented path increases monotonically and bounds the length of one iteration to O(|E|).

When we use an augmented path as described in the theorem, we delete the edge from the level graph which got saturated. These edges won’t come back in the level graphs. As each augmentation deletes one edge from the level graph, after |E| iterations the level graph would be empty.

So, each time we build a longer path than the previous one to augment further. As there are only |V| possible shortest path lengths, for each possible path, we have up to |E| iterations. So the total number of iterations are at most |E||V| and each iteration performs BFS in O(|E|).

Thus, the complexity comes out to be *O*(∣*V*∣⋅∣∣).

**Advantage over Ford- Fulkerson –**

* 1. Using a DFS can lead to zig zagging through the flow graph to find the sink which can cause a longer augmented path. Longer augmented paths are generally undesirable because the longer the path, the higher the chance for a small bottleneck value which results in a longer runtime.
  2. Using the shortest path as an augmenting path is a great approach to avoid the DFS worse case
  3. It also gives the time complexity in polynomial time instead of being dependent on the constant F (maximum flow) in case of the use of DFS.

1. **Dinic’s Algorithm -**

**Blocking flow:** A **blocking flow** of some network is such a flow that every path from source to sink contains at least one edge which is saturated by this flow. Note that a blocking flow is not necessarily maximal.

**Layered Network:** A **layered network** of a network G is a network built in the following way- First, for each vertex *v* we calculate *level[v]* - the shortest path (unweighted) from s to this vertex using only edges with positive capacity. Then we keep only those edges  for which *level[u] = level[v] + 1*. This formed network is acyclic.

**Residual Network:** A **residual network GR** of network G is a network that contains two edges for each edge :

* with capacity
* with capacity

The algorithm is based on the concept of level graphs, subgraphs of the original graph that retain the same structure but include only edges whose residual capacities are positive. These level graphs help in finding blocking flows efficiently. On each phase we construct the layered network of the residual network of G. Then we find an arbitrary blocking flow in the layered network and add it to the current flow.

**Algorithm**

We first construct the level graph using BFS. From the source node, nodes are assigned levels based on their distance from the source in terms of the number of edges. Only consider edges with positive residual capacity in the BFS traversal. This step ensures that the level graph represents a valid flow.

While there exists a path from the source to the sink in the level graph, perform the following steps:

1. Use DFS to find a blocking flow in the level graph. The DFS starts from the source node and explores the graph along edges with positive residual capacity, updating the flow values and residual capacities as it progresses. When a dead end is reached or the sink is encountered, backtrack to find an alternative path. This process effectively finds a path from the source to the sink in the level graph with the maximum possible flow.
2. Update the level graph by removing edges with zero residual capacity. This step ensures that the level graph maintains only relevant edges with positive residual capacity for subsequent iterations.

Calculate the maximum flow as the sum of flows leaving the source node.

**Proof of correctness**

Let's show that if the algorithm terminates, it finds the maximum flow.

If the algorithm terminated, it couldn't find a blocking flow in the layered network. It means the layered network has no path from source to sink. It means the residual network has no path from source to sink. It means that the flow is maximum.

**Number of phases**

The algorithm terminates in less than *V* phases. To prove this, we need to show that the level of nodes strictly increases in each phase until it reaches a maximum level of V, i.e., level [u]i+1 > level [u]i for u ∈ *V*. Since the node level cannot exceed V, the algorithm will terminate after at most V phases.

Let’s assume that the level of nodes does not increase after a phase. Then the same path will remain as the augmenting path which was taken in the previous phase which is not possible since one of the edges of that path must have been saturated and hence the augmenting path must not remain the same. Hence it contradicts our assumption which concludes that after each phase the level of nodes strictly increases reaching to the maximum level V in at most V phases.

**Finding blocking flow**

In order to find the blocking flow on each iteration, we may simply try pushing flow with DFS from *s* to *t* in the layered network while it can be pushed. In order to do it more quickly, we must remove the edges which cannot be used to push anymore. To do this we can keep a pointer in each vertex which points to the next edge which can be used.

**Time Complexity**

A single DFS run takes    time, where   *k* is the number of pointer advances on this run. Summed up over all runs, number of pointer advances cannot exceed *E.* On the other hand, total number of runs won't exceed *E,* as every run saturates at least one edge. In this way, total running time of finding a blocking flow is   *O(VE)*.

Since there are less than V phases, time complexity of Dinic’s algorithm is *O(V2E)*

1. **Capacity Scaling Heuristic**

In capacity scaling, the idea is to start with an initial zero flow and gradually increase the flow until reaching the maximum flow. The algorithm iteratively augments the flow along the network paths with available capacity, effectively pushing more flow through the network.

The key insight of capacity scaling is that only edges with capacities above a certain threshold contribute to the maximum flow. Initially, this threshold can be set to the largest capacity in the network. As the algorithm progresses, the threshold is halved at each iteration until it becomes smaller than any capacity in the network. This process helps focus the algorithm's attention on the critical edges that can significantly increase the flow.

At each iteration, the algorithm performs a modified version of the Ford-Fulkerson method, such as the Edmonds-Karp algorithm or the Dinic's algorithm, to find an augmenting path with available capacity. The augmenting path is a path from the source to the sink that allows increasing the flow without violating the capacity constraints of any edge.

By repeatedly finding and augmenting paths, the algorithm increases the flow until reaching a point where no augmenting paths exist. At this stage, the algorithm terminates, and the flow obtained is the maximum flow for the given network.

The capacity scaling technique improves the efficiency of solving maximum flow problems by reducing the number of iterations required. By focusing on edges with significant capacity, it avoids considering edges that have no impact on the maximum flow. This approach can lead to substantial speedups, especially in networks with large capacities where most edges have relatively small capacities.

**Time Complexity**

U is defined as the largest capacity of an edge in the initial network. Total iterations done will be log(U) as after each iteration, we are halving the value of U. Finding augmenting paths and increasing the flow for each path upto the blocking flow requires time of *O(VE)* as discussed in the above algorithms.

Hence the total time complexity will be O (|V||E| \* log(U)).

**Conclusions**

|  |  |
| --- | --- |
| **Algorithm** | **Time Complexity** |
| Ford Fulkerson (with DFS) | *O(EF),* where *F* is the maximum flow |
| Edmonds-Karp | *O(VE2)* |
| Dinic’s algorithm | *O(V2E)* |
| Capacity Scaling | *O(VE logU),* where *U* is the maximum capacity of the network |

The choice between which algorithm should be used depends on the characteristics of the flow network and the requirements of the problem at hand.

Dinic’s Algorithm can be extended to handle more complex flow network variants such as multiple sources and sinks, whereas Edmonds-Karp is specifically designed for single-source, single-sink networks.

While applying the capacity scaling heuristic it is essential to consider the network properties and evaluate the trade-off between runtime and accuracy. As in situations where exact maximum flow is not necessary and approximation is sufficient, capacity scaling provides faster solution.

**Applications for maximal flow problem**

1. **Transportation Networks** - optimizing the flow of traffic, passengers, or goods through the network, minimizing congestion and maximizing efficiency. By modeling the road network as a graph and assigning capacities to the edges representing the roads, the maximum flow algorithm can determine the optimal flow of vehicles through the network
2. **Disaster Management -** used to determine evacuation routes, resource allocation, and logistics planning during emergencies. Maximum flow algorithms can aid in optimizing the allocation of evacuees to shelters based on capacity, location, and distance considerations.
3. **Image Segmentation** - treating image as a graph, the algorithm finds the optimal boundary between different regions based on flow of pixels. The source node is connected to the pixels of the foreground region, and the sink node is connected to the pixels of the background region. The segmented regions are extracted based on the cut obtained from the maximum flow algorithm
4. **Water Management**- determining the optimal distribution of water resources in irrigation networks, hydroelectric power generation, or water supply networks. By modeling the network as a graph, where nodes represent water sources, treatment plants, storage tanks, and demand points, and edges represent pipes or channels, the algorithm determines the optimal flow of water through the network.
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