# EXPERIMENT 2

Aim:- Implement sparse matrix using array

# ALGORITHM

Input: Take a sparse matrix as input.

Initialization: Get the number of rows (rows) and columns (cols) in the matrix.

Print Header: Print a header indicating that the output is a sparse matrix, and include column headers for "Row," "Column," and "Value."

Loop Through Matrix: Use nested loops to iterate through each element in the matrix.

1. For each element at position (i, j), where i is the row index and j is the column index:
2. Check if the value at (i, j) is non-zero.
3. If non-zero, print a line with the row index, column index, and value.

Output: The printed lines represent the non-zero elements of the sparse matrix in bullet-point format.

# SOURCE CODE

#include<iostream>

using namespace std;

int main()

{

for (int j = 0; j < 5; j++)

if (sparseMatrix[i][j] != 0) size++;

int compactMatrix[3][size]; int k = 0;

for (int i = 0; i < 4; i++)

for (int j = 0; j < 5; j++)

if (sparseMatrix[i][j] != 0)

{

compactMatrix[0][k] = i; compactMatrix[1][k] = j; compactMatrix[2][k] = sparseMatrix[i][j]; k++;

}

for (int i=0; i<3; i++)

{

for (int j=0; j<size; j++)

printf("%d ", compactMatrix[i][j]); printf("\n");

}

return 0;

}

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| int | sparseMatrix[4][5] = { {0 | , | 0 | , | 3 | , | 0 | , | 4 | }, |
|  | {0 | , | 0 | , | 5 | , | 7 | , | 0 | }, |
|  | {0 | , | 0 | , | 0 | , | 0 | , | 0 | }, |
| int | {0  size = 0; | , | 2 | , | 6 | , | 0 | , | 0 | } }; |
| for | (int i = 0; i < 4; i++) |  |  |  |  |  |  |  |  |  |

OUTPUT
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## EXPERIMENT 3

Aim:- Implementation of Stack and Queue using array.

## STACK IMPLEMENTATION USING ARRAY ALGORITHM

1. Initialize the Stack:
   1. Create an array to store the elements of the stack.
   2. Initialize a variable top to -1 to represent an empty stack.
2. Push Operation:
   1. Check if the stack is full (overflow).
   2. Increment the top variable.
   3. Add the new element to the array at the position indicated by top.
3. Pop Operation:
   1. Check if the stack is empty (underflow).
   2. Retrieve the element at the position indicated by top.
   3. Decrement the top variable.

## SOURCE CODE

#include <stdio.h>

#define MAX\_SIZE 5 int stack[MAX\_SIZE]; int top = -1;

int is\_empty() { return top == -1;

}

int is\_full() {

return top == MAX\_SIZE - 1;

}

void push(int item) { if (!is\_full()) {

top++;

stack[top] = item;

printf("Pushed %d to the stack.\n", item);

} else {

printf("Stack Overflow - Cannot push to a full stack.\n");

}

}

int pop() {

if (!is\_empty()) {

int item = stack[top]; top--;

printf("Popped %d from the stack.\n", item); return item;

} else {

printf("Stack Underflow - Cannot pop from an empty stack.\n"); return -1;

}

}

int main() {

push(5);

push(10);

push(15);

push(20);

pop();

pop();

pop();

pop(); return 0;

}
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## QUEUE IMPLEMENTATION USING ARRAY

ALGORITHM

1. Initialize the Queue:
   1. Create an array to store queue elements.
   2. Initialize front and rear pointers to -1.
2. Enqueue Operation:
   1. Check if the queue is full (rear == array size - 1).
   2. If full, display an overflow message.
   3. If not full:
   4. Increment the rear pointer.
   5. Add the new element at the rear position in the array.
3. Dequeue Operation:
   1. Check if the queue is empty (front > rear).
   2. If empty, display an underflow message.
   3. If not empty:
   4. Increment the front pointer.
   5. Retrieve and return the element at the front position.

## SOURCE CODE

#include <stdio.h> #define MAX\_SIZE 3 int queue[MAX\_SIZE];

int front = -1, rear = -1; int is\_empty() {

return front == -1;

}

int is\_full() {

return (rear + 1) % MAX\_SIZE == front;

}

void enqueue(int item) { if (!is\_full()) {

if (is\_empty())

front = rear = 0; else

rear = (rear + 1) % MAX\_SIZE; queue[rear] = item;

printf("Enqueued %d to the queue.\n", item);

} else {

printf("Queue Overflow - Cannot enqueue to a full queue.\n");

}

}

int dequeue() {

if (!is\_empty()) {

int item = queue[front]; if (front == rear)

front = rear = -1; else

front = (front + 1) % MAX\_SIZE;

printf("Dequeued %d from the queue.\n", item); return item;

} else {

printf("Queue Underflow - Cannot dequeue from an empty queue.\n"); return -1; // Assuming -1 is not a valid element in the queue

}

}

int main() {

enqueue(1); enqueue(2); enqueue(3); enqueue(4); dequeue(); dequeue(); dequeue(); dequeue(); return 0;

}

OUTPUT
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# EXPERIMENT 4

## AIM: Create a linked list and perform following operations:

1. Insert a new node at specified position.

## Deletion of a node with specified position.

1. Reversal of that linked list.

## ALGORITHM

1. Insert a new node at specified position:
2. Create a new node with the given data.
3. Traverse the linked list to the (position - 1)th node.
4. Set the next pointer of the new node to the next pointer of the (position - 1)th node.
5. Set the next pointer of the (position - 1)th node to the new node.
6. Deletion of a node with specified position:
7. Traverse the linked list to the (position - 1)th node.
8. Save the reference to the node to be deleted (position- th node).
9. Update the next pointer of the (position - 1)th node to skip the node to be deleted.
10. Free the memory allocated for the node to be deleted.
11. Reversal of the linked list:
12. Initialize three pointers - current, prev, and next.
13. Start with current pointing to the head of the linked list and
14. prev and next as null.
15. Traverse the linked list:
    1. Set next to the next node of the current node.
    2. Update the next pointer of the current node to point to the prev node.
    3. Move prev and current one step forward.
16. Update the head of the linked list to the prev node.

## SOURCE CODE:

#include <stdio.h> #include <stdlib.h>

// Define a Node structure struct Node {

int data;

struct Node \*next;

};

// Function to print the linked list void printList(struct Node \*head) {

while (head != NULL) { printf("%d -> ", head->data); head = head->next;

}

printf("NULL\n");

}

// Function to insert a new node at a specified position

void insertNodeAtPosition(struct Node \*\*head, int data, int position) { struct Node \*newNode = (struct Node \*)malloc(sizeof(struct Node)); newNode->data = data;

newNode->next = NULL; if (position == 1) {

newNode->next = \*head;

\*head = newNode;

printf("Node with data %d inserted at position %d.\n", data, position); return;

}

struct Node \*temp = \*head;

for (int i = 1; i < position - 1 && temp != NULL; i++) { temp = temp->next;

}

if (temp == NULL) {

printf("Invalid position. Node not inserted.\n");

} else {

newNode->next = temp->next; temp->next = newNode;

printf("Node with data %d inserted at position %d.\n", data, position);

}

}

// Function to delete a node at a specified position

void deleteNodeAtPosition(struct Node \*\*head, int position) { if (\*head == NULL) {

printf("List is empty. Cannot delete from an empty list.\n"); return;

}

struct Node \*temp = \*head; if (position == 1) {

\*head = temp->next; free(temp);

printf("Node deleted from position %d.\n", position); return;

}

for (int i = 1; i < position - 1 && temp != NULL; i++) { temp = temp->next;

}

if (temp == NULL || temp->next == NULL) { printf("Invalid position. Node not deleted.\n");

} else {

struct Node \*deletedNode = temp->next; temp->next = deletedNode->next; free(deletedNode);

printf("Node deleted from position %d.\n", position);

}

}

// Function to reverse the linked list void reverseList(struct Node \*\*head) {

struct Node \*prev = NULL, \*current = \*head, \*next = NULL; while (current != NULL) {

next = current->next; current->next = prev; prev = current; current = next;

}

\*head = prev;

printf("Linked list reversed.\n");

}

// Function to free the memory allocated for the linked list void freeList(struct Node \*\*head) {

struct Node \*temp; while (\*head != NULL) {

temp = \*head;

\*head = (\*head)->next; free(temp);

}

}

int main() {

// Initialize an empty linked list struct Node \*head = NULL;

// Insert nodes insertNodeAtPosition(&head, 1, 1);

insertNodeAtPosition(&head, 2, 2);

insertNodeAtPosition(&head, 3, 2);

insertNodeAtPosition(&head, 4, 1);

// Print the initial linked list printf("Initial Linked List: ");

printList(head);

// Delete a node deleteNodeAtPosition(&head, 2); printf("Linked List after deletion: "); printList(head);

// Reverse the linked list reverseList(&head);

printf("Linked List after reversal: "); printList(head);

// Free the memory allocated for the linked list freeList(&head);

return 0;

}
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# EXPERIMENT 8

Aim: Implement a Linear Queue using Linked List and Perform following operations : Insert, Delete, and Display the queue elements

1. Insert (Enqueue):

ALGORITHM

* Create a new node with the given data.
* If the queue is empty, set both Front and Rear to the new node.
* Otherwise, set the Next of the current Rear to the new node and update Rear to the new node.

1. Delete (Dequeue):
   * If the queue is empty (Front is null), display an underflow message.
   * Otherwise, remove the node pointed by Front.
   * If the queue becomes empty after deletion, set both Front and Rear to null.
   * Otherwise, update Front to the Next of the removed node.
2. Display:
   * If the queue is empty (Front is null), display an empty message.
   * Otherwise, start from Front and traverse the queue, displaying each element in bullet points.

## SOURCE CODE:

#include <stdio.h> #include <stdlib.h>

// Define a Node structure struct Node {

int data;

struct Node \*next;

};

// Define a Queue structure struct Queue {

struct Node \*front, \*rear;

};

// Function to initialize an empty queue void initQueue(struct Queue \*q) {

q->front = q->rear = NULL;

}

// Function to check if the queue is empty int is\_empty(struct Queue \*q) {

return q->front == NULL;

}

// Function to insert an element into the queue void enqueue(struct Queue \*q, int data) {

struct Node \*newNode = (struct Node \*)malloc(sizeof(struct Node)); newNode->data = data;

newNode->next = NULL; if (is\_empty(q)) {

q->front = q->rear = newNode;

} else {

q->rear->next = newNode; q->rear = newNode;

}

printf("Enqueued %d to the queue.\n", data);

}

// Function to delete an element from the queue int dequeue(struct Queue \*q) {

if (is\_empty(q)) {

printf("Queue Underflow - Cannot dequeue from an empty queue.\n"); return -1; // Assuming -1 is not a valid element in the queue

}

struct Node \*temp = q->front; int data = temp->data;

if (q->front == q->rear) {

q->front = q->rear = NULL;

} else {

q->front = temp->next;

}

free(temp);

printf("Dequeued %d from the queue.\n", data); return data;

}

// Function to display the elements of the queue void displayQueue(struct Queue \*q) {

if (is\_empty(q)) {

printf("Queue is empty.\n"); return;

}

printf("Queue elements: "); struct Node \*temp = q->front; while (temp != NULL) {

printf("%d ", temp->data); temp = temp->next;

}

printf("\n");

}

// Function to free the memory allocated for the queue void freeQueue(struct Queue \*q) {

while (!is\_empty(q)) { dequeue(q);

}

}

int main() {

// Initialize an empty queue struct Queue queue; initQueue(&queue);

// Enqueue elements enqueue(&queue, 1);

enqueue(&queue, 2);

enqueue(&queue, 3);

// Display the initial queue displayQueue(&queue);

// Dequeue an element dequeue(&queue);

// Display the queue after dequeue displayQueue(&queue);

// Free the memory allocated for the queue freeQueue(&queue);

return 0;

}

OUTPUT

![](data:image/png;base64,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)

# EXPERIMENT 9

AIM: Create a Binary Tree using linked list (Display using Graphics) and perform the following operations: Tree traversals (Preorder, Postorder, Inorder) using the concept of recursion

ALGORITHM

1. Define Node Structure:

Create a structure Node with integer data, left child pointer, and right child pointer

.

1. Create Node Function:

Implement a function createNode that takes an integer data as a parameter, allocates memory for a new node, initializes its data, left, and right pointers, and returns the new node

.

1. Tree Traversal Functions:
   1. Implement three functions for tree traversals: preorderTraversal, inorderTraversal, and postorderTraversal.
   2. Each function takes a pointer to a node as a parameter and performs the respective traversal recursively.
   3. For Preorder traversal: Print the data, then recursively traverse the left subtree, and finally recursively traverse the right subtree.
   4. For Inorder traversal: Recursively traverse the left subtree, print the data, and then recursively traverse the right subtree.
   5. For Postorder traversal: Recursively traverse the left subtree, recursively traverse the right subtree, and then print the data.

## SOURCE CODE:

#include <stdio.h> #include <stdlib.h>

// Define a Node structure for the binary tree struct Node {

int data;

struct Node \*left; struct Node \*right;

};

// Function to create a new node struct Node \*createNode(int data) {

struct Node \*newNode = (struct Node \*)malloc(sizeof(struct Node)); newNode->data = data;

newNode->left = newNode->right = NULL; return newNode;

}

// Function to perform Preorder traversal void preorderTraversal(struct Node \*root) {

if (root != NULL) { printf("%d ", root->data);

preorderTraversal(root->left); preorderTraversal(root->right);

}

}

// Function to perform Inorder traversal void inorderTraversal(struct Node \*root) {

if (root != NULL) { inorderTraversal(root->left); printf("%d ", root->data); inorderTraversal(root->right);

}

}

// Function to perform Postorder traversal void postorderTraversal(struct Node \*root) {

if (root != NULL) { postorderTraversal(root->left); postorderTraversal(root->right); printf("%d ", root->data);

}

}

int main() {

// Creating a sample binary tree struct Node \*root = createNode(1); root->left = createNode(2);

root->right = createNode(3);

root->left->left = createNode(4); root->left->right = createNode(5); root->right->left = createNode(6); root->right->right = createNode(7);

// Display the tree traversals printf("Preorder Traversal: ");

preorderTraversal(root); printf("\n");

printf("Inorder Traversal: "); inorderTraversal(root); printf("\n");

printf("Postorder Traversal: "); postorderTraversal(root); printf("\n");

return 0;

}

OUTPUT:

![](data:image/png;base64,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)

# EXPERIMENT 10

AIM: Implement Insertion, Deletion and Display (Inorder, Preorder and Postorder) on Binary Search Tree

Insertion in BST:

ALGORITHM

1. Start at the root of the tree.
2. If the tree is empty, create a new node with the given value and make it the root.
3. If the value to be inserted is less than the current node's value, move to the left subtree.
4. If the value to be inserted is greater than the current node's value, move to the right subtree.
5. Repeat steps 3-4 until an appropriate position is found.
6. Insert the new node at that position.

Deletion from BST:

1. Start at the root of the tree.
2. Search for the node to be deleted.
3. If the node has no children, simply remove it.
4. If the node has one child, replace it with its child.
5. If the node has two children, find the node's in-order successor (or predecessor).
6. Replace the node's value with the in-order successor (or predecessor) value.
7. Recursively delete the in-order successor (or predecessor) node.

Inorder Traversal:

1. Traverse the left subtree recursively.
2. Visit the current node.
3. Traverse the right subtree recursively.
4. print the value of each node as it is visited

Preorder Traversal:

1. Visit the current node.
2. Traverse the left subtree recursively.
3. Traverse the right subtree recursively.
4. print the value of each node as it is visited

Postorder Traversal:

1. Traverse the left subtree recursively.
2. Traverse the right subtree recursively.
3. Visit the current node.
4. print the value of each node as it is visited

## SOURCE CODE

#include <stdio.h> #include <stdlib.h>

// Define a Node structure for the binary search tree struct Node {

int key;

struct Node \*left; struct Node \*right;

};

// Function to create a new node struct Node \*createNode(int key) {

struct Node \*newNode = (struct Node \*)malloc(sizeof(struct Node)); newNode->key = key;

newNode->left = newNode->right = NULL; return newNode;

}

// Function to insert a key into the BST

struct Node \*insert(struct Node \*root, int key) { if (root == NULL) {

return createNode(key);

}

if (key < root->key) {

root->left = insert(root->left, key);

} else if (key > root->key) {

root->right = insert(root->right, key);

}

return root;

}

// Function to find the minimum key in a BST struct Node \*findMin(struct Node \*root) {

while (root->left != NULL) { root = root->left;

}

return root;

}

// Function to delete a key from the BST

struct Node \*deleteNode(struct Node \*root, int key) { if (root == NULL) {

return root;

}

if (key < root->key) {

root->left = deleteNode(root->left, key);

} else if (key > root->key) {

root->right = deleteNode(root->right, key);

} else {

if (root->left == NULL) {

struct Node \*temp = root->right; free(root);

return temp;

} else if (root->right == NULL) { struct Node \*temp = root->left; free(root);

return temp;

}

struct Node \*temp = findMin(root->right); root->key = temp->key;

root->right = deleteNode(root->right, temp->key);

}

return root;

}

// Function to perform Inorder traversal void inorderTraversal(struct Node \*root) {

if (root != NULL) { inorderTraversal(root->left); printf("%d ", root->key); inorderTraversal(root->right);

}

}

// Function to perform Preorder traversal void preorderTraversal(struct Node \*root) {

if (root != NULL) { printf("%d ", root->key);

preorderTraversal(root->left); preorderTraversal(root->right);

}

}

// Function to perform Postorder traversal void postorderTraversal(struct Node \*root) {

if (root != NULL) { postorderTraversal(root->left); postorderTraversal(root->right);

printf("%d ", root->key);

}

}

int main() {

struct Node \*root = NULL;

// Insert keys into the BST root = insert(root, 50); insert(root, 30);

insert(root, 20);

insert(root, 40);

insert(root, 70);

insert(root, 60);

insert(root, 80);

// Display the BST using different traversals printf("Inorder Traversal: "); inorderTraversal(root);

printf("\n");

printf("Preorder Traversal: "); preorderTraversal(root); printf("\n");

printf("Postorder Traversal: "); postorderTraversal(root); printf("\n");

// Delete a key from the BST int keyToDelete = 30;

root = deleteNode(root, keyToDelete);

printf("BST after deleting key %d:\n", keyToDelete); printf("Inorder Traversal: "); inorderTraversal(root);

printf("\n"); return 0;

}

OUTPUT:
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# EXPERIMENT 11

## AIM: To implement Sorting techniques using array. (Insertion sort, Merge sort, Quick sort, Bubble sort, Bucket sort, Radix sort, Shell sort, Selection sort, Heap sort and Exchange sort)

INSERTION SORT

SOURCE CODE:

#include <stdio.h>

// Function to perform Insertion Sort on an array void insertionSort(int arr[], int size) {

int i, key, j;

for (i = 1; i < size; i++) { key = arr[i];

j = i - 1;

// Move elements of arr[0..i-1] that are greater than key to one position ahead of their current position

while (j >= 0 && arr[j] > key) { arr[j + 1] = arr[j];

j = j - 1;

}

arr[j + 1] = key;

}

}

// Function to print an array

void printArray(int arr[], int size) { for (int i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {12, 11, 13, 5, 6};

int size = sizeof(arr) / sizeof(arr[0]); printf("Original Array: "); printArray(arr, size);

// Perform Insertion Sort insertionSort(arr, size);

printf("Sorted Array (using Insertion Sort): "); printArray(arr, size);

return 0;

}

OUTPUT

![](data:image/png;base64,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)

## MERGE SORT

SOURCE CODE

#include <stdio.h>

void merge(int arr[], int left, int middle, int right) { int i, j, k;

int n1 = middle - left + 1; int n2 = right - middle; int L[n1], R[n2];

for (i = 0; i < n1; i++) L[i] = arr[left + i];

for (j = 0; j < n2; j++)

R[j] = arr[middle + 1 + j]; i = 0;

j = 0;

k = left;

while (i < n1 && j < n2) { if (L[i] <= R[j]) {

arr[k] = L[i]; i++;

} else {

arr[k] = R[j]; j++;

} k++;

}

while (i < n1) { arr[k] = L[i]; i++;

k++;

}

while (j < n2) { arr[k] = R[j]; j++;

k++;

}

}

void mergeSort(int arr[], int left, int right) { if (left < right) {

int middle = left + (right - left) / 2; mergeSort(arr, left, middle); mergeSort(arr, middle + 1, right); merge(arr, left, middle, right);

}

}

void printArray(int arr[], int size) { for (int i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {12, 11, 13, 5, 6, 7};

int size = sizeof(arr) / sizeof(arr[0]); printf("Original Array: "); printArray(arr, size);

mergeSort(arr, 0, size - 1); printf("Sorted Array: "); printArray(arr, size); return 0;

}

## OUTPUT

![](data:image/png;base64,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)

QUICK SORT

SOURCE CODE:

#include <stdio.h>

void swap(int\* a, int\* b) { int temp = \*a;

\*a = \*b;

\*b = temp;

}

int partition(int arr[], int low, int high) { int pivot = arr[high];

int i = (low - 1);

for (int j = low; j <= high - 1; j++) { if (arr[j] < pivot) {

i++;

swap(&arr[i], &arr[j]);

}

}

swap(&arr[i + 1], &arr[high]); return (i + 1);

}

void quickSort(int arr[], int low, int high) { if (low < high) {

int pi = partition(arr, low, high); quickSort(arr, low, pi - 1); quickSort(arr, pi + 1, high);

}

}

void printArray(int arr[], int size) { for (int i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {64, 25, 12, 22, 11};

int size = sizeof(arr) / sizeof(arr[0]); printf("Original Array: "); printArray(arr, size);

quickSort(arr, 0, size - 1); printf("Sorted Array: "); printArray(arr, size); return 0;

}

OUTPUT

![](data:image/png;base64,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)

## BUBBLE SORT

SOURCE CODE:

#include <stdio.h>

void swap(int \*a, int \*b) { int temp = \*a;

\*a = \*b;

\*b = temp;

}

void bubbleSort(int arr[], int size) { for (int i = 0; i < size - 1; i++) {

for (int j = 0; j < size - i - 1; j++) { if (arr[j] > arr[j + 1]) {

swap(&arr[j], &arr[j + 1]);

}

}

}

}

void printArray(int arr[], int size) { for (int i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {64, 34, 25, 12, 22, 11, 90};

int size = sizeof(arr) / sizeof(arr[0]); printf("Original Array: "); printArray(arr, size);

bubbleSort(arr, size);

printf("Sorted Array (Bubble Sort): "); printArray(arr, size);

return 0;

}

OUTPUT

![](data:image/png;base64,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)

## BUCKET SORT

SOURCE CODE:

#include <stdio.h> #include <stdlib.h>

struct Node {

int data;

struct Node\* next;

};

void insertionSort(struct Node\*\* bucket) { struct Node\* current;

struct Node\* prev; struct Node\* temp;

for (int i = 0; i < 10; i++) { if (bucket[i] != NULL) {

current = bucket[i]->next; prev = bucket[i];

while (current != NULL) {

if (current->data < prev->data) { prev->next = current->next; current->next = bucket[i]; bucket[i] = current;

current = prev;

}

prev = current;

current = current->next;

}

}

}

}

void bucketSort(int arr[], int size) { struct Node\* bucket[10];

for (int i = 0; i < 10; i++) { bucket[i] = NULL;

}

for (int i = 0; i < size; i++) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct

Node));

newNode->data = arr[i]; newNode->next = NULL; int index = arr[i] / 10;

if (bucket[index] == NULL) { bucket[index] = newNode;

} else {

struct Node\* current = bucket[index]; while (current->next != NULL) {

current = current->next;

}

current->next = newNode;

}

}

insertionSort(bucket);

int index = 0;

for (int i = 0; i < 10; i++) { struct Node\* current = bucket[i]; while (current != NULL) {

arr[index++] = current->data; current = current->next;

}

}

for (int i = 0; i < 10; i++) { struct Node\* current = bucket[i]; while (current != NULL) {

struct Node\* temp = current; current = current->next; free(temp);

}

}

}

void printArray(int arr[], int size) { for (int i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {64, 25, 12, 22, 11};

int size = sizeof(arr) / sizeof(arr[0]); printf("Original Array: "); printArray(arr, size);

bucketSort(arr, size); printf("Array after Bucket Sort: "); printArray(arr, size);

return 0;

}

OUTPUT
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## RADIX SORT

SOURCE CODE:

#include <stdio.h>

void countingSort(int arr[], int size, int exp) { int output[size];

int count[10] = {0};

for (int i = 0; i < size; i++) count[(arr[i] / exp) % 10]++;

for (int i = 1; i < 10; i++) count[i] += count[i - 1];

for (int i = size - 1; i >= 0; i--) { output[count[(arr[i] / exp) % 10] - 1] = arr[i]; count[(arr[i] / exp) % 10]--;

}

for (int i = 0; i < size; i++) arr[i] = output[i];

}

void radixSort(int arr[], int size) { int max = arr[0];

for (int i = 1; i < size; i++) if (arr[i] > max)

max = arr[i];

for (int exp = 1; max / exp > 0; exp \*= 10) countingSort(arr, size, exp);

}

void printArray(int arr[], int size) { for (int i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {170, 45, 75, 90, 802, 24, 2, 66};

int size = sizeof(arr) / sizeof(arr[0]); printf("Original Array: "); printArray(arr, size);

radixSort(arr, size); printf("Array after Radix Sort: "); printArray(arr, size);

return 0;

}

OUTPUT
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## SHELL SORT

SOURCE CODE:

#include <stdio.h>

void shellSort(int arr[], int size) {

for (int gap = size / 2; gap > 0; gap /= 2) { for (int i = gap; i < size; i++) {

int temp = arr[i]; int j;

for (j = i; j >= gap && arr[j - gap] > temp; j -= gap) arr[j] = arr[j - gap];

arr[j] = temp;

}

}

}

int main() {

int arr[] = {12, 34, 54, 2, 3};

int size = sizeof(arr) / sizeof(arr[0]); printf("Original Array: ");

for (int i = 0; i < size; i++) printf("%d ", arr[i]);

printf("\n"); shellSort(arr, size); printf("Sorted Array: ");

for (int i = 0; i < size; i++) printf("%d ", arr[i]);

printf("\n"); return 0;

}

OUTPUT
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## SELECTION SORT

SOURCE CODE:

#include <stdio.h>

void swap(int \*a, int \*b) { int temp = \*a;

\*a = \*b;

\*b = temp;

}

void selectionSort(int arr[], int size) { for (int i = 0; i < size - 1; i++) {

int minIndex = i;

for (int j = i + 1; j < size; j++) if (arr[j] < arr[minIndex])

minIndex = j; swap(&arr[minIndex], &arr[i]);

}

}

void printArray(int arr[], int size) { for (int i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {64, 25, 12, 22, 11};

int size = sizeof(arr) / sizeof(arr[0]); printf("Original Array: "); printArray(arr, size); selectionSort(arr, size);

printf("Array after Selection Sort: "); printArray(arr, size);

return 0;

}

OUTPUT
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## HEAP SORT

SOURCE CODE:

#include <stdio.h>

void swap(int\* a, int\* b) { int temp = \*a;

\*a = \*b;

\*b = temp;

}

void heapify(int arr[], int size, int i) { int largest = i;

int left = 2 \* i + 1; int right = 2 \* i + 2;

if (left < size && arr[left] > arr[largest]) largest = left;

if (right < size && arr[right] > arr[largest]) largest = right;

if (largest != i) {

swap(&arr[i], &arr[largest]); heapify(arr, size, largest);

}

}

void heapSort(int arr[], int size) {

for (int i = size / 2 - 1; i >= 0; i--) heapify(arr, size, i);

for (int i = size - 1; i > 0; i--) {

swap(&arr[0], &arr[i]); heapify(arr, i, 0);

}

}

void printArray(int arr[], int size) { for (int i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {12, 11, 13, 5, 6, 7};

int size = sizeof(arr) / sizeof(arr[0]); printf("Original Array: "); printArray(arr, size);

heapSort(arr, size);

printf("Sorted Array using Heap Sort: "); printArray(arr, size);

return 0;

}

OUTPUT
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## EXCHANGE SORT

SOURCE CODE:

#include <stdio.h>

void swap(int \*a, int \*b) { int temp = \*a;

\*a = \*b;

\*b = temp;

}

void exchangeSort(int arr[], int size) { for (int i = 0; i < size - 1; i++) {

for (int j = i + 1; j < size; j++) { if (arr[i] > arr[j]) {

swap(&arr[i], &arr[j]);

}

}

}

}

void printArray(int arr[], int size) { for (int i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {64, 25, 12, 22, 11};

int size = sizeof(arr) / sizeof(arr[0]); printf("Original Array: "); printArray(arr, size);

exchangeSort(arr, size);

printf("Array after Exchange Sort: "); printArray(arr, size);

return 0;

}

OUTPUT
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