DATA OUTLINE-

1.Different types of fruits with the fruit\_label

2.Mass of the each fruit

3.Width of each fruit

4.Height of each fruit

5.Color\_Score of each fruit.

CODE-

{

"nbformat": 4,

"nbformat\_minor": 0,

"metadata": {

"kernelspec": {

"display\_name": "Python 3",

"language": "python",

"name": "python3"

},

"language\_info": {

"codemirror\_mode": {

"name": "ipython",

"version": 3

},

"file\_extension": ".py",

"mimetype": "text/x-python",

"name": "python",

"nbconvert\_exporter": "python",

"pygments\_lexer": "ipython3",

"version": "3.7.1"

},

"colab": {

"name": "Problem Statement 1.ipynb",

"provenance": [],

"collapsed\_sections": [],

"include\_colab\_link": true

}

},

"cells": [

{

"cell\_type": "markdown",

"metadata": {

"id": "view-in-github",

"colab\_type": "text"

},

"source": [

"<a href=\"https://colab.research.google.com/github/Sanjeeth-S/Curneu-Assessment/blob/main/Problem\_Statement\_1.ipynb\" target=\"\_parent\"><img src=\"https://colab.research.google.com/assets/colab-badge.svg\" alt=\"Open In Colab\"/></a>"

]

},

{

"cell\_type": "code",

"metadata": {

"id": "hwbPhpdoVVpw"

},

"source": [

"import pandas as pd\r\n",

"import matplotlib.pyplot as plt\r\n",

"import numpy as np"

],

"execution\_count": 53,

"outputs": []

},

{

"cell\_type": "code",

"metadata": {

"id": "fsTrNU8gW-\_\_"

},

"source": [

""

],

"execution\_count": 4,

"outputs": []

},

{

"cell\_type": "code",

"metadata": {

"id": "DjnalbecVVpy"

},

"source": [

"datae = pd.read\_excel(\"fruits.xlsx\")"

],

"execution\_count": 54,

"outputs": []

},

{

"cell\_type": "code",

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "Dj6Z9XzeYFyu",

"outputId": "17106a4f-47f3-4e08-e23d-54eafa08eae1"

},

"source": [

"datae.info()"

],

"execution\_count": 55,

"outputs": [

{

"output\_type": "stream",

"text": [

"<class 'pandas.core.frame.DataFrame'>\n",

"RangeIndex: 59 entries, 0 to 58\n",

"Data columns (total 6 columns):\n",

" # Column Non-Null Count Dtype \n",

"--- ------ -------------- ----- \n",

" 0 fruit\_label 59 non-null int64 \n",

" 1 fruit\_name 59 non-null object \n",

" 2 mass 59 non-null int64 \n",

" 3 width 59 non-null float64\n",

" 4 height 59 non-null float64\n",

" 5 color\_score 59 non-null float64\n",

"dtypes: float64(3), int64(2), object(1)\n",

"memory usage: 2.9+ KB\n"

],

"name": "stdout"

}

]

},

{

"cell\_type": "code",

"metadata": {

"id": "8UzvyxsvW\_hR"

},

"source": [

"from sklearn.preprocessing import LabelEncoder\r\n",

"k = LabelEncoder()\r\n",

"datae['fruit\_name'] = k.fit\_transform(datae['fruit\_name'])"

],

"execution\_count": 56,

"outputs": []

},

{

"cell\_type": "code",

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 294

},

"id": "BscOdtRKXL8v",

"outputId": "6a106754-857c-4f46-9d16-f9d04afe98d3"

},

"source": [

"datae.describe()"

],

"execution\_count": 57,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>fruit\_label</th>\n",

" <th>fruit\_name</th>\n",

" <th>mass</th>\n",

" <th>width</th>\n",

" <th>height</th>\n",

" <th>color\_score</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>count</th>\n",

" <td>59.000000</td>\n",

" <td>59.000000</td>\n",

" <td>59.000000</td>\n",

" <td>59.000000</td>\n",

" <td>59.000000</td>\n",

" <td>59.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>mean</th>\n",

" <td>2.542373</td>\n",

" <td>1.406780</td>\n",

" <td>163.118644</td>\n",

" <td>7.105085</td>\n",

" <td>7.693220</td>\n",

" <td>0.762881</td>\n",

" </tr>\n",

" <tr>\n",

" <th>std</th>\n",

" <td>1.208048</td>\n",

" <td>1.247323</td>\n",

" <td>55.018832</td>\n",

" <td>0.816938</td>\n",

" <td>1.361017</td>\n",

" <td>0.076857</td>\n",

" </tr>\n",

" <tr>\n",

" <th>min</th>\n",

" <td>1.000000</td>\n",

" <td>0.000000</td>\n",

" <td>76.000000</td>\n",

" <td>5.800000</td>\n",

" <td>4.000000</td>\n",

" <td>0.550000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>25%</th>\n",

" <td>1.000000</td>\n",

" <td>0.000000</td>\n",

" <td>140.000000</td>\n",

" <td>6.600000</td>\n",

" <td>7.200000</td>\n",

" <td>0.720000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>50%</th>\n",

" <td>3.000000</td>\n",

" <td>1.000000</td>\n",

" <td>158.000000</td>\n",

" <td>7.200000</td>\n",

" <td>7.600000</td>\n",

" <td>0.750000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>75%</th>\n",

" <td>4.000000</td>\n",

" <td>3.000000</td>\n",

" <td>177.000000</td>\n",

" <td>7.500000</td>\n",

" <td>8.200000</td>\n",

" <td>0.810000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>max</th>\n",

" <td>4.000000</td>\n",

" <td>3.000000</td>\n",

" <td>362.000000</td>\n",

" <td>9.600000</td>\n",

" <td>10.500000</td>\n",

" <td>0.930000</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" fruit\_label fruit\_name mass width height color\_score\n",

"count 59.000000 59.000000 59.000000 59.000000 59.000000 59.000000\n",

"mean 2.542373 1.406780 163.118644 7.105085 7.693220 0.762881\n",

"std 1.208048 1.247323 55.018832 0.816938 1.361017 0.076857\n",

"min 1.000000 0.000000 76.000000 5.800000 4.000000 0.550000\n",

"25% 1.000000 0.000000 140.000000 6.600000 7.200000 0.720000\n",

"50% 3.000000 1.000000 158.000000 7.200000 7.600000 0.750000\n",

"75% 4.000000 3.000000 177.000000 7.500000 8.200000 0.810000\n",

"max 4.000000 3.000000 362.000000 9.600000 10.500000 0.930000"

]

},

"metadata": {

"tags": []

},

"execution\_count": 57

}

]

},

{

"cell\_type": "code",

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 283

},

"id": "OE-xbkHBVVpz",

"outputId": "77a10b19-2b15-47b3-d28d-008ff5100d32"

},

"source": [

"#df=datae.iloc[:,2:6]\n",

"#tar=data.iloc[:,1]\n",

"X=datae.color\_score\n",

"y=datae.fruit\_label\n",

"plt.scatter(X,y)"

],

"execution\_count": 58,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"<matplotlib.collections.PathCollection at 0x7f3190b4d610>"

]

},

"metadata": {

"tags": []

},

"execution\_count": 58

},

{

"output\_type": "display\_data",

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"tags": [],

"needs\_background": "light"

}

}

]

},

{

"cell\_type": "code",

"metadata": {

"id": "aKh0wd9BXtky"

},

"source": [

"X = datae.drop('fruit\_label', axis = 1)\r\n",

"y = datae['fruit\_label']"

],

"execution\_count": 59,

"outputs": []

},

{

"cell\_type": "code",

"metadata": {

"id": "sJyTu9ueVVpz"

},

"source": [

"from sklearn.model\_selection import train\_test\_split\n",

"X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.20)"

],

"execution\_count": 60,

"outputs": []

},

{

"cell\_type": "code",

"metadata": {

"id": "BLtC64DtVVp0"

},

"source": [

"from sklearn.preprocessing import StandardScaler\n",

"scaler = StandardScaler()\n",

"scaler.fit(X\_train)\n",

"\n",

"X\_train = scaler.transform(X\_train)\n",

"X\_test = scaler.transform(X\_test)"

],

"execution\_count": 61,

"outputs": []

},

{

"cell\_type": "code",

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "oDkwoN0XaEfK",

"outputId": "71278631-8433-4760-fc39-5f01a70708db"

},

"source": [

"datae"

],

"execution\_count": 52,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"array([0, 0, 0, 2, 2, 2, 2, 2, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 3, 1,\n",

" 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1])"

]

},

"metadata": {

"tags": []

},

"execution\_count": 52

}

]

},

{

"cell\_type": "code",

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "2wfIPklxVVp0",

"outputId": "765d6ab8-fb79-497e-981c-959ba6b4ca47"

},

"source": [

"from sklearn.neighbors import KNeighborsClassifier\n",

"classifier = KNeighborsClassifier(n\_neighbors=5)\n",

"classifier.fit(X\_train, y\_train)"

],

"execution\_count": 62,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"KNeighborsClassifier(algorithm='auto', leaf\_size=30, metric='minkowski',\n",

" metric\_params=None, n\_jobs=None, n\_neighbors=5, p=2,\n",

" weights='uniform')"

]

},

"metadata": {

"tags": []

},

"execution\_count": 62

}

]

},

{

"cell\_type": "code",

"metadata": {

"id": "QU7fumkfVVp1"

},

"source": [

"y\_pred = classifier.predict(X\_test)"

],

"execution\_count": 63,

"outputs": []

},

{

"cell\_type": "code",

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "Xw75cFH-VVp1",

"outputId": "7e81cc86-acaf-414e-80c4-ab26b8553784"

},

"source": [

"from sklearn.metrics import classification\_report, confusion\_matrix\n",

"print(confusion\_matrix(y\_test, y\_pred))\n",

"print(classification\_report(y\_test, y\_pred))"

],

"execution\_count": 64,

"outputs": [

{

"output\_type": "stream",

"text": [

"[[4 0 0 0]\n",

" [0 1 0 0]\n",

" [0 0 4 0]\n",

" [0 0 0 3]]\n",

" precision recall f1-score support\n",

"\n",

" 1 1.00 1.00 1.00 4\n",

" 2 1.00 1.00 1.00 1\n",

" 3 1.00 1.00 1.00 4\n",

" 4 1.00 1.00 1.00 3\n",

"\n",

" accuracy 1.00 12\n",

" macro avg 1.00 1.00 1.00 12\n",

"weighted avg 1.00 1.00 1.00 12\n",

"\n"

],

"name": "stdout"

}

]

},

{

"cell\_type": "code",

"metadata": {

"id": "\_MID43SPVVp1"

},

"source": [

"error = []\n",

"\n",

"# Calculating error for K values between 1 and 40\n",

"for i in range(1, 40):\n",

" knn = KNeighborsClassifier(n\_neighbors=i)\n",

" knn.fit(X\_train, y\_train)\n",

" pred\_i = knn.predict(X\_test)\n",

" error.append(np.mean(pred\_i != y\_test))"

],

"execution\_count": 65,

"outputs": []

},

{

"cell\_type": "code",

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 421

},

"id": "aZNsSOB3VVp2",

"outputId": "477b28f8-c6e8-418a-e668-333aa33c9d5a"

},

"source": [

"import matplotlib.pyplot as plt\n",

"plt.figure(figsize=(12, 6))\n",

"plt.plot(range(1, 40), error, color='red', linestyle='dashed', marker='o',\n",

" markerfacecolor='blue', markersize=10)\n",

"plt.title('Error Rate K Value')\n",

"plt.xlabel('K Value')\n",

"plt.ylabel('Mean Error')"

],

"execution\_count": 66,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"Text(0, 0.5, 'Mean Error')"

]

},

"metadata": {

"tags": []

},

"execution\_count": 66

},

{

"output\_type": "display\_data",

"data": {
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"text/plain": [

"<Figure size 864x432 with 1 Axes>"

]

},

"metadata": {

"tags": [],

"needs\_background": "light"

}
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{

"cell\_type": "code",

"metadata": {

"id": "aayqAId7VVp2"

},

"source": [

""

],

"execution\_count": 66,

"outputs": []

}
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