![](data:image/png;base64,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)

Summary:

* We have taken FIR filter to model P(z), C(z), S(z), and Sh(z).
* P(z) is the medium from source to sensor
* S(z) is the medium from sensor to hearing point.
* Sh(z) is the estimate of Secondary Path.
* Noise x(k) is propagated from the source to the sensor through the fluid medium P(z). The sensor measures the arriving noise as yp(k).
* To reduce noise, we generate another 'noise' or weights yw(k) using the controller coefficients C(z) - a model of the propagation medium P(z).
* There is also fluid medium S(z) that stay between the actuator and sensor (secondary propagation path(Sh(z).)
* We also compensate the adjustment process using Sh(z) which is an estimate of S(z).
* Least mean square algorithm is applied to adjust the controller coefficient/weight.

We have generated 5000 samples for simulation. We do not know P(z) and S(z) in reality. So we have to make dummy paths. So we have assigned some set of values to Pw. And taken Sw as Sw=Pw\*0.45.

Our first task is to estimate S(z) . So, for that we generate white noise signal of 5000 samples i.e. x\_iden=randn(1,T)

And send it to the actuator to measure it at the sensor position(secondary propagation path.

So the output of inbuilt filter function is y\_iden=filter(Sw, 1, x\_iden)

For the identification process of secondary path, we compute the state of Sh(z) and the weights of Sh(z) for 16 coefficients.

Shx=zeros(1,16)

Shw=zeros(1,16)

And compute the identification error for 5000 samples.

e\_iden=zeros(1,T)

We then apply least mean square algorithm for discrete time k by adjusting the weights and calculating the error recursively to reduce it to get the desired output.

Shy=sum(Shx.\*Shw); % output of Sh(z)

e\_iden(k)=y\_iden(k)-Shy; % error

Shw=Shw+mu\*e\_iden(k)\*Shx; % adjust the weight

We then plot the results for LMS algorithm. We plot the error signal, coefficients of medium S(z) and Sh(z).

Second Task includes implementing FxLMS algorithm to remove the noise(i.e. Active control itself)

Again, we need to simulate the actual condition. In practice, it should be an iterative process of ‘'measure', 'control', and 'adjust'; sample by sample. We generated the random noise of 5000 samples X=randn(1,T);

and measure the arriving noise at the sensor position i.e. Yd=filter(Pw, 1, X);

We compute the state and weights of the controller C(z), dummy state for secondary path, compute control error and the state of filtered noise signal Xhx and initiate the system

% Initiate the system,

Cx=zeros(1,16); % the state of C(z)

Cw=zeros(1,16); % the weight of C(z)

Sx=zeros(size(Sw)); % the dummy state for the secondary path

e\_cont=zeros(1,T); % data buffer for the control error

Xhx=zeros(1,16); % the state of the filtered x(k)

We then apply FxLMS algorithm to compute the secondary path, controller output and filtered x(k) by an iterative process of ‘measure’ , ‘control’ and ‘adjust’ sample by sample.

mu=0.1; % learning rate

for k=1:T, % discrete time k

Cx=[X(k) Cx(1:15)]; % update the controller state

Cy=sum(Cx.\*Cw); % calculate the controller output

Sx=[Cy Sx(1:length(Sx)-1)]; % propagate to secondary path

e\_cont(k)=Yd(k)-sum(Sx.\*Sw); % measure the residue

Shx=[X(k) Shx(1:15)]; % update the state of Sh(z)

Xhx=[sum(Shx.\*Shw) Xhx(1:15)]; % calculate the filtered x(k)

Cw=Cw+mu\*e\_cont(k)\*Xhx; % adjust the controller weight

end