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REMOVED

As mutation testing has shown effective\cite{mutation\_2}, it would also be beneficial to implement some form of mutation-based testing.

BASH SCRIPT FLAG SECTION OR BASH IN GENERAL

As such, a review of the language was mandatory. The first and main source for information regarding the Julia language was the official Julia documentation\cite{Julia-Doc}. However, this documentation has observed flaws. The book “Think Julia: How to Think” like a computer scientist was also used as a reference and learning materials\cite{Julia-Book}. Helpful resources that provide hello world style introductions like Julia by example were used when running some random programs to gain more familiarity with the language\cite{Julia-by-example}. Key areas like File I/O and Random Number generation were then learned as these are fundamentally important for the AST and file generation. The complexities of creating the abstract portions of an AST in Julia were then attempted.