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**Task 1:**

Task 1: Auto-Complete a Python Class for Bank Account  
Task Description #1  
• Write a class definition comment and start the constructor for a class called BankAccount with  
account\_holder and balance attributes. Use GitHub Copilot to auto-complete the rest of the  
class, including methods to deposit, withdraw, and display balance.

**Code:**

# BankAccount class represents a simple bank account with basic operations.

# Attributes:

#   account\_holder (str): Name of the account holder

#   balance (float): Current account balance

# Methods:

#   deposit(amount): Adds amount to balance

#   withdraw(amount): Subtracts amount from balance if sufficient funds

#   display\_balance(): Prints the current balance

class BankAccount:

    def \_\_init\_\_(self, account\_holder, balance=0.0):

        self.account\_holder = account\_holder

        self.balance = balance

    def deposit(self, amount):

        if amount > 0:

            self.balance += amount

            print(f"Deposited ${amount:.2f}. New balance: ${self.balance:.2f}")

        else:

            print("Deposit amount must be positive.")

    def withdraw(self, amount):

        if amount > 0:

            if self.balance >= amount:

                self.balance -= amount

                print(f"Withdrew ${amount:.2f}. New balance: ${self.balance:.2f}")

            else:

                print("Insufficient funds.")

        else:

            print("Withdrawal amount must be positive.")

    def display\_balance(self):

        print(f"Account Holder: {self.account\_holder}")

        print(f"Current Balance: ${self.balance:.2f}")

# Take user input for account details and operations

name = input("Enter account holder name: ")

try:

    initial\_balance = float(input("Enter initial balance: "))

except ValueError:

    print("Invalid input. Setting initial balance to 0.")

    initial\_balance = 0.0

account = BankAccount(name, initial\_balance)

try:

    deposit\_amount = float(input("Enter amount to deposit: "))

    account.deposit(deposit\_amount)

except ValueError:

    print("Invalid deposit amount.")

try:

    withdraw\_amount = float(input("Enter amount to withdraw: "))

    account.withdraw(withdraw\_amount)

except ValueError:

    print("Invalid withdrawal amount.")

account.display\_balance()

# Withdraw money

account.withdraw(30)

# Display balance

account.display\_balance()

**output:**
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**Explanation:**

1. **Class Definition**
   * The class BankAccount is created to represent a bank account.
   * It has two **attributes**:
     + account\_holder → Name of the person holding the account.
     + balance → Current balance in the account (default is 0.0).
2. **Constructor (\_\_init\_\_)**
   * Runs when a new object is created.
   * Takes account\_holder name and an optional balance (if not given, it starts at 0).
3. **Deposit Method** (deposit)
   * Accepts an amount.
   * If amount is positive, it adds it to the balance and prints the new balance.
   * If not positive, it shows an error message.
4. **Withdraw Method** (withdraw)
   * Accepts an amount.
   * If amount is positive **and** enough balance exists, it deducts from balance.
   * If insufficient funds, it shows an error message.
   * If invalid amount (≤ 0), it rejects.
5. **Display Balance Method** (display\_balance)
   * Prints account holder name and current balance.
6. **User Input Section**
   * Asks the user for account holder name.
   * Asks for an initial balance (if invalid, sets it to 0).
   * Creates an account object (account = BankAccount(name, initial\_balance)).
7. **Deposit Operation**
   * Takes user input for deposit amount.
   * Calls account.deposit(deposit\_amount).
8. **Withdraw Operation**
   * Takes user input for withdrawal amount.
   * Calls account.withdraw(withdraw\_amount).
9. **Final Display**
   * Shows the account details with account.display\_balance().
10. **Extra Transactions at End**

* Withdraws 30 from the account (hardcoded).
* Shows updated balance again.

**Task 2:**

Task 2: Auto-Complete a For Loop to Sum Even Numbers in a List  
Task Description #2  
• Write a comment and the initial line of a loop to iterate over a list. Allow GitHub Copilot to  
complete the logic to sum all even numbers in the list.  
Expected Output #2  
• Code that:  
• Iterates over a list  
• Checks if the number is even using % 2 == 0  
• Accumulates the sum  
• Sample input/output

**Code:**

# Take input from user for how many numbers to sum

count = int(input("How many numbers do you want to sum? "))

numbers = []

for i in range(count):

    num = int(input(f"Enter number {i+1}: "))

    numbers.append(num)

even\_sum = 0

for num in numbers:

    if num % 2 == 0:

        even\_sum += num

print(f"Sum of even numbers: {even\_sum}")

**output:**

**![](data:image/png;base64,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)**

**Explanation:**

1. The program first asks the user **how many numbers** they want to input (count).
2. It then runs a **for loop** that takes count numbers from the user and stores them in a list called numbers.
3. A variable even\_sum is initialized to 0 to keep track of the sum of even numbers.
4. Another loop goes through each number in the list numbers.
5. Inside the loop, the program checks if the number is even (num % 2 == 0).
6. If it is even, the number is **added to even\_sum**.
7. After all numbers are checked, the program prints the final sum of even numbers.

**Task 3:**

Task 3: Auto-Complete Conditional Logic to Check Age Group  
Task Description #3  
• Start a function that takes age as input and returns whether the person is a child, teenager,  
adult, or senior using if-elif-else. Use Copilot to complete the conditionals.  
Expected Output #3  
• Function like:  
Output for age\_group(45) ➝ "Adult"

**Code :**

def age\_group(age):

    if age < 13:

        return "Child"

    elif age < 20:

        return "Teenager"

    elif age < 60:

        return "Adult"

    else:

        return "Senior"

# Take age as input from user and print the age group

user\_age = int(input("Enter your age: "))

print(age\_group(user\_age))

**output:**

**![](data:image/png;base64,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)**

**Explanation:**

This Python code defines a function and then uses it to classify a person’s age into groups. Here’s what it does:

* The function age\_group(age) checks the given age and returns a category:
  + If age < 13 → returns "Child".
  + If age < 20 → returns "Teenager".
  + If age < 60 → returns "Adult".
  + Otherwise (60 and above) → returns "Senior".
* Then the program asks the user to **enter their age** using input().
* int(input(...)) converts the input string to a number.
* Finally, it calls age\_group(user\_age) and prints the result.

**Task 4:**

Task 4: Auto-Complete a While Loop to Reverse Digits of a Number  
Task Description #4  
• Write a comment and start a while loop to reverse the digits of a number. Let Copilot  
complete the loop logic.  
Expected Output #4  
• Functional loop: Output: 4321

**Code:**

# Reverse the digits of a number using a while loop

num = 1234

reversed\_num = 0

while num > 0:

    digit = num % 10

    reversed\_num = reversed\_num \* 10 + digit

    num //= 10

print(reversed\_num)  # Output: 4321

**output:**

**4321**

**Explaination:**

* num = 1234 → starting number.
* reversed\_num = 0 → a variable to store the reversed number.

The **while loop** runs as long as num > 0:

1. digit = num % 10 → extracts the last digit of num.
   * For 1234, digit = 4.
2. reversed\_num = reversed\_num \* 10 + digit → shifts the current reversed number one place left and adds the new digit.
   * Initially 0 \* 10 + 4 = 4.
3. num //= 10 → removes the last digit from num.
   * 1234 // 10 = 123.

This repeats:

* Next loop: digit = 3, reversed\_num = 43, num = 12.
* Next loop: digit = 2, reversed\_num = 432, num = 1.
* Next loop: digit = 1, reversed\_num = 4321, num = 0.

When num becomes 0, the loop ends.

Finally, print(reversed\_num) → **4321**

**Task 5:**

Task 5: Auto-Complete Class with Inheritance (Employee → Manager)  
Task Description #5  
• Begin a class Employee with attributes name and salary. Then, start a derived class Manager  
that inherits from Employee and adds department. Let GitHub Copilot complete the methods  
and constructor chaining.  
Expected Output #5  
• Auto-generated code like:  
Name: John, Salary: 50000, Dept: IT

**Output:**

# Employee class with name and salary

class Employee:

    def \_\_init\_\_(self, name, salary):

        self.name = name

        self.salary = salary

    def display(self):

        print(f"Name: {self.name}, Salary: {self.salary}")

# Manager class inherits from Employee and adds department

class Manager(Employee):

    def \_\_init\_\_(self, name, salary, department):

        super().\_\_init\_\_(name, salary)

        self.department = department

    def display(self):

        print(f"Name: {self.name}, Salary: {self.salary}, Dept: {self.department}")

# Example usage:

mgr = Manager("John", 50000, "IT")

mgr.display()  # Output: Name: John, Salary: 50000, Dept: IT

**output:**

**Name: John, Salary: 50000, Dept: IT**

**Explaination:**

 Employee is a base (parent) class with attributes **name** and **salary**, and a method display() to print them.

 Manager is a derived (child) class that **inherits** from Employee.

 Manager adds a new attribute **department** in addition to name and salary.

 super().\_\_init\_\_(name, salary) is used in Manager’s constructor to call the parent class constructor so code is not repeated.

 Manager overrides the display() method to also show the department along with name and salary.

 When mgr = Manager("John", 50000, "IT") is created, John’s name, salary, and department are stored.

 Calling mgr.display() prints:

Name: John, Salary: 50000, Dept: IT

 This demonstrates **inheritance, constructor chaining, and method overriding** in object-oriented programming.