**Task 1:**

|  |
| --- |
| #include <iostream>  using namespace std;  class Bank  {  private:      double balance;      double interestRate;      double interest;      int transaction;  public:      Bank() : balance(0), interestRate(4.5), interest(0), transaction(0) {}      Bank(double bal, double interest) : balance(bal), interestRate(interest), interest(0), transaction(0) {}      Bank &setInterestRate(double intrate)      {          interestRate = intrate;          return \*this;      }      Bank &makeDeposit(double deposite)      {          balance += deposite;          calcInterest();          inCount();          return \*this;      }      Bank &withdraw(double witdraw)      {          if (balance > witdraw)          {              inCount();              balance -= witdraw;          }          else          {              cout << "Insufficent balance." << endl;          }          return \*this;      }      Bank &calcInterest()      {          interest = (balance \* (4.5 / 100));          return \*this;      }      void inCount() { ++transaction; }      double getCount() { return transaction; }      double getInterestRate() { return interestRate; }      double getInterest() { return interest; }      double getTransactions() { return transaction; }      double getBalance() const { return balance; }      void display()      {          cout << "Banlance: " << getBalance() << endl;          cout << "Interest Rate: " << getInterestRate() << endl;          cout << "Interest : " << getInterest() << endl;          cout << "Transactions: " << getTransactions() << endl;      }  };  int main()  {      Bank a;      a.makeDeposit(4345).calcInterest().withdraw(45).display();      return 0;  } |

**Output:**
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**Task 2:**

|  |
| --- |
| #include <iostream>  using namespace std;  class Account  {      double balance;  public:      Account(double b = 0)      {          if (b < 0)          {              cout << "balance cannot be negative." << endl;              balance = 0;          }          else          {              balance = b;          }      }      void credit(double bal)      {          balance += bal;      }      bool debit(double bal)      {          if (bal > balance)          {              cout << "Insufficent balance." << endl;              return false;          }          else          {              balance -= bal;              return true;          }      }      double getBalance()      {          return balance;      }  };  class SavingsAccount : public Account  {  private:      double interestRate;  public:      SavingsAccount(double bal, double intrest) : Account(bal), interestRate(intrest) {}      double calculateInterest()      {          double interest = interestRate \* getBalance() / 100;          return interest;      }  };  class CheckingAccount : public Account  {      double transactionFee;  public:      CheckingAccount(double bal, double transtfee) : Account(bal), transactionFee(transtfee) {}      void credit(double bal)      {          Account ::credit(bal - transactionFee);      }      bool debit(double bal)      {          if (Account::debit(bal))          {              double balacccccc = getBalance();              balacccccc -= transactionFee;              return true;          }          else          {              return false;          }      }  };  int main()  {      Account A1(5000);      A1.credit(300);      cout << "Total: " << A1.getBalance() << endl;      A1.debit(453);      cout << "Total: " << A1.getBalance() << endl;      SavingsAccount sacount(34, 433);      cout << "Interest: " << sacount.calculateInterest() << endl;      CheckingAccount check(56325, 43);      check.credit(345);      check.debit(45);      cout << "Total: " << check.getBalance() << endl;      return 0;  } |

**Output:**

**![](data:image/png;base64,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)**

**Task 3:**

|  |
| --- |
| #include <iostream>  #include <string>  using namespace std;  class Package  {  protected: // Change to protected for derived classes to access      string sender\_name, sender\_address, sender\_city, sender\_state, sender\_Zip;      string recipient\_name, recipient\_address, recipient\_city, recipient\_state, recipient\_zip;      double weight, cost\_per\_ounce;  public:      Package(string send\_name, string send\_address, string send\_city, string send\_state, string send\_Zip, string recipt\_name, string recipt\_address, string recipt\_city, string recipt\_state, string recipt\_zip, double w, double cos) : sender\_name(send\_name), sender\_address(send\_address), sender\_city(send\_city), sender\_state(send\_state), sender\_Zip(send\_Zip), recipient\_name(recipt\_name), recipient\_address(recipt\_address), recipient\_city(recipt\_city), recipient\_state(recipt\_state), recipient\_zip(recipt\_zip), weight(w), cost\_per\_ounce(cos)      {          if (weight < 0 || cost\_per\_ounce < 0)          {              cout << "Error: Weight and cost per ounce must be positive." << endl;          }      }      double calculateCost()      {          return weight \* cost\_per\_ounce;      }  };  class TwoDayPackage : public Package  {      double todays\_fee;  public:      TwoDayPackage(string send\_name, string send\_address, string send\_city, string send\_state, string send\_Zip, string recipt\_name, string recipt\_address, string recipt\_city, string recipt\_state, string recipt\_zip, double w, double cos, double add\_fee) : Package(send\_name, send\_address, send\_city, send\_state, send\_Zip, recipt\_name, recipt\_address, recipt\_city, recipt\_state, recipt\_zip, w, cos), todays\_fee(add\_fee) {}      double calculateCost()      {          return Package::calculateCost() + todays\_fee;      }  };  class OvernightPackage : public Package  {      double additional\_fee\_per\_ounce;  public:      OvernightPackage(string send\_name, string send\_address, string send\_city, string send\_state, string send\_Zip, string recipt\_name, string recipt\_address, string recipt\_city, string recipt\_state, string recipt\_zip, double w, double cos, double additional\_fee\_per\_ounce) : Package(send\_name, send\_address, send\_city, send\_state, send\_Zip, recipt\_name, recipt\_address, recipt\_city, recipt\_state, recipt\_zip, w, cos), additional\_fee\_per\_ounce(additional\_fee\_per\_ounce) {}      double calculateCost()      {          return Package::calculateCost() + (additional\_fee\_per\_ounce \* weight);      }  };  int main()  {      Package parsal1 = Package("Haseeb", "Zarghonabad", "Quetta", "Pakistan", "5730", "Ahemd", "johar", "Lahore", "Paksitan", "87500", 200, 300);      cout << "Total cost is: " << parsal1.calculateCost() << endl;      cout << "Two days package" << endl;      TwoDayPackage tt("Haseeb", "Zarghonabad", "Quetta", "Pakistan", "5730", "Ahemd", "johar", "Lahore", "Paksitan", "87500", 200, 300, 233);      cout << "Total cost is: " << tt.calculateCost() << endl;      OvernightPackage yy("Haseeb", "Zarghonabad", "Quetta", "Pakistan", "5730", "Ahemd", "johar", "Lahore", "Paksitan", "87500", 200, 300, 455);      cout << "OvernightPackage package" << endl;      cout << "Total cost is: " << yy.calculateCost() << endl;        return 0;  } |

**Output:**

**![](data:image/png;base64,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)  
Task 4**

|  |
| --- |
| #include <iostream>  using namespace std;  class Area {  private:      int length;      int width;      int area;      static int count;  public:      Area(int l, int w) {          this->length = l;          this->width = w;          this->area = this->length \* this->width;          count++;      }      static int getCount() {          return count;      }      void display() {          cout << "Area: " << this->area << endl;          cout << "Count: " << this->getCount() << endl;      }  };  int Area::count = 0;  int main() {      Area yy(24, 323);      yy.display();      Area ee(435, 323);      ee.display();      Area tt(4335, 3423);      tt.display();      return 0;  } |

**Output:**

**![](data:image/png;base64,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)**

**Task 5**

|  |
| --- |
|  |

**Output:**

**Task 6:**

|  |
| --- |
| #include <iostream>  #include <string>  using namespace std;  class Animal  {  protected:      string name;  public:      Animal(string name) : name(name) {}      void sound()      {          cout << "Name: " << name << endl;          cout << "Animals." << endl;      }  };  class Cat : public Animal  {  public:      Cat(string name) : Animal(name) {}      void sound()      {          cout << "Name: " << name << endl;          cout << "Meow" << endl;      }  };  class Dog : public Animal  {  public:      Dog(string name) : Animal(name) {}      void sound()      {          cout << "Name: " << name << endl;          cout << "Woof" << endl;      }  };  class TigerFamily : public Animal  {  public:      TigerFamily(string name) : Animal(name) {}  };  class Deer : public Animal  {  public:      Deer(string name) : Animal(name) {}      void sound()      {          cout << "Name: " << name << endl;          cout << "Bleat" << endl;      }  };  class Tiger : public TigerFamily  {  public:      Tiger(string name) : TigerFamily(name) {}      void sound()      {          cout << "Name: " << name << endl;          cout << "Roar" << endl;      }  };  class Lion : public TigerFamily  {  public:      Lion(string name) : TigerFamily(name) {}      void sound()      {          cout << "Name: " << name << endl;          cout << "Roar" << endl;      }  };  int main()  {      Cat cat("Cat");      cat.sound();      Dog dog("Dog");      dog.sound();      Deer deer("Deer");      deer.sound();      Tiger tiger("Tiger");      tiger.sound();      Lion lion("Lion");      lion.sound();      return 0;  } |

**Output:**
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