Hashing

A hash algorithm is a one-way algorithm that creates a fixed length output. The input to a hashing algorithm can be arbitrarily sized. Hashes have various applications and are used throughout many technologies. While hash functions are used in cryptography applications, they can also simplify data lookup with data types called hash tables.

Often in cyber security applications, they are used to sign or verify data. Hashes can verify a successful download from the internet, ensure a file in a court case hasn’t been changed, confirm data packets in internet traffic transmission, or validate passwords on an internet server without storing the password in memory.

Not all hash algorithms are created equal. For example, the SHA256 algorithm is a standard used in many cryptographic applications. As of now, no known attacks have compromised the algorithm. However, a popular algorithm, MD5, has demonstrated collisions and security vulnerabilities.

**Hashing Exercise**

For this lab we will be using Windows PowerShell to perform common hash functions on some test files. PowerShell is an improved windows command prompt, with backward functionality and added commands. Windows 7 and 10 should natively have PowerShell. We will only be using basic commands, but if you are unfamiliar with windows commands to navigate directories here’s an exhaustive command list:

<https://docs.microsoft.com/en-us/powershell/scripting/getting-started/cookbooks/managing-current-location?view=powershell-6>

**Steps:**

1. Navigate to a directory you can make a few test files in.
2. To create a new text file you can type the command:

*notepad <filename.txt>*

1. Create two files with different names, but the same characters. (I typed the sentence “This is a test.” in both). Save in notepad and your file will now be listed in your current directory.
2. Run a hashing algorithm on the first file:

get-filehash

1. Go ahead and try to hash any type of file.
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