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6. Техническое задание

Целью курсового проекта является реализация компилятора простого языка высокого уровня для простой стековой или RISC машины. В качестве компилируемого языка выбран язык Оберон-0, в качестве целевой машины – RISC машина.

В поставленной задаче можно выделить несколько взаимосвязанных подзадач, а именно: лексический анализ, синтаксический анализ, генерация кода. Во время лексического и синтаксического анализа, строится синтаксическое дерево, на основе которого генерируется необходимый код.

Структура проекта:

* Входной и выходные файлы:
  + Путь входного файла указывается пользователем в процессе работы программы. В данном файле ожидается код на языке Оберон-0
  + В выходном файле output.txt записан скомпилированный (в случае удачной компиляции) код. В случае неудачной компиляции файл пуст
  + В выходном файле report.txt содержится информация о процессе компиляции (сообщение об успешной компиляции либо сообщение об ошибке компиляции со списком ошибок)
* Файл с основной частью программы
* Файл, отвечающий за лексический анализ
* Файл, отвечающий за синтаксический анализ
* Файл, отвечающий за генерацию кода

Задачи разработанного компилятора:

1. Проведение лексического анализа, то есть, преобразование исходного кода в последовательность лексем
2. Проведение синтаксического анализа, сопоставление последовательности полученных лексем с формальной грамматикой языка Оберон-0. Получение синтаксического дерева, отражающего синтаксическую структуру исходного кода
3. В случае возникновения ошибок, окончание процесса компиляции, запись информации об ошибках в файл report.txt, завершение выполнения компиляции
4. При отсутствии ошибок, генерация кода для RISC-машины на основе синтаксического дерева. Запись сгенерированного кода в файл output.txt, запись времени компиляции и информации об успешной компиляции в файл report.txt
5. Вывод в консоль информации о компиляции (аналогична содержимому файла report.txt), пути выходных файлов. Завершение работы программы

Программа должна собираться с помощью команды make компилятором gcc (mingw) с опциями –std=c11 –pedantic –Wall –Wextra без предупреждений компилятора.

Вид входного файла:

MODULE Record;

CONST

k = 2;

TYPE

i = RECORD

j : INTEGER;

z : BOOLEAN;

END;

VAR

l : i;

BEGIN

l.j := 5;

l.z := TRUE;

l.j := k;

END Record.

Вид выходного файла output.txt:

entry 0

0 MOVI 13, 0, 1016

4 PSH 14, 13, 4

8 MOVI 0, 0, 5

12 STW 0, 15, -20

16 MOVI 0, 0, 1

20 STW 0, 15, -24

24 MOVI 0, 0, 2

28 STW 0, 15, -36

32 POP 14, 13, 4

36 RET 14

40 bytes

Вид выходного файла report.txt при возникновении ошибок компиляции:

Compilation begins.

Compiles module While.

error: line 5, position 8 Lost END

error: line 5, position 9 ;?

Compilation finished.

Вид выходного файла report.txt при удачной компиляции:

Compilation begins.

Compiles module While.

Code generated.

Compilation finished.

Формат командной строки:

compiler.txt outputfile.txt

При неверном формате командной строки в консоль выводится информация о программе и ее аргументах.

Ссылка на репозиторий github: https://github.com/Helnsidva/finalCompiler

1. Алгоритм и структура программы

Программа состоит за четырех файлов:

1. main.c.
2. parser.c (синтаксический анализатор)
3. scanner.c (лексический анализатор)
4. codeGenerator.c (генератор кода)

Работа программы начинается с файла main.c. Здесь читаются аргументы командной строки и, если формат аргументов корректен (один аргумент), производится чтение кода из файла (функция readCode), если нет – выводится информация о программе (функция manual). Если код считан успешно – вызывается функция compile из файла parser.c.

В функции compile создается структура данных (storage) для хранения различных данных, необходимых при компиляции: исходный код, индекс последнего считанного символа, индекс и флаг ошибки, информация о последнем считанном слове, указатель на файл report.txt, счетчик команд, текущий уровень вложенности процедуры, и т.д., и производится инициализация ее полей. Затем вызывается функция module, в которой происходит непосредственно компиляция исходного кода. В случае удачной компиляции, полученный код декодируется в функции decode (файл codeGenerator.c). На этом процесс компиляции завершается.

В ходе компиляции, для хранения объектов (переменная, выражение, функция) используется две структуры данных: object и item. В структуре object хранится полученный в синтаксическом анализаторе объект. При анализе объектов в генераторе кода используется структура item.

Для хранения созданных объектов используются «scopes» - области видимости. Для каждой функции и записи области видимости разные. В storage хранится объект topScope, указывающий на вершину текущей области видимости. В его поле nextObject начинается список его локальных объектов. Поле previousScope указывает на предыдущую область видимости. Закрывает каждую область видимости «пустой» объект guard, созданный для удобства поиска в списках. Так же при инициализации создается глобальная область видимости universe, хранящая глобальные типы данных (INTEGER и BOOLEAN) и глобальные функции (Write, WriteHex, WriteLn, Read). Она так же хранится в storage.

В целевой машине 4 зарезервированных регистра: FP – 12, SP – 13, LNK – 14, PC – 15. FP указывает на начало кадра активации, SP – вершина стека, LNK хранит адрес вершины стека, PC – счетчик команд.

Чтение слов и символов происходит в файле scanner.c в функции get. Здесь, пропуская пробелы и символы табуляции, читаются и различаются терминальные символы (их список в scanner.h), идентификаторы, числа, а также пропускаются комментарии (формат комментариев – (\*comment\*)). Так же здесь содержится функция mark, вызывающаяся при ошибке. Здесь флаг ошибки устанавливается в 1, фиксируется индекс ошибки и сообщение о ней выводится в файл report.txt и консоль. При возникновении ошибки оставляется сообщение о ней, а анализ кода продолжается для нахождения максимального количества ошибок.

В функции module последовательно анализируется код в порядке, соответствующем синтаксису языка: первое слово – MODULE, затем идентификатор – название модуля и символ ‘;’ (MODULE ident;). Затем – объявления объектов в порядке CONST, TYPE, VAR (другой порядок - ошибка). После этого – объявление процедур. Затем – слово BEGIN и последовательность операторов данного модуля. Оканчиваться файл должен словом END, идентификатором данного модуля и символом '.' (END ident.).

Чтение объявлений констант, типов и переменных происходит в функции declarations. Объекты заносятся в текущую область видимости. Вычисляется размер переменных, так как под них необходимо выделить память. Константы и типы должны быть инициализированы.

Чтение процедур происходит в функции procedureAnalyzer. Здесь для новой процедуры так же создается объект в текущей области видимости (уровень вложенности увеличивается). Объекты области, предшествующей процедуре – ее формальные (указанные в объявлении процедуры) параметры. Для каждого параметра указывается его смещение относительно кадра активации (указателя на начало стека процедуры). Для передаваемых в процедуру параметров смещение положительное. Затем, считываются объявления констант, типов, переменных и процедур, аналогично функции module. В поле value объекта записывается адрес точки входа в процедуру. Записывается пролог (функция prologue в codeGenerator; сохранение в стек значений регистров LNK, FP, запись полученного SP в FP, возврат SP к концу кадра активации). Затем, после слова BEGIN, ожидается последовательность операторов. Они анализируются в функции statements. У локальных переменных функции смещение относительно кадра активации отрицательное. В конце процедуры ожидается строка “END procname;”. После окончания процедуры записывается ее эпилог (функция epilogue; возврат значений SP, FP, LNK и возврат к месту вызова). Уровень вложенности уменьшается.

Допустимые операторы (statements) – присваивание, вызов процедуры, условный оператор if и цикл while. Здесь анализируется первый символ каждого оператора. Если это идентификатор – то должно быть либо присваивание, либо вызов процедуры. Идентификатор ищется среди существующих объектов и проверяется: переменная это, процедура, или что-то другое. Если переменная – после нее должен быть знак ':='. Вычисляется выражение после этого знака (функция expression) и затем, в функции store (codeGenerator), происходит присваивание. Если идентификатор – процедура, то осуществляется ее вызов. Здесь проверяются передаваемые параметры, они записываются в стек, затем процедура непосредственно вызывается (функция procedureCall). Вызов процедуры из universe осуществляется в функции globalCall, параметры здесь непосредственно записываются в команду. Если оператор – if, то вычисляется условное выражение, для него генерируется команда, и записывается переход в адрес после оператора, если условие не выполняется. Далее, записывается последовательность операторов и безусловный переход к концу всей цепочки elsif и else. Для операторов elsif генерируются те же переходы. Для else генерируется только последовательность операторов. Узнавая адрес очередного оператора elsif и else, происходит запись адреса перехода для предыдущего оператора. Переходы и выравнивание происходит в функциях falseJump, elseJump, fixLink. Для цикла while алгоритм похож: вычисляется условное выражение, для него генерируется команда, и записывается переход в адрес после оператора, если условие не выполняется. Затем генерируется последовательность операторов цикла, в конце которых добавляется безусловный переход в началу цикла (проверке условия; функция whileJump).

Анализ арифметических выражений происходит согласно приоритету арифметических операторов. В первую очередь, выражение анализируется в функции expression. Здесь читаются логические выражения со знаками =, #, <, <=, >, >=. Левая и правая части анализируются как сумма, разность, либо логическое или (‘|’) в функции simpleExpression. Здесь аргументы анализируются как результат умножения, деления, MOD и логического и (‘&’) (функция term). Аргументы term – числа и идентификаторы. Если происходит обращение к элементу массива и записи, вызывается функция factor.

После объявления процедур сохраняется адрес следующей команды – это адрес входа в модуль. По этому адресу записывается пролог модуля (функция codeHeader; запись адреса вершины стека и его сохранение в регистре LNK). Если встречено слово BEGIN – анализ последовательности операторов по описанному выше алгоритму (statements). После операторов ожидается строка “END modulename.”. В конце записывается эпилог модуля – функция codeEnding – возврат нуля).

В генераторе кода запись команд производится в функциях put и putJump. Здесь код команды и аргумента кодируются: команда занимает первые 4 бита числа, следующие 4 бита – первый аргумент, следующие 4 бита – второй аргумент, следующие 18 бит – третий аргумент для put; команда занимает первые 4 бита числа, следующие 26 бит – аргумент для putJump. В функции decode декодируется это число, получая сначала код команды, затем код аргументов.

1. Тесты

Программа собирается с помощью команды make компилятором gcc (mingw) с опциями –std=c11 –pedantic –Wall –Wextra без предупреждений компилятора:

Рисунок 3.1. Сборка проекта
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Рисунок 3.2. Makefile
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Запуск с некорректными аргументами:

Рисунок 3.3. Некорректные аргументы
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Пример работы программы:

Рисунок 3.4. Вывод в консоль при компиляции
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Рисунок 3.5. Пример файла report.txt при удачной компиляции
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Рисунок 3.6. Пример файла report.txt при неудачной компиляции

![6.png](data:image/png;base64,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)

Проведенные тесты:

1. Работа с массивом.

Входной файл:

MODULE Array;

VAR

a: ARRAY 6 OF INTEGER;

i: INTEGER;

BEGIN

a[0] := 7;

a[1] := 3;

Write(a[0]);

Write(a[1]);

i := 1;

a[i] := i;

a[5] := 0;

END Array.

Выходной файл:

entry 0

0 MOVI 13, 0, 996

4 PSH 14, 13, 4

8 MOVI 0, 0, 7

12 STW 0, 15, -36

16 MOVI 0, 0, 3

20 STW 0, 15, -40

24 LDW 0, 15, -48

28 WRD 0, 0, 0

32 LDW 0, 15, -52

36 WRD 0, 0, 0

40 MOVI 0, 0, 1

44 STW 0, 15, -72

48 LDW 0, 15, -76

52 CHKI 0, 0, 6

56 MULI 0, 0, 4

60 ADD 0, 15, 0

64 LDW 1, 15, -92

68 STW 1, 0, -92

72 MOVI 0, 0, 0

76 STW 0, 15, -80

80 POP 14, 13, 4

84 RET 14

88 bytes

1. Присваивания.

Входной файл:

MODULE Assignment;

VAR

i, j, z: INTEGER;

BEGIN

i := 10;

j := 5;

z := 0;

z := i + j;

z := i + 0;

z := i - j;

z := j - i;

z := z \* i;

z := z DIV j;

z := i MOD z;

END Assignment.

Выходной файл:

entry 0

0 MOVI 13, 0, 1012

4 PSH 14, 13, 4

8 MOVI 0, 0, 10

12 STW 0, 15, -16

16 MOVI 0, 0, 5

20 STW 0, 15, -28

24 MOVI 0, 0, 0

28 STW 0, 15, -40

32 LDW 0, 15, -36

36 LDW 1, 15, -44

40 ADD 0, 0, 1

44 STW 0, 15, -56

48 LDW 0, 15, -52

52 ADDI 0, 0, 0

56 STW 0, 15, -68

60 LDW 0, 15, -64

64 LDW 1, 15, -72

68 SUB 0, 0, 1

72 STW 0, 15, -84

76 LDW 0, 15, -84

80 LDW 1, 15, -84

84 SUB 0, 0, 1

88 STW 0, 15, -100

92 LDW 0, 15, -104

96 LDW 1, 15, -100

100 MUL 0, 0, 1

104 STW 0, 15, -116

108 LDW 0, 15, -120

112 LDW 1, 15, -120

116 DIV 0, 0, 1

120 STW 0, 15, -132

124 LDW 0, 15, -128

128 LDW 1, 15, -140

132 MOD 0, 0, 1

136 STW 0, 15, -148

140 POP 14, 13, 4

144 RET 14

148 bytes

1. Двойная вложенность процедур.

Входной файл:

MODULE DoubleLevel;

VAR

i, j, z: INTEGER;

PROCEDURE first(arg1 : INTEGER);

BEGIN

arg1 := 5;

END first;

PROCEDURE second(arg2 : INTEGER);

BEGIN;

arg2 := 6;

first(arg2);

END second;

BEGIN

second(5);

END DoubleLevel.

Выходной файл:

entry 92

0 PSH 14, 13, 4

4 PSH 12, 13, 4

8 MOV 12, 0, 13

12 SUBI 13, 13, 0

16 MOVI 0, 0, 5

20 STW 0, 12, 8

24 MOV 13, 0, 12

28 POP 12, 13, 4

32 POP 14, 13, 8

36 RET 14

40 PSH 14, 13, 4

44 PSH 12, 13, 4

48 MOV 12, 0, 13

52 SUBI 13, 13, 0

56 MOVI 0, 0, 6

60 STW 0, 12, 8

64 LDW 0, 12, 8

68 PSH 0, 13, 4

72 BSR -72

76 MOV 13, 0, 12

80 POP 12, 13, 4

84 POP 14, 13, 8

88 RET 14

92 MOVI 13, 0, 1012

96 PSH 14, 13, 4

100 MOVI 0, 0, 5

104 PSH 0, 13, 4

108 BSR -68

112 POP 14, 13, 4

116 RET 14

120 bytes

1. Запись процедуры.

Входной файл:

MODULE GlobalProc;

VAR

i, j, z: INTEGER;

PROCEDURE ExternalProc();

VAR

t, p, k: BOOLEAN;

BEGIN

t := TRUE;

p := t;

END ExternalProc;

END GlobalProc.

Выходной файл:

entry 48

0 PSH 14, 13, 4

4 PSH 12, 13, 4

8 MOV 12, 0, 13

12 SUBI 13, 13, 12

16 MOVI 0, 0, 1

20 STW 0, 12, -4

24 LDW 0, 12, -4

28 STW 0, 12, -8

32 MOV 13, 0, 12

36 POP 12, 13, 4

40 POP 14, 13, 4

44 RET 14

48 MOVI 13, 0, 1012

52 PSH 14, 13, 4

56 POP 14, 13, 4

60 RET 14

64 bytes

1. Оператор If.

Входной файл:

MODULE If;

VAR

i, j, z: INTEGER;

BEGIN

i := 1;

j := 2;

IF (i > j) THEN

z := j;

ELSIF (i = j) THEN

z := 5;

ELSE

z := 10;

END;

END If.

Выходной файл:

entry 0

0 MOVI 13, 0, 1012

4 PSH 14, 13, 4

8 MOVI 0, 0, 1

12 STW 0, 15, -16

16 MOVI 0, 0, 2

20 STW 0, 15, -28

24 LDW 0, 15, -28

28 LDW 1, 15, -36

32 CMP 0, 0, 1

36 BLE 16

40 LDW 0, 15, -48

44 STW 0, 15, -56

48 BR 40

52 LDW 0, 15, -56

56 LDW 1, 15, -64

60 CMP 0, 0, 1

64 BNE 16

68 MOVI 0, 0, 5

72 STW 0, 15, -84

76 BR 12

80 MOVI 0, 0, 10

84 STW 0, 15, -96

88 POP 14, 13, 4

92 RET 14

96 bytes

1. Вычисление логических выражений.

Входной файл:

MODULE LogAssign;

VAR

i, j: INTEGER;

z: BOOLEAN;

BEGIN

i := 5;

j := 4;

z := (i > j);

END LogAssign.

Выходной файл:

entry 0

0 MOVI 13, 0, 1012

4 PSH 14, 13, 4

8 MOVI 0, 0, 5

12 STW 0, 15, -16

16 MOVI 0, 0, 4

20 STW 0, 15, -28

24 LDW 0, 15, -28

28 LDW 1, 15, -36

32 CMP 0, 0, 1

36 BLE 12

40 MOVI 0, 0, 1

44 BR 8

48 MOVI 0, 0, 0

52 STW 0, 15, -64

56 POP 14, 13, 4

60 RET 14

64 bytes

1. Вложенные функции.

Входной файл:

MODULE NestedProc;

VAR

i, j, z: INTEGER;

PROCEDURE first(arg1 : INTEGER);

PROCEDURE second(arg2 : INTEGER);

BEGIN;

arg2 := 6;

END second;

BEGIN

arg1 := 5;

second(arg1);

END first;

BEGIN

first(5);

END NestedProc.

Выходной файл:

entry 92

0 PSH 14, 13, 4

4 PSH 12, 13, 4

8 MOV 12, 0, 13

12 SUBI 13, 13, 0

16 MOVI 0, 0, 6

20 STW 0, 12, 8

24 MOV 13, 0, 12

28 POP 12, 13, 4

32 POP 14, 13, 8

36 RET 14

40 PSH 14, 13, 4

44 PSH 12, 13, 4

48 MOV 12, 0, 13

52 SUBI 13, 13, 0

56 MOVI 0, 0, 5

60 STW 0, 12, 8

64 LDW 0, 12, 8

68 PSH 0, 13, 4

72 BSR -72

76 MOV 13, 0, 12

80 POP 12, 13, 4

84 POP 14, 13, 8

88 RET 14

92 MOVI 13, 0, 1012

96 PSH 14, 13, 4

100 MOVI 0, 0, 5

104 PSH 0, 13, 4

108 BSR -68

112 POP 14, 13, 4

116 RET 14

120 bytes

1. Работа с записью.

Входной файл:

MODULE Record;

CONST

k = 2;

TYPE

i = RECORD

j : INTEGER;

z : BOOLEAN;

END;

VAR

l : i;

BEGIN

l.j := 5;

l.z := TRUE;

l.j := k;

END Record.

Выходной файл:

entry 0

0 MOVI 13, 0, 1016

4 PSH 14, 13, 4

8 MOVI 0, 0, 5

12 STW 0, 15, -20

16 MOVI 0, 0, 1

20 STW 0, 15, -24

24 MOVI 0, 0, 2

28 STW 0, 15, -36

32 POP 14, 13, 4

36 RET 14

40 bytes

1. Передача параметров в процедуру.

Входной файл:

MODULE StatArgs;

VAR

i, j, z: INTEGER;

PROCEDURE ExternalProc(m, n : INTEGER);

VAR

t, p, k: BOOLEAN;

BEGIN

t := TRUE;

p := t;

k := (m < n);

END ExternalProc;

BEGIN

i := 5;

j := 6;

ExternalProc(i, j);

END StatArgs.

Выходной файл:

entry 80

0 PSH 14, 13, 4

4 PSH 12, 13, 4

8 MOV 12, 0, 13

12 SUBI 13, 13, 12

16 MOVI 0, 0, 1

20 STW 0, 12, -4

24 LDW 0, 12, -4

28 STW 0, 12, -8

32 LDW 0, 12, 12

36 LDW 1, 12, 8

40 CMP 0, 0, 1

44 BGE 12

48 MOVI 0, 0, 1

52 BR 8

56 MOVI 0, 0, 0

60 STW 0, 12, -12

64 MOV 13, 0, 12

68 POP 12, 13, 4

72 POP 14, 13, 12

76 RET 14

80 MOVI 13, 0, 1012

84 PSH 14, 13, 4

88 MOVI 0, 0, 5

92 STW 0, 15, -96

96 MOVI 0, 0, 6

100 STW 0, 15, -108

104 LDW 0, 15, -108

108 PSH 0, 13, 4

112 LDW 0, 15, -120

116 PSH 0, 13, 4

120 BSR -120

124 POP 14, 13, 4

128 RET 14

132 bytes

1. Оператор If в цикле While.

Входной файл:

MODULE TwoCycles;

VAR

i, j, z: INTEGER;

BEGIN

i := 1;

j := 2;

WHILE (i > j) DO

i := 1;

j := 2;

IF (i > j) THEN

z := j;

ELSIF (i = j) THEN

z := 5;

ELSE

z := 10;

END;

END;

i := 2;

END TwoCycles.

Выходной файл:

entry 0

0 MOVI 13, 0, 1012

4 PSH 14, 13, 4

8 MOVI 0, 0, 1

12 STW 0, 15, -16

16 MOVI 0, 0, 2

20 STW 0, 15, -28

24 LDW 0, 15, -28

28 LDW 1, 15, -36

32 CMP 0, 0, 1

36 BLE 88

40 MOVI 0, 0, 1

44 STW 0, 15, -48

48 MOVI 0, 0, 2

52 STW 0, 15, -60

56 LDW 0, 15, -60

60 LDW 1, 15, -68

64 CMP 0, 0, 1

68 BLE 16

72 LDW 0, 15, -80

76 STW 0, 15, -88

80 BR 40

84 LDW 0, 15, -88

88 LDW 1, 15, -96

92 CMP 0, 0, 1

96 BNE 16

100 MOVI 0, 0, 5

104 STW 0, 15, -116

108 BR 12

112 MOVI 0, 0, 10

116 STW 0, 15, -128

120 BR -96

124 MOVI 0, 0, 2

128 STW 0, 15, -132

132 POP 14, 13, 4

136 RET 14

140 bytes

1. Цикл While.

Входной файл:

MODULE While;

VAR

i, j, z: INTEGER;

BEGIN

i := 1;

j := 2;

WHILE (i > j) DO

z := j;

i := j;

END;

i := 2;

END While.

Выходной файл:

entry 0

0 MOVI 13, 0, 1012

4 PSH 14, 13, 4

8 MOVI 0, 0, 1

12 STW 0, 15, -16

16 MOVI 0, 0, 2

20 STW 0, 15, -28

24 LDW 0, 15, -28

28 LDW 1, 15, -36

32 CMP 0, 0, 1

36 BLE 24

40 LDW 0, 15, -48

44 STW 0, 15, -56

48 LDW 0, 15, -56

52 STW 0, 15, -56

56 BR -32

60 MOVI 0, 0, 2

64 STW 0, 15, -68

68 POP 14, 13, 4

72 RET 14

76 bytes

1. Работа с массивом.

Входной файл:

MODULE Array;

VAR

a: ARRAY 6 OF INTEGER;

i: INTEGER;

BEGIN

a[0] := 7;

a[1] := 3;

Write(a[0]);

Write(a[1]);

i := 1;

a[i] := i;

a[5] := 0;

END Array.

Выходной файл:

entry 0

0 MOVI 13, 0, 996

4 PSH 14, 13, 4

8 MOVI 0, 0, 7

12 STW 0, 15, -36

16 MOVI 0, 0, 3

20 STW 0, 15, -40

24 LDW 0, 15, -48

28 WRD 0, 0, 0

32 LDW 0, 15, -52

36 WRD 0, 0, 0

40 MOVI 0, 0, 1

44 STW 0, 15, -72

48 LDW 0, 15, -76

52 CHKI 0, 0, 6

56 MULI 0, 0, 4

60 ADD 0, 15, 0

64 LDW 1, 15, -92

68 STW 1, 0, -92

72 MOVI 0, 0, 0

76 STW 0, 15, -80

80 POP 14, 13, 4

84 RET 14

88 bytes

1. Использованная литература
2. Н.Вирт «Построение компиляторов», 2010
3. Н.Вирт «Алгоритмы и структуры данных», 2011
4. А.Ахо «Компиляторы. Принципы, технологии и инструментарий», 2016
5. Приложение
   1. Синтаксис языка Оберон-0

ident = letter {letter | digit}.

integer = digit {digit}.

selector = {"." ident | "[" expression "]"}.

factor = ident selector | integer | "(" expression ")" | "~" factor.

term = factor {("\*" | "DIV" | "MOD" | "&") factor}.

SimpleExpression = ["+"|"-"] term {("+"|"-" | "OR") term}.

expression = SimpleExpression [("=" | "#" | "<" | "<=" | ">" | ">=") SimpleExpression].

assignment = ident selector ":=" expression.

ActualParameters = "(" [expression {"," expression}] ")" .

ProcedureCall = ident [ActualParameters].

IfStatement = "IF" expression "THEN" StatementSequence {"ELSIF" expression "THEN" StatementSequence} ["ELSE" StatementSequence] "END".

WhileStatement = "WHILE" expression "DO" StatementSequence "END".

statement = [assignment | ProcedureCall | IfStatement | WhileStatement].

StatementSequence = statement {";" statement}.

IdentList = ident {"," ident}.

ArrayType = "ARRAY" expression "OF" type.

FieldList = [IdentList ":" type].

RecordType = "RECORD" FieldList {";" FieldList} "END".

type = ident | ArrayType | RecordType.

FPSection = IdentList ":" type.

FormalParameters = "(" [FPSection {";" FPSection}] ")".

ProcedureHeading = "PROCEDURE" ident [FormalParameters].

ProcedureBody = declarations ["BEGIN" StatementSequence] "END".

ProcedureDeclaration = ProcedureHeading ";" ProcedureBody ident.

declarations = ["CONST" {ident "=" expression ";"}] ["TYPE" {ident "=" type ";"}] ["VAR" {IdentList ":" type ";"}] {ProcedureDeclaration ";"}.

module = "MODULE" ident ";" declarations ["BEGIN" StatementSequence] "END" ident "." .

* 1. Код целевой RISC-машины на языке Оберон

MODULE RISC;

IMPORT SYSTEM, Texts;  
 CONST

MemSize\* = 4096; ProgOrg = 2048; (\*in bytes\*)  
 MOV = 0; MVN = 1; ADD = 2; SUB = 3; MUL = 4; Div = 5; Mod = 6; CMP = 7;  
 MOVI = 16; MVNI = 17; ADDI = 18; SUBI = 19; MULI = 20; DIVI = 21; MODI = 22;

CMPI = 23; CHKI = 24; LDW = 32; LDB = 33; POP = 34; STW = 36; STB = 37;

PSH = 38; RD = 40; WRD= 41; WRH = 42; WRL = 43; BEQ = 48; BNE = 49; BLT = 50;

BGE = 51; BLE = 52; BGT = 53; BR = 56; BSR = 57; RET = 58;  
 VAR

IR: LONGINT;  
 N, Z: BOOLEAN;  
 R\*: ARRAY 16 OF LONGINT;  
 M\*: ARRAY MemSize DIV 4 OF LONGINT;  
 W: Texts.Writer;  
 PROCEDURE Execute\*(start: LONGINT; VAR in: Texts.Scanner; out: Texts.Text);  
 VAR opc, a, b, c, nxt: LONGINT;  
 BEGIN R[14] := 0; R[15] := start + ProgOrg;  
 LOOP (\*interpretation cycle\*)  
 nxt := R[15] + 4; IR := M[R[15] DIV 4];  
 opc := IR DIV 4000000H MOD 40H;  
 a := IR DIV 400000H MOD 10H;  
 b := IR DIV 40000H MOD 10H;  
 c := IR MOD 40000H;  
 IF opc < MOVI THEN c := R[IR MOD 10H]  
 ELSIF opc < BEQ THEN  
 c := IR MOD 40000H;  
 IF c >= 20000H THEN DEC(c, 40000H) END   
 ELSE c := IR MOD 4000000H;  
 IF c >= 2000000H THEN DEC(c, 4000000H) END   
 END ;  
 CASE opc OF  
 MOV, MOVI: R[a] := ASH(c, b) (\*arithmetic shift\*)  
 | MVN, MVNI: R[a] := -ASH(c, b)  
 | ADD, ADDI: R[a] := R[b] + c  
 | SUB, SUBI: R[a] := R[b] - c  
 | MUL, MULI: R[a] := R[b] \* c  
 | Div, DIVI: R[a] := R[b] DIV c  
 | Mod, MODI: R[a] := R[b] MOD c  
 | CMP, CMPI: Z := R[b] = c; N := R[b] < c  
 | CHKI: IF (R[a] < 0) OR (R[a] >= c) THEN R[a] := 0 END  
 | LDW: R[a] := M[(R[b] + c) DIV 4]   
 | POP: R[a] := M[(R[b]) DIV 4]; INC(R[b], c)  
 | STW: M[(R[b] + c) DIV 4] := R[a]  
 | STB: (\*not implemented\*)  
 | PSH: DEC(R[b], c); M[(R[b]) DIV 4] := R[a]  
 | RD: Texts.Scan(in); R[a] := in.i  
 | WRD: Texts.Write(W, " "); Texts.WriteInt(W, R[c], 1)  
 | WRH: Texts.WriteHex(W, R[c])  
 | WRL: Texts.WriteLn(W); Texts.Append(out, W.buf)  
 | BEQ: IF Z THEN nxt := R[15] + c\*4 END  
 | BNE: IF ~Z THEN nxt := R[15] + c\*4 END  
 | BLT: IF N THEN nxt := R[15] + c\*4 END  
 | BGE: IF ~N THEN nxt := R[15] + c\*4 END  
 | BLE: IF Z OR N THEN nxt := R[15] + c\*4 END  
 | BGT: IF ~Z & ~N THEN nxt := R[15] + c\*4 END  
 | BR: nxt := R[15] + c\*4  
 | BSR: nxt := R[15] + c\*4; R[14] := R[15] + 4  
 | RET: nxt := R[c MOD 10H];  
 IF nxt = 0 THEN EXIT END  
 END ;  
 R[15] := nxt  
 END  
 END Execute;  
 PROCEDURE Load\*(VAR code: ARRAY OF LONGINT; len: LONGINT);  
 VAR

i: INTEGER;  
 BEGIN i := 0;  
 WHILE i < len DO M[i + ProgOrg DIV 4] := code[i]; INC(i) END  
 END Load;  
BEGIN Texts.OpenWriter(W)  
END RISC.

* 1. main.c

#include <stdio.h>  
#include <malloc.h>  
#include "parser.h"  
  
char\* readCode(char\* fileName) {  
  
 //чтение исходного кода из файла  
 FILE\* sourceFile = NULL;  
 int fileSize = 0; //размер входного файла. нужен чтобы знать количество считываемых символов  
 char\* sourceCode;  
 printf("Oberon-0 Compiler 1.0\n");  
 printf("Opening source code file...\n");  
 if((sourceFile = fopen(fileName, "rb")) == NULL) {  
 printf("Opening source file error!\nCompilation terminated.");  
 return NULL;  
 }  
 printf("Reading source code...\n");  
 fseek(sourceFile, 0, SEEK\_END);  
 fileSize = ftell(sourceFile);  
 rewind(sourceFile); //возвращаемся в началу файла  
 sourceCode = (char\*)malloc((fileSize + 1) \* sizeof(char));  
 if(sourceCode == NULL)  
 return NULL;  
 fread(sourceCode, sizeof(char), fileSize, sourceFile);  
 sourceCode[fileSize] = '\0';  
 fclose(sourceFile);  
 return sourceCode;  
  
}  
  
void manual() {  
  
 //печать информации о программе и аргументах  
 printf("Oberon-0 Compiler 1.0.\n\n");  
 printf("Invalid command line format!\n");  
 printf("Correct format: \"Oberon-0-Compiler.exe source.txt\", where \"source.txt\" - file with source code in the Oberon-0 language.\n");  
 printf("Example of Oberon-0 code: \nMODULE If;\n"  
 "VAR \n"  
 "\t\ti, j, z: INTEGER;\n"  
 "\tBEGIN\n"  
 "\t\ti := 1;\n"  
 "\t\tj := 2;\n"  
 "\t\tIF (i > j) THEN \n"  
 "\t\t\tz := j;\n"  
 "\t\tELSIF (i = j) THEN\n"  
 "\t\t\tz := 5;\n"  
 "\t\tELSE \n"  
 "\t\t\tz := 10;\n"  
 "\t\tEND;\n"  
 "END If.\n");  
 printf("Compiler compiles for RISC machine.\n");  
 printf("Compiled code is saved in the current directory in \"output.txt\" file.\n");  
 return;  
  
}  
  
int main(int argc, char\* argv[]) {  
  
  
 //вид командной строки: compiler.exe имя\_входного\_файла  
 if(argc != 2)  
 manual(); //печать информации о программе и аргументах  
 else {  
 char\* inputFileName = NULL; //имя входного файла  
 char\* sourceCode = NULL; //исходный код  
 inputFileName = argv[1];  
 sourceCode = readCode(inputFileName); //чтение исходного кода из файла  
 if(sourceCode != NULL) {  
 compile(sourceCode); //если код считан успешно - начало компиляции  
 }  
 if(inputFileName != NULL)  
 free(inputFileName);  
 if(sourceCode != NULL)  
 free(sourceCode);  
 }  
 return 0;  
  
}

* 1. parser.h

#ifndef \_PARSER\_H  
#define \_PARSER\_H  
  
#define identLength 16 //максимальная длина идентификатора  
#define keyTabSize 34 //количество терминальных символов языка  
#define maxCodeSize 1000 //максимальная длина кода  
#define wordSize 4 //размер одного слова  
  
struct symbolLex { //структура для соответствия терминального символа и его кода  
  
 int symbol;  
 char identifier[12];  
  
};  
  
struct object { //структура для представления одного объекта  
  
 int class; //класс объекта: переменная, функция, константа, параметр, поле, тип, ...  
 int level; //уровень вложенности своего поля видимости  
 struct object\* nextObject; //указатель на следующий элемент в своем поле  
 struct object\* previousScope; //указатель на предыдущее поле  
 struct type\* classType; //тип класса (например, int или bool)  
 char name[identLength]; //имя объекта  
 int value; //значение/сдвиг относительно базового адреса  
  
};  
  
struct type { //структура для предствления типа  
  
 int classType; //bool, int, массив, либо запись  
 struct object\* fields; //поля записи  
 struct type\* baseType; //тип массива  
 int size; //размер  
 int length; //длина(массива)  
  
};  
  
struct item { //структура для представления объекта с учетом его синтаксиса  
  
 int mode; //режим выражения. var, const, reg  
 int level; //уровень вложенности своего поля видимости  
 struct type\* classType; //тип  
 int a; //первый аргумент команды  
 int b; //второй аргумент команды  
 int c; //третий аргумент команды  
 int storage; //регистр  
  
};  
  
struct parameters {  
  
 char\* sourceCode; //исходный код  
 int lastPosition; //последняя просмотренная позиция исходного кода  
 char lastLexeme[identLength]; //последний считанный идентификатор  
 int lastLexemeCode; //код считанного последнего символа  
 int lastLexemeValue; //последнее считанное число  
 int error; //флаг ошибки  
 int errorPosition; //флаг, указывающий на последнюю позицию ошибки  
 FILE\* reportFile; //файл с информацией о компиляции  
 struct symbolLex\* keyTab[keyTabSize]; //структура для сканера. хранит множество терминальных символов  
 int currentLevel; //текущий уровень вложенности  
 int PC; //счетчик команд  
 int registers[16]; //множество регистров  
 struct type\* boolType; //глобальный тип bool  
 struct type\* intType; //глобальный тип int  
 struct object\* topScope;  
 struct object\* guard;  
 struct object\* universe; //глобальные области видимости  
 int code[maxCodeSize]; //скомпилированный код  
 int entryAddress; //адрес входа в программу  
 int linesCounter; //счетчик строк  
 int posCounter; //счетчик позиции в строке  
 struct item\* emptyItem; //пустой item для возврата при ошибках памяти  
 struct object\* emptyObject; //пустой object для возврата при ошибках памяти  
 struct type\* emptyType; //пустой type для возврата при ошибках памяти  
  
};  
  
void compile(char\*);  
void initItem(struct item \*, struct parameters \*);  
  
#endif

* 1. parser.c

#include <stdio.h>  
#include <malloc.h>  
#include <string.h>  
#include "scanner.h"  
#include "codeGenerator.h"  
  
void signal(char msg[], struct parameters\* storage) {  
  
 //печать сообщения в report.txt и в консоль  
 fprintf(storage->reportFile, "%s\r\n", msg);  
 printf("%s\n", msg);  
  
}  
  
void freeObject(struct object \*obj, struct parameters\* storage) {  
  
 //освобождение памяти объекта  
 if(obj != NULL) {  
 if(obj->nextObject != NULL && obj->nextObject != obj) {  
 freeObject(obj->nextObject, storage);  
 free(obj->nextObject);  
 }  
 if(obj->previousScope != NULL && obj->previousScope != obj) {  
 freeObject(obj->previousScope, storage);  
 free(obj->previousScope);  
 }  
 }  
  
}  
  
void freeType(struct type \*typ, struct parameters\* storage) {  
  
 //освобождение памяти типа  
 if(typ != NULL) {  
 if(typ->fields != NULL && typ->fields != storage->guard) {  
 freeObject(typ->fields, storage);  
 free(typ->fields);  
 }  
 }  
  
}  
  
void initObject(struct object \*obj, struct parameters \*storage) {  
  
 //инициализация "пустого "object  
 obj->level = 0;  
 obj->classType = storage->emptyType;  
 obj->class = 0;  
 obj->previousScope = storage->emptyObject;  
 obj->nextObject = storage->emptyObject;  
 obj->value = 0;  
 strcpy(obj->name, "\0");  
  
}  
  
void initType(struct type \*typ, struct parameters \*storage) {  
  
 //инициализация "пустого" type  
 typ->classType = 0;  
 typ->baseType = storage->emptyType;  
 typ->fields = storage->emptyObject;  
 typ->length = 0;  
 typ->size = 0;  
  
}  
  
void initItem(struct item \*it, struct parameters \*storage) {  
  
 //инициализация "пустого" item  
 it->classType = storage->emptyType;  
 it->c = 0;  
 it->level = 0;  
 it->mode = 0;  
 it->b = 0;  
 it->a = 0;  
 it->storage = 0;  
  
}  
  
int enterUniverse(int class, int value, char \*name, struct type \*type, struct parameters \*storage) {  
  
 //создание объектов в universe  
 struct object\* newObject = (struct object\*)malloc(sizeof(struct object));  
 if(newObject == NULL) {  
 mark("Memory allocation error in function enterUniverse", storage);  
 return -1;  
 }  
 initObject(newObject, storage);  
 newObject->class = class;  
 newObject->value = value;  
 strcpy(newObject->name, name);  
 newObject->classType = type;  
 newObject->previousScope = NULL;  
 newObject->nextObject = storage->topScope->nextObject;  
 storage->topScope->nextObject = newObject;  
 return 0;  
  
}  
  
void enterKeyTab(int symbol, char \*name, struct symbolLex \*\*keyTab, int \*index) {  
  
 //инициализация элемента keyTab  
 keyTab[\*index]->symbol = symbol;  
 strcpy(keyTab[\*index]->identifier, name);  
 (\*index)++;  
  
}  
  
int initLexical(struct parameters \*storage) {  
  
 //инициализация структуры для сканнера  
 int i;  
 for(i = 0; i < 34; i++) {  
 storage->keyTab[i] = (struct symbolLex\*)malloc(sizeof(struct symbolLex));  
 if(storage->keyTab[i] == NULL) {  
 mark("Memory allocation error in function initLexical", storage);  
 return -1;  
 }  
 }  
 i = 0;  
 enterKeyTab(nullLexical, "BY", storage->keyTab, &i);  
 enterKeyTab(doLexical, "DO", storage->keyTab, &i);  
 enterKeyTab(ifLexical, "IF", storage->keyTab, &i);  
 enterKeyTab(nullLexical, "IN", storage->keyTab, &i);  
 enterKeyTab(nullLexical, "IS", storage->keyTab, &i);  
 enterKeyTab(ofLexical, "OF", storage->keyTab, &i);  
 enterKeyTab(orLexical, "OR", storage->keyTab, &i);  
 enterKeyTab(nullLexical, "TO", storage->keyTab, &i);  
 enterKeyTab(endLexical, "END", storage->keyTab, &i);  
 enterKeyTab(nullLexical, "FOR", storage->keyTab, &i);  
 enterKeyTab(modLexical, "MOD", storage->keyTab, &i);  
 enterKeyTab(nullLexical, "NIL", storage->keyTab, &i);  
 enterKeyTab(varLexical, "VAR", storage->keyTab, &i);  
 enterKeyTab(nullLexical, "CASE", storage->keyTab, &i);  
 enterKeyTab(elseLexical, "ELSE", storage->keyTab, &i);  
 enterKeyTab(nullLexical, "EXIT", storage->keyTab, &i);  
 enterKeyTab(thenLexical, "THEN", storage->keyTab, &i);  
 enterKeyTab(typeLexical, "TYPE", storage->keyTab, &i);  
 enterKeyTab(nullLexical, "WITH", storage->keyTab, &i);  
 enterKeyTab(arrayLexical, "ARRAY", storage->keyTab, &i);  
 enterKeyTab(beginLexical, "BEGIN", storage->keyTab, &i);  
 enterKeyTab(constLexical, "CONST", storage->keyTab, &i);  
 enterKeyTab(elsifLexical, "ELSIF", storage->keyTab, &i);  
 enterKeyTab(nullLexical, "IMPORT", storage->keyTab, &i);  
 enterKeyTab(nullLexical, "UNTIL", storage->keyTab, &i);  
 enterKeyTab(whileLexical, "WHILE", storage->keyTab, &i);  
 enterKeyTab(recordLexical, "RECORD", storage->keyTab, &i);  
 enterKeyTab(nullLexical, "REPEAT", storage->keyTab, &i);  
 enterKeyTab(nullLexical, "RETURN", storage->keyTab, &i);  
 enterKeyTab(nullLexical, "POINTER", storage->keyTab, &i);  
 enterKeyTab(procedureLexical, "PROCEDURE", storage->keyTab, &i);  
 enterKeyTab(divLexical, "DIV", storage->keyTab, &i);  
 enterKeyTab(nullLexical, "LOOP", storage->keyTab, &i);  
 enterKeyTab(moduleLexical, "MODULE", storage->keyTab, &i);  
 return 0;  
  
}  
  
int initTypes(struct parameters\* storage) {  
  
 //инициализация базовых типов. int и bool. их размер - 4  
 storage->boolType = (struct type\*)malloc(sizeof(struct type));  
 if(storage->boolType == NULL) {  
 mark("Memory allocation error in function initTypes", storage);  
 return -1;  
 }  
 initType(storage->boolType, storage);  
 storage->boolType->classType = BooleanGen;  
 storage->boolType->size = 4;  
 storage->intType = (struct type\*)malloc(sizeof(struct type));  
 if(storage->intType == NULL) {  
 mark("Memory allocation error in function initTypes", storage);  
 return -1;  
 }  
 initType(storage->intType, storage);  
 storage->intType->classType = IntegerGen;  
 storage->intType->size = 4;  
 return 0;  
  
}  
  
int initScopes(struct parameters\* storage) {  
  
 //инициализация областей видимости - scopes.  
 //topScope - указатель на "верхний" scope  
 //guard - "закрывающий" элемент. нужен для удобного поиска элементов  
 //universe - внешний scope  
 //в dsc хранится предыдущий scope  
 //в next хранятся объекты текущего scope  
 storage->topScope = (struct object\*)malloc(sizeof(struct object));  
 if(storage->topScope == NULL) {  
 mark("Memory allocation error in function initScopes", storage);  
 return -1;  
 }  
 initObject(storage->topScope, storage);  
 storage->guard = (struct object\*)malloc(sizeof(struct object));  
 if(storage->guard == NULL) {  
 mark("Memory allocation error in function initScopes", storage);  
 return -1;  
 }  
 initObject(storage->guard, storage);  
 storage->universe = (struct object\*)malloc(sizeof(struct object));  
 if(storage->universe == NULL) {  
 mark("Memory allocation error in function initScopes", storage);  
 return -1;  
 }  
 initObject(storage->universe, storage);  
 storage->guard->class = VarGen;  
 storage->guard->classType = storage->intType;  
 storage->guard->value = 0;  
 initObject(storage->topScope, storage);  
 openScope(storage); //открытие universe  
 if(enterUniverse(TypGen, 1, "BOOLEAN", storage->boolType, storage) != 0)  
 return -1;  
 if(enterUniverse(TypGen, 2, "INTEGER", storage->intType, storage) != 0)  
 return -1;  
 if(enterUniverse(ConstGen, 1, "TRUE", storage->boolType, storage) != 0)  
 return -1;  
 if(enterUniverse(ConstGen, 0, "FALSE", storage->boolType, storage) != 0)  
 return -1; //инициализация типов  
 if(enterUniverse(SProcGen, 1, "Read", NULL, storage) != 0)  
 return -1;  
 if(enterUniverse(SProcGen, 2, "Write", NULL, storage) != 0)  
 return -1;  
 if(enterUniverse(SProcGen, 3, "WriteHex", NULL, storage) != 0)  
 return -1;  
 if(enterUniverse(SProcGen, 4, "WriteLn", NULL, storage) != 0)  
 return -1; //добавление глобальных процедур в universe  
 storage->universe = storage->topScope;  
 return 0;  
  
}  
  
int init(struct parameters\* storage, char\* sourceCode) {  
  
 //инициализация storage  
 storage->sourceCode = sourceCode;  
 storage->lastPosition = 0;  
 strcpy(storage->lastLexeme, "\0");  
 storage->lastLexemeCode = -1;  
 storage->lastLexemeValue = -1;  
 storage->error = 0;  
 storage->errorPosition = -1;  
 storage->reportFile = NULL;  
 if((storage->reportFile = fopen("report.txt", "wb")) == NULL) {  
 printf("Opening report.txt file error!\n");  
 return -1;  
 }  
 FILE\* outputFile = NULL;  
 if((outputFile = fopen("output.txt", "wb")) == NULL) {  
 printf("Opening output.txt file error!\n");  
 return -1;  
 }  
 else  
 fclose(outputFile); //очистка файла output.txt  
 storage->emptyType = (struct type\*)malloc(sizeof(struct type));  
 if(storage->emptyType == NULL) {  
 mark("Memory allocation error in function init", storage);  
 return -1;  
 }  
 storage->emptyType->classType = 0;  
 storage->emptyType->baseType = storage->emptyType;  
 storage->emptyType->length = 0;  
 storage->emptyType->size = 0;  
 storage->emptyObject = (struct object\*)malloc(sizeof(struct object));  
 if(storage->emptyObject == NULL) {  
 mark("Memory allocation error in function init", storage);  
 return -1;  
 }  
 storage->emptyType->fields = storage->emptyObject;  
 initObject(storage->emptyObject, storage);  
 storage->emptyItem = (struct item\*)malloc(sizeof(struct item));  
 if(storage->emptyItem == NULL) {  
 mark("Memory allocation error in function init", storage);  
 return -1;  
 }  
 initItem(storage->emptyItem, storage);  
 if(initLexical(storage) != 0)  
 return -1; //инициализация keyTab  
 storage->currentLevel = 0;  
 storage->PC = 0;  
 memset(storage->registers, 0, sizeof(int) \* 16); //обнуление регистров. 0 - не занят  
 if(initTypes(storage) != 0)  
 return -1; //инициализация базовых типов  
 if(initScopes(storage) != 0)  
 return -1; //инициализация topScope, guard, universe  
 for(int i = 0; i < maxCodeSize; i++)  
 storage->code[i] = 0;  
 storage->entryAddress = 0;  
 storage->posCounter = 0;  
 storage->linesCounter = 0;  
 return 0;  
  
}  
  
struct object\* createNewObject(int class, struct parameters\* storage) {  
  
 //создание нового объекта в текущем scope  
 struct object\* newObject = (struct object\*)malloc(sizeof(struct object));  
 if(newObject == NULL) {  
 mark("Memory allocation error in function createNewObject", storage);  
 return storage->guard;  
 }  
 initObject(newObject, storage);  
 struct object\* buffer;  
 buffer = storage->topScope;  
 strcpy(storage->guard->name, storage->lastLexeme);  
 while(strcmp(buffer->nextObject->name, storage->lastLexeme))  
 buffer = buffer->nextObject;  
 if(buffer->nextObject == storage->guard) { //если дошли до guard - такого объекта в этом scope нет - создание объекта  
 strcpy(newObject->name, storage->lastLexeme);  
 newObject->class = class;  
 newObject->nextObject = storage->guard;  
 buffer->nextObject = newObject;  
 }  
 else { //иначе - ошибка  
 newObject = buffer->nextObject;  
 mark("Declared already", storage);  
 }  
 strcpy(storage->guard->name, "\0"); //"обнуление" guard  
 return newObject;  
  
}  
  
struct object\* findObject(struct parameters\* storage) {  
  
 //поиск объекта во всех scope  
 struct object\* bufferHead;  
 struct object\* buffer;  
 struct object\* object = (struct object\*)malloc(sizeof(struct object));  
 if(object == NULL) {  
 mark("Memory allocation error in function findObject", storage);  
 return storage->guard;  
 }  
 initObject(object, storage);  
 bufferHead = storage->topScope;  
 strcpy(storage->guard->name, storage->lastLexeme);  
 do {  
 buffer = bufferHead->nextObject;  
 while(strcmp(buffer->name, storage->lastLexeme))  
 buffer = buffer->nextObject;  
 if(buffer != storage->guard)  
 object = buffer; //если объект в scope найден  
 else if(bufferHead == storage->universe) { //если не найден и уже на внешнем scope  
 object = buffer;  
 mark("Not declared", storage);  
 buffer = NULL; //для выхода из цикла  
 }  
 else  
 bufferHead = bufferHead->previousScope; //иначе на уровень ниже  
 } while(buffer == storage->guard);  
 strcpy(storage->guard->name, "\0"); //"обнуление" guard  
 return object;  
  
}  
  
struct item\* selector(struct item\* item, struct parameters\* storage) { //передается уже инициализированный элемент  
  
 //чтение элемента массива / поля записи  
 struct item\* newItem = item; //возвращаемый item  
 //если нет обращения к элементам, то это просто переменная  
 while((storage->lastLexemeCode == lbrakLexical) || (storage->lastLexemeCode == periodLexical)) { // [ либо .  
 if(storage->lastLexemeCode == lbrakLexical) { //обращение к элементу массива  
 get(storage);  
 struct item\* indexExpression; //для выражения индекса массива  
 indexExpression = expression(storage); //x[y]. получение y  
 if(newItem->classType->classType == ArrayGen)  
 arrayElem(newItem, indexExpression, storage); //если переменная - массив, получение значение по индексу  
 else  
 mark("Not an array", storage); //иначе - ошибка  
 if(indexExpression != NULL)  
 free(indexExpression);  
 if(storage->lastLexemeCode == rbrakLexical)  
 get(storage);  
 else  
 mark("]?", storage);  
 } //если обращение к элементу массива  
 else {  
 get(storage);  
 if(storage->lastLexemeCode == identLexical) { //x.y. y - всегда индентификатор!  
 if(newItem->classType->classType == RecordGen) { //если тип x - запись  
 struct object\* fieldObject; //для поиска поля записи  
 fieldObject = findField(newItem->classType->fields, storage); //поиск, если ли такое поле у x  
 get(storage);  
 if(fieldObject != storage->guard) {  
 getField(newItem, fieldObject); //если есть - запись  
 }  
 else  
 mark("Undef record field", storage);  
 }  
 else  
 mark("Not a record", storage);  
 }  
 else  
 mark("Identifier?", storage);  
 } //если обращение к элементу записи  
 }  
 return newItem;  
  
}  
  
struct item\* factor(struct parameters\* storage) { //множители  
  
 //анализ идентификатора либо числа  
 struct item\* currentItem;  
 struct object\* currentObject;  
 if(storage->lastLexemeCode < lparenLexical) {  
 mark("Must be identifier or number", storage);  
 do {  
 get(storage);  
 } while(storage->lastLexemeCode < lparenLexical);  
 } //проверка допустимость символов  
 if(storage->lastLexemeCode == identLexical) {  
 currentObject = findObject(storage); //поиск объекта в существующих  
 get(storage);  
 currentItem = makeItem(currentObject, storage); //создание соответствующего item  
 currentItem = selector(currentItem, storage); //либо тот же идент, либо элемент массива, либо поле записи  
 } //идентификатор  
 else if(storage->lastLexemeCode == numberLexical) {  
 currentItem = makeConstItem(storage->intType, storage->lastLexemeValue, storage); //создание item с постоянным значением  
 get(storage);  
 } //число  
 else if(storage->lastLexemeCode == lparenLexical) {  
 get(storage);  
 currentItem = expression(storage); //( \*expression\* )  
 if(storage->lastLexemeCode == rparenLexical)  
 get(storage);  
 else  
 mark("Lost )", storage);  
 } //выражение в скобках  
 else if(storage->lastLexemeCode == notLexical) {  
 get(storage);  
 currentItem = factor(storage);  
 singleGenerate(notLexical, currentItem, storage); //выражение со знаком -  
 } //отрицание  
 else {  
 mark("Factor?", storage);  
 currentItem = makeItem(storage->guard, storage); //возвращение guard, если нет допустимой переменной  
 }  
 return currentItem;  
  
}  
  
struct item\* term(struct parameters\* storage) {  
  
 //анализ выражений: x \* y, x DIV y, x MOD y, x & y  
 struct item\* leftExpression;  
 int sign;  
 leftExpression = factor(storage); //получение левого выражения  
 while((storage->lastLexemeCode >= timesLexical) && (storage->lastLexemeCode <= andLexical)) {  
 sign = storage->lastLexemeCode;  
 get(storage);  
 if(storage->lastLexemeCode == andLexical)  
 singleGenerate(sign, leftExpression, storage); //загрузка в регистр для лог. операции  
 struct item\* rightExpression;  
 rightExpression = factor(storage); //получение правого выражения  
 termGenerate(sign, leftExpression, rightExpression, storage); //получение выражения с учетом знака  
 if(rightExpression != NULL)  
 free(rightExpression);  
 } //для умножения, div, mod, &  
 return leftExpression;  
  
}  
  
struct item\* simpleExpression(struct parameters\* storage) {  
  
 //анализ суммы, разности, |. учитывается знак перед первым аргументом (- или +)  
 struct item\* leftExpression;  
 int sign;  
 if(storage->lastLexemeCode == plusLexical) {  
 get(storage);  
 leftExpression = term(storage); //получение левого выражения  
 } //+item  
 else if(storage->lastLexemeCode == minusLexical){  
 get(storage);  
 leftExpression = term(storage);  
 singleGenerate(minusLexical, leftExpression, storage); //выражение со знаком -  
 } //-item  
 else {  
 leftExpression = term(storage);  
 } //нет знака  
 while((storage->lastLexemeCode >= plusLexical) && (storage->lastLexemeCode <= orLexical)) {  
 sign = storage->lastLexemeCode; //получение знака  
 get(storage);  
 if(sign == orLexical)  
 singleGenerate(sign, leftExpression, storage); //загрузка в регистры для лог. операции  
 struct item\* rightExpression = term(storage); //получение правого выражения  
 termGenerate(sign, leftExpression, rightExpression, storage); //получение выражения с учетом знака  
 if(rightExpression != NULL)  
 free(rightExpression);  
 } //анализ суммы/разности/OR  
 return leftExpression;  
  
}  
  
struct item\* expression(struct parameters\* storage) {  
  
 //анализ либо переменной, либо лог. выражения x ( = | # | < | <= | > | >= ) y  
 int sign;  
 struct item\* leftExpression = simpleExpression(storage); //получение левого выражения  
 if((storage->lastLexemeCode >= eqlLexical) && (storage->lastLexemeCode <= gtrLexical)) {  
 sign = storage->lastLexemeCode;  
 get(storage);  
 struct item\* rightExpression = simpleExpression(storage); //получение правого выражение  
 relation(sign, leftExpression, rightExpression, storage); //получение выражения с учетом знака  
 if(rightExpression != NULL)  
 free(rightExpression);  
 } //если след. знак ( = | # | < | <= | > | >= )  
 return leftExpression;  
  
}  
  
struct type\* getType(struct parameters\* storage) {  
  
 //чтение типа. (array, record, intType, boolType, созданный тип)  
 struct type\* type = (struct type\*)malloc(sizeof(struct type)); //полученный тип  
 if(type == NULL) {  
 mark("Memory allocation error in function getType", storage);  
 return storage->intType;  
 }  
 initType(type, storage);  
 if((storage->lastLexemeCode != identLexical) && (storage->lastLexemeCode < arrayLexical)) {  
 mark("No type?", storage);  
 do {  
 get(storage);  
 } while((storage->lastLexemeCode != identLexical) && (storage->lastLexemeCode < arrayLexical));  
 } //проверка допустимых символов  
 if(storage->lastLexemeCode == identLexical) { //если это объявленный тип  
 struct object\* objectBuffer;  
 objectBuffer = findObject(storage); //поиск в существующих объектах  
 get(storage);  
 if(objectBuffer->class == TypGen) //если класс найденного объекта - тип, то присваивание  
 type = objectBuffer->classType;  
 else  
 mark("Type identifier?", storage);  
 }  
 else if(storage->lastLexemeCode == arrayLexical) { //ARRAY \*expression\* OF \*type\*  
 get(storage);  
 struct item\* expressionItem;  
 expressionItem = expression(storage); //получение индекса  
 if((expressionItem->mode != ConstGen) || (expressionItem->a < 0)) //размер массива - ПОСТОЯННАЯ, значение - НЕ ОТРИЦАТЕЛЬНОЕ  
 mark("Bad index", storage);  
 if(storage->lastLexemeCode == ofLexical)  
 get(storage);  
 else  
 mark("Lost OF", storage);  
 type->classType = ArrayGen;  
 type->baseType = getType(storage); //баз. тип  
 type->length = expressionItem->a; // "длина" массива  
 if(expressionItem != NULL)  
 free(expressionItem);  
 type->size = type->length \* type->baseType->size; //размер массива = длина \* размер типа  
 }  
 else if(storage->lastLexemeCode == recordLexical) { //RECORD \*ident1\*, \*ident2\* : \*type1\* {; \*identN\* : \*typeN\*} END  
 get(storage);  
 type->classType = RecordGen;  
 type->size = 0;  
 openScope(storage); //открытие scope для записи  
 while((storage->lastLexemeCode == semicolonLexical) || (storage->lastLexemeCode == identLexical)) { //чтение полей  
 if(storage->lastLexemeCode == identLexical) {  
 struct object\* objectBuffer;  
 struct object\* listHeader;  
 listHeader = identifiersList(FldGen, storage); //запись объектов поля в scope  
 struct type\* typeBuffer;  
 typeBuffer = getType(storage); //получение типа поля  
 objectBuffer = listHeader;  
 while(objectBuffer != storage->guard) { //запись типа для всех идентификаторов  
 objectBuffer->classType = typeBuffer;  
 objectBuffer->value = type->size; //значение - смещение относительно базового адреса записи  
 type->size += typeBuffer->size; //увеличение смещения  
 objectBuffer = objectBuffer->nextObject;  
 }  
 }  
 if(storage->lastLexemeCode == semicolonLexical)  
 get(storage);  
 else if(storage->lastLexemeCode == identLexical)  
 mark("Lost ;", storage);  
 }  
 type->fields = storage->topScope->nextObject; //->fields - указатель на первое поле. структура как в scope  
 closeScope(storage); //закрытие scope  
 if(storage->lastLexemeCode == endLexical)  
 get(storage);  
 else  
 mark("Lost END", storage);  
 }  
 else  
 mark("Identifier type?", storage);  
 if(type != NULL)  
 return type;  
 else  
 return storage->intType; //если тип не идентифицирован, считается, что это int  
  
}  
  
struct object\* identifiersList(int class, struct parameters \*storage) {  
  
 //чтение всех идентификаторов вида ident1, ... , ident2 : . возврат указателя на первый элемент  
 struct object\* headerObject = (struct object\*)malloc(sizeof(struct object));  
 if(headerObject == NULL) {  
 mark("Memory allocation error in function identifiersList", storage);  
 return storage->guard;  
 }  
 initObject(headerObject, storage);  
 if(storage->lastLexemeCode == identLexical) {  
 headerObject = createNewObject(class, storage); //в first первый идентификатор  
 get(storage);  
 while(storage->lastLexemeCode == commaLexical) { //пока , . ident1, ident2, ...  
 get(storage);  
 if(storage->lastLexemeCode == identLexical) {  
 createNewObject(class, storage);  
 get(storage);  
 }  
 else  
 mark("Identifier?", storage);  
 }  
 if(storage->lastLexemeCode == colonLexical)  
 get(storage);  
 else  
 mark("Lost :", storage);  
 }  
 return headerObject;  
  
}  
  
void openScope(struct parameters\* storage) {  
  
 //открытие нового scope  
 struct object\* newScope = (struct object\*)malloc(sizeof(struct object));  
 if(newScope == NULL) {  
 mark("Memory allocation error in function openScope", storage);  
 return;  
 }  
 initObject(newScope, storage);  
 newScope->class = HeadGen; //первый элемент scope - head  
 newScope->previousScope = storage->topScope; //dsc - указатель на предыдущий scope  
 newScope->nextObject = storage->guard; //след. элемента нет  
 storage->topScope = newScope; //новая вершина scopes  
  
}  
  
int declarations(struct parameters\* storage) { //возвращается размер переменных  
  
 //чтение объявлений CONST, TYPE, VAR  
 int varSize = 0;  
 while((storage->lastLexemeCode >= constLexical) && (storage->lastLexemeCode <= varLexical)) { //пока const, type, var  
 if(storage->lastLexemeCode == constLexical) {  
 get(storage);  
 while(storage->lastLexemeCode == identLexical) { //CONST \*ident1\* = \*expr\*; \*ident2\* = \*expr\*; ...  
 struct object\* currentObject; //структура для рассматриваемого объекта  
 struct item\* currentExpression; //структура для анализа выражения  
 currentObject = createNewObject(ConstGen, storage); //создание объекта для константы  
 get(storage);  
 if(storage->lastLexemeCode == eqlLexical)  
 get(storage);  
 else  
 mark("Lost :=", storage); //так как это const, должна быть инициализация  
 currentExpression = expression(storage); // CONST \*ident1\* = \*expr\*;  
 if(currentExpression->mode == ConstGen) {  
 currentObject->value = currentExpression->a; //поле значения  
 currentObject->classType = currentExpression->classType; //поле типа  
 }  
 else  
 mark("Expression is not a constant", storage);  
 if(currentExpression != NULL)  
 free(currentExpression);  
 if(storage->lastLexemeCode == semicolonLexical)  
 get(storage);  
 else  
 mark("Lost ;", storage); //после каждой константы ;  
 }  
 }  
 if(storage->lastLexemeCode == typeLexical) {  
 get(storage);  
 while(storage->lastLexemeCode == identLexical) { //TYPE \*ident1\* = \*type\*; \*ident2\* = \*type\*; ...  
 struct object\* currentObject = createNewObject(TypGen, storage); //создание объекта типа  
 get(storage);  
 if(storage->lastLexemeCode == eqlLexical)  
 get(storage);  
 else  
 mark("Lost :=", storage); //должно быть объявление типа  
 currentObject->classType = getType(storage); //получение объявления типа  
 if(storage->lastLexemeCode == semicolonLexical)  
 get(storage);  
 else  
 mark("Lost ;", storage); //после каждого типа ;  
 }  
 }  
 if(storage->lastLexemeCode == varLexical) {  
 get(storage);  
 while(storage->lastLexemeCode == identLexical) { //\*identList1\* : \*type; \*identList2\* : \*type\*; ...  
 struct object\* currentObject; //структура для рассматриваемого объекта  
 struct object\* identListHead; //для множества идентификаторов. указатель на первый элемент  
 struct type\* currentType; //тип переменной  
 identListHead = identifiersList(VarGen, storage); //получение списка ВСЕХ идентификаторов через запятую, запись  
 //в текущий scope, получение указателя на первый записанный объект  
 currentType = getType(storage); //получение типа  
 currentObject = identListHead;  
 while(currentObject != storage->guard) { //для всех полученных объектов  
 varSize += currentType->size; //размер типа + к varSize  
 currentObject->classType = currentType; //тип  
 currentObject->level = storage->currentLevel; //текущий уровень. для отличия переменных разных scope  
 currentObject->value = -varSize; //смещение относительно базового адреса  
 currentObject = currentObject->nextObject;  
 }  
 if(storage->lastLexemeCode == semicolonLexical)  
 get(storage);  
 else  
 mark("Lost ;", storage); //после каждой переменной ;  
 }  
 }  
 if((storage->lastLexemeCode >= constLexical) && (storage->lastLexemeCode <= varLexical))  
 mark("Wrong declarations order", storage); //const->type->var !  
 }  
 return varSize;  
  
}  
  
int parametersBlockAnalyzer(struct parameters \*storage) {  
  
 //чтение блока формальных параметров функции  
 struct object\* listHead; //указатель на первый объект  
 struct object\* objectBuffer;  
 struct type\* currentType; //тип параметров  
 int typeSize; //размер типа  
 int parametersSize = 0; //размер блока  
 listHead = identifiersList(VarGen, storage); //VAR - VarGen, - параметр-значение  
 if(storage->lastLexemeCode == identLexical) { //ident - тип переменных  
 objectBuffer = findObject(storage); //поиск типа в существующих  
 get(storage);  
 if(objectBuffer->class == TypGen)  
 currentType = objectBuffer->classType; //если тип существует - присваивание  
 else {  
 mark("Identifier is not a type", storage);  
 currentType = storage->intType; //иначе - ошибка. присваевание int  
 }  
 }  
 else {  
 mark("Identifier type?", storage);  
 currentType = storage->intType; //если тип не указан - присваивание int  
 }  
 typeSize = currentType->size;  
 if(currentType->classType >= ArrayGen)  
 mark("Incorrect type of parameter", storage); //параметром может быть только int и bool  
 objectBuffer = listHead;  
 while(objectBuffer != storage->guard) { //инициализация типа для всех новых объектов. подсчет их размера  
 objectBuffer->classType = currentType;  
 parametersSize += typeSize;  
 objectBuffer = objectBuffer->nextObject;  
 }  
 return parametersSize; //возврат размера блока  
  
}  
  
void procedureAnalyzer(struct parameters \*storage) {  
  
 //анализ процедур. PROCEDURE \*ident\*(\*FormalParameters\*) \*ProcBody\*  
 struct object\* currentProcedure; //объект процедуры  
 char procedureName[identLength]; //имя процедуры  
 int currentBlockSize, parametersSize;  
 int markSize = 8; //размер "следа" процедуры  
 get(storage);  
 if(storage->lastLexemeCode == identLexical) { //PROCEDURE \*ident\*  
 strcpy(procedureName, storage->lastLexeme); //получение идент. процедуры  
 currentProcedure = createNewObject(ProcGen, storage); //создание нового объекта для процедуры в текущем scope  
 get(storage);  
 parametersSize = markSize; //размер параметров - след процедуры  
 changeLevel(1, storage); //увеличение уровня вложенности  
 openScope(storage); //открытие scope для новой процедуры  
 currentProcedure->value = -1;  
 if(storage->lastLexemeCode == lparenLexical) { //параметры функции (?? : ??; ?? : ??; ...)  
 get(storage);  
 if(storage->lastLexemeCode == rparenLexical) //если ()  
 get(storage);  
 else {  
 parametersSize += parametersBlockAnalyzer(storage); //чтение ident1, ident2, .. : type. увеличение размера блока параметров  
 while(storage->lastLexemeCode == semicolonLexical) { //между 2 и > должно быть ;  
 get(storage);  
 parametersSize += parametersBlockAnalyzer(storage);  
 }  
 if(storage->lastLexemeCode == rparenLexical)  
 get(storage);  
 else  
 mark("Lost )", storage);  
 }  
 }  
 struct object\* objectBuffer;  
 objectBuffer = storage->topScope->nextObject; //переход к первому параметру  
 currentBlockSize = parametersSize;  
 while(objectBuffer != storage->guard) { //полю val каждого объекта присваивается значение смещения относительно  
 //кадра активации. смещение положительное  
 objectBuffer->level = storage->currentLevel;  
 if(objectBuffer->class == ParGen)  
 currentBlockSize -= wordSize;  
 else  
 currentBlockSize -= objectBuffer->classType->size; //инкремент. смещение каждую итерацию  
 objectBuffer->value = currentBlockSize; //присваивание смещения  
 objectBuffer = objectBuffer->nextObject;  
 }  
 currentProcedure->previousScope = storage->topScope->nextObject; //дескриптор процесса - его параметры  
 if(storage->lastLexemeCode == semicolonLexical)  
 get(storage);  
 else  
 mark(";?", storage); //после PROCEDURE ident() должно быть ;  
 currentBlockSize = declarations(storage); //лок. параметры процедуры  
 while(storage->lastLexemeCode == procedureLexical) {  
 procedureAnalyzer(storage);  
 if(storage->lastLexemeCode == semicolonLexical)  
 get(storage);  
 else  
 mark(";?", storage);  
 } //внутр. функции функции  
 currentProcedure->value = storage->PC; //value - точка входа в процедуру  
 prologue(currentBlockSize, storage); //запись пролога процедуры  
 if(storage->lastLexemeCode == beginLexical) { //тело процедуры BEGIN procbody END \*procident\*  
 get(storage);  
 statements(storage); //последовательность операторов  
 }  
 if(storage->lastLexemeCode == endLexical)  
 get(storage);  
 else  
 mark("Lost END", storage);  
 if(storage->lastLexemeCode == identLexical) {  
 if(strcmp(procedureName, storage->lastLexeme))  
 mark("No match procedure identifier", storage); //идент. в конце должен совпадать с идент. процедуры  
 get(storage);  
 }  
 epilogue(parametersSize - markSize, storage); //запись эпилога процедуры  
 closeScope(storage); //закрытие scope  
 changeLevel(-1, storage); //-1 уровень вложенности  
 }  
  
}  
  
struct object\* parametersMatch(struct object \*formalParameter, struct parameters \*storage) {  
  
 //проверка параметров процедуры на корректность  
 struct item\* parameterExpression;  
 struct object\* nextFormalParameter;  
 nextFormalParameter = formalParameter;  
 parameterExpression = expression(storage); //получение выражения параметра  
 if(parameterFormat(nextFormalParameter)) { //если параметр корректен  
 parameterGen(parameterExpression, nextFormalParameter->classType, storage); //запись параметра в стек  
 nextFormalParameter = nextFormalParameter->nextObject; //переход к след. параметру  
 }  
 else  
 mark("Wrong parameters", storage);  
 if(parameterExpression != NULL)  
 free(parameterExpression);  
 return nextFormalParameter;  
  
}  
  
int parameterFormat(struct object \*object) {  
  
 //проверка, является ли объект допустимым параметром (проверка только формата)  
 //параметр - Par либо Var. значение val - положительное, так как положительное смещение  
 return ((object->class == ParGen) || ((object->class == VarGen) && (object->value > 0)));  
  
}  
  
struct item\* getSingleParameter(struct parameters \*storage) {  
  
 //получение выражения для глоб. процедур. ( ВЫРАЖЕНИЕ )  
 struct item\* currentParameter;  
 if(storage->lastLexemeCode == lparenLexical)  
 get(storage);  
 else  
 mark("(?", storage);  
 currentParameter = expression(storage);  
 if(storage->lastLexemeCode == rparenLexical)  
 get(storage);  
 else  
 mark(")?", storage);  
 return currentParameter;  
  
}  
  
void statements(struct parameters \*storage) {  
  
 //последовательность операторов. \*оператор\* {; \*оператор\*}  
 //оператор: присваивание / вызов процедуры / If / While  
 do {  
 struct object\* currentObject;  
 if(storage->lastLexemeCode < identLexical) {  
 mark("Statement?", storage);  
 do {  
 get(storage);  
 } while(storage->lastLexemeCode < identLexical);  
 } //поиск по коду, пока не будет корректных символов  
 if(storage->lastLexemeCode == identLexical) { //если слово - идентификатор  
 currentObject = findObject(storage); //поиск идент. среди объявленных  
 get(storage);  
 struct item\* currentItem;  
 currentItem = makeItem(currentObject, storage); //создание item для вычисления выражения  
 currentItem = selector(currentItem, storage); //получение значения по индексу/полю, если они есть  
 if(storage->lastLexemeCode == becomesLexical) { //x := y присваивание  
 get(storage);  
 struct item\* bufferItem;  
 bufferItem = expression(storage);  
 store(currentItem, bufferItem, storage); //запись y в x  
 if(bufferItem != NULL)  
 free(bufferItem);  
 }  
 else if(storage->lastLexemeCode == eqlLexical) {  
 mark("Lost : ?", storage);  
 get(storage);  
 expression(storage);  
 } //если =, предполагается, что пропущено :  
 else if(currentItem->mode == ProcGen) { //если объект - процедура, то это ее вызов  
 struct object\* parametersObject = currentObject->previousScope; //получение формальных параметров процедуры.   
 // parametersObject - указатель на первый  
 if(storage->lastLexemeCode == lparenLexical) { //procedure(params). чтение фактических параметров  
 get(storage);  
 if(storage->lastLexemeCode == rparenLexical)  
 get(storage); //если параметров нет  
 else { //чтение передаваемых параметров  
 do {  
 parametersObject = parametersMatch(parametersObject, storage); //проверка и запись передаваемых параметров  
 if(storage->lastLexemeCode == commaLexical)  
 get(storage); //неск. параметров - запятые  
 else if(storage->lastLexemeCode < semicolonLexical) {  
 if(storage->lastLexemeCode != rparenLexical)  
 mark(") or , ?", storage); //если встречен недопустимый символ и это не ) - ошибка  
 else  
 get(storage); //если ) - чтение след. символа - выход из цикла  
 }  
 } while((storage->lastLexemeCode != rparenLexical) && (storage->lastLexemeCode < semicolonLexical));  
 }  
 }  
 if(currentObject->value < 0)  
 mark("Forward procedure call", storage); //если вызов процедуры выше своего scope  
 else if(!parameterFormat(parametersObject)) //если все параметры корректны - запись вызова процедуры  
 procedureCall(currentItem, storage);  
 else  
 mark("Wrong parameters", storage); //иначе - ошибка  
 }  
 else if(currentItem->mode == SProcGen) { //если вызов одной из объявленных в universe процедур: Read, Write, WriteHex, WriteLn  
 struct item\* bufferItem;  
 if(currentObject->value <= 3) //для каждой процедуры свое значение: 1, 2, 3, 4. Для 1, 2, 3 есть аргументы,  
 bufferItem = getSingleParameter(storage); //для WriteLn - нет. здесь получение аргумента  
 globalCall(currentItem, bufferItem, storage); //запись вызова  
 if(bufferItem != NULL)  
 free(bufferItem);  
 }  
 else if(currentObject->class == TypGen)  
 mark("Illegal type assignment", storage); //если оператор начинается с типа  
 else  
 mark("Illegal statement", storage);  
 if(currentItem != NULL)  
 free(currentItem);  
 }  
 else if(storage->lastLexemeCode == ifLexical) { //если цикл if  
 get(storage);  
 struct item\* currentItem;  
 currentItem = expression(storage); //анализ выражения-условия ( exp )  
 falseJump(currentItem, storage); //переход через блок, если ложно  
 if(storage->lastLexemeCode == thenLexical)  
 get(storage);  
 else  
 mark("Lost THEN", storage); //IF \*exp\* THEN  
 statements(storage); //последовательность операторов  
 int jumpLevel = 0; //уровень ветвления переходов  
 while(storage->lastLexemeCode == elsifLexical) {  
 get(storage);  
 jumpLevel = elseJump(jumpLevel, storage); //запись адреса для списка переходов if  
 fixLink(currentItem->a, storage); //запись адреса для предыдущих операторов  
 currentItem = expression(storage); //получение очередного условия перехода  
 falseJump(currentItem, storage); //переход, если ложно  
 if(storage->lastLexemeCode == thenLexical)  
 get(storage);  
 else  
 mark("Lost THEN", storage); //ELSIF \*exp\* THEN  
 statements(storage); //последовательность операторов  
 }  
 if(storage->lastLexemeCode == elseLexical) { //последнее условие  
 get(storage);  
 jumpLevel = elseJump(jumpLevel, storage); //запись адреса для списка переходов if  
 fixLink(currentItem->a, storage); //запись адреса для предыдущих операторов  
 statements(storage); //последовательность операторов  
 }  
 else  
 fixLink(currentItem->a, storage); //запись адреса для предыдущих операторов  
 fixLink(jumpLevel, storage); //выравнивание адресов всего списка переходов  
 if(storage->lastLexemeCode == endLexical)  
 get(storage);  
 else  
 mark("Lost END", storage); //IF \*...\* END !  
 if(currentItem != NULL)  
 free(currentItem);  
 }  
 else if(storage->lastLexemeCode == whileLexical) { //WHILE \*cond\* DO \*statements\* END  
 get(storage);  
 int jumpAddress = storage->PC; //адрес возврата цикла  
 struct item\* currentItem;  
 currentItem = expression(storage); //получение условие  
 falseJump(currentItem, storage); //переход, если условие не выполняется  
 if(storage->lastLexemeCode == doLexical)  
 get(storage);  
 else  
 mark("Lost DO", storage);  
 statements(storage); //последовательность операторов  
 whileJump(jumpAddress, storage); //безусловный переход к началу цикла  
 fixLink(currentItem->a, storage); //выравнивание адреса перехода к концу цикла  
 if(storage->lastLexemeCode == endLexical)  
 get(storage);  
 else  
 mark("Lost END", storage);  
 if(currentItem != NULL)  
 free(currentItem);  
 }  
 if(storage->lastLexemeCode == semicolonLexical)  
 get(storage);  
 else if((storage->lastLexemeCode <= identLexical) || (storage->lastLexemeCode == ifLexical) || (storage->lastLexemeCode == whileLexical)) {  
 mark(";?", storage); //если идент, if или while, но между ними нет ;  
 }  
  
 } while((storage->lastLexemeCode <= identLexical) || (storage->lastLexemeCode == ifLexical) || (storage->lastLexemeCode == whileLexical));  
  
}  
  
void closeScope(struct parameters\* storage) {  
  
 //закрытие текущей области видимости  
 storage->topScope = storage->topScope->previousScope; //возврат к предыдущему scope  
  
}  
  
int module(struct parameters\* storage) {  
  
 //чтение модуля  
 signal("Compilation begins.", storage);  
 if(storage->lastLexemeCode == moduleLexical) { //модуль начинается с MODULE  
 char moduleName[identLength] = "\0"; //название модуля  
 int varSize = 0; //размер памяти для глобальных переменных  
 get(storage);  
 openScope(storage); //открытие нового scope  
 if(storage->lastLexemeCode == identLexical) { //MODULE \*ident\*  
 strcpy(moduleName, storage->lastLexeme);  
 //"Compiles module moduleName."  
 fprintf(storage->reportFile, "Compiles module %s.\r\n", moduleName);  
 printf("Compiles module %s.\n", moduleName);  
 get(storage);  
 }  
 else  
 mark("No module identifier", storage);  
 if(storage->lastLexemeCode == semicolonLexical) //MODULE \*ident\*;  
 get(storage);  
 else  
 mark("Lost ;", storage);  
 varSize = declarations(storage); //чтение объявлений CONST, TYPE, VAR. varSize - размер переменных  
 while(storage->lastLexemeCode == procedureLexical) { //чтение процедуры  
 procedureAnalyzer(storage);  
 if(storage->lastLexemeCode == semicolonLexical)  
 get(storage);  
 else  
 mark("Lost ;", storage); //PROCEDURE procbody; !  
 }  
 codeHeader(varSize, storage); //пролог. запись точки входа и указателя на вершину стека  
 if(storage->lastLexemeCode == beginLexical) { //начало модуля  
 get(storage);  
 statements(storage); //анализ последовательности операторов  
 }  
 if(storage->lastLexemeCode == endLexical)  
 get(storage);  
 else  
 mark("Lost END", storage); //конец модуля  
 if(storage->lastLexemeCode == identLexical) {  
 if(strcmp(moduleName, storage->lastLexeme))  
 mark("Wrong module identifier", storage);  
 get(storage);  
 }  
 else  
 mark("No module identifier", storage);  
 if(storage->lastLexemeCode != periodLexical)  
 mark("Lost .", storage); //MODULE \*ident\*.  
 closeScope(storage); //закрытие universe  
 if(!storage->error) { //если не было ошибок - генерация кода  
 codeEnding(storage); //эпилог. возврат вершины стека  
 signal("Code generated.", storage);  
 return 0;  
 }  
 }  
 else  
 mark("No MODULE", storage);  
 return 1; //возвращается 1, если ошибка  
  
}  
  
void freeStorage(struct parameters\* storage) {  
  
 freeObject(storage->universe, storage);  
 if(storage->universe != NULL)  
 free(storage->universe);  
 if(storage->topScope != NULL)  
 free(storage->topScope);  
 freeObject(storage->emptyObject, storage);  
 if(storage->emptyObject != NULL)  
 free(storage->emptyObject);  
 freeType(storage->emptyType, storage);  
 if(storage->emptyType != NULL)  
 free(storage->emptyType);  
 freeType(storage->intType, storage);  
 if(storage->intType != NULL)  
 free(storage->intType);  
 freeType(storage->boolType, storage);  
 if(storage->boolType != NULL)  
 free(storage->boolType);  
 freeObject(storage->guard, storage);  
 if(storage->guard != NULL)  
 free(storage->guard);  
 if(storage->emptyItem != NULL)  
 free(storage->emptyItem);  
 if(storage->sourceCode != NULL)  
 free(storage->sourceCode);  
 for(int i = 0; i < keyTabSize; i++) {  
 if(storage->keyTab[i] != NULL)  
 free(storage->keyTab[i]);  
 }  
  
}  
  
void compile(char \*sourceCode) {  
  
 struct parameters\* storage =  
 (struct parameters\*)malloc(sizeof(struct parameters));  
 if(storage == NULL) {  
 mark("Memory allocation error in function compile", storage);  
 return;  
 }  
 if(init(storage, sourceCode) != 0)  
 return; //важно, потому что могут быть ошибки обращения к памяти  
 get(storage); //получение первого символа  
 if (module(storage) == 0) //анализ кода, компиляция  
 decode(storage); //если компиляция прошла успешно - запись кода в output.txt  
 signal("Compilation finished.", storage);  
 if(storage != NULL) {  
 freeStorage(storage);  
 free(storage);  
 }  
  
}

* 1. scanner.h

#ifndef \_SCANNER\_H  
#define \_SCANNER\_H  
  
#include "parser.h"  
  
#define MAXINTLENGTH 10 //максимальная длина int  
#define MAXINT 2147483647 //максимальное значение int  
  
//терминальные символы  
#define nullLexical 0  
#define timesLexical 1  
#define divLexical 3  
#define modLexical 4  
#define andLexical 5  
#define plusLexical 6  
#define minusLexical 7  
#define orLexical 8  
#define eqlLexical 9  
#define neqLexical 10  
#define lssLexical 11  
#define geqLexical 12  
#define leqLexical 13  
#define gtrLexical 14  
#define periodLexical 18  
#define commaLexical 19  
#define colonLexical 20  
#define rparenLexical 22  
#define rbrakLexical 23  
#define ofLexical 25  
#define thenLexical 26  
#define doLexical 27  
#define lparenLexical 29  
#define lbrakLexical 30  
#define notLexical 32  
#define becomesLexical 33  
#define numberLexical 34  
#define identLexical 37  
#define semicolonLexical 38  
#define endLexical 40  
#define elseLexical 41  
#define elsifLexical 42  
#define ifLexical 44  
#define whileLexical 46  
#define arrayLexical 54  
#define recordLexical 55  
#define constLexical 57  
#define typeLexical 58  
#define varLexical 59  
#define procedureLexical 60  
#define beginLexical 61  
#define moduleLexical 63  
#define eofLexical 64  
  
void get(struct parameters\*);  
void mark(char[], struct parameters\*);  
  
#endif

* 1. scanner.c

#include "scanner.h"  
  
void mark(char msg[], struct parameters\* storage) {  
  
 //печать сообщения об ошибке в report.txt и в консоль  
 int p;  
 p = storage->lastPosition;  
 if (p > storage->errorPosition) {  
 fprintf(storage->reportFile, "error: line %d, position %d %s\r\n", storage->linesCounter, storage->posCounter, msg);  
 printf("error: line %d, position %d %s\n", storage->linesCounter, storage->posCounter, msg);  
 }  
 storage->errorPosition = p;  
 storage->error = 1; //обновление индексов ошибки  
  
}  
  
void comment(struct parameters\* storage) {  
  
 //пропуск комментария  
 int index = storage->lastPosition + 2; //(\* comment \*). здесь пропуск (\*  
 while(storage->sourceCode[index] != '\0') {  
 if (storage->sourceCode[index] == ')') {  
 if (storage->sourceCode[index - 1] == '\*')  
 break;  
 }  
 index++;  
 storage->posCounter++;  
 if(storage->sourceCode[index] == '\n') {  
 storage->linesCounter++;  
 storage->posCounter = 0;  
 }  
 }  
 if (storage->sourceCode[index] == '\0')  
 mark("Comment is not terminated", storage); //если достигнут до конца файла - комментарий не окончен  
 else  
 index++;  
 storage->lastPosition = index;  
  
}  
  
void number(struct parameters \*storage) {  
  
 //чтение числа  
 int index = storage->lastPosition; //первая позиция числа  
 int indexString = 0;  
 long long int getNumber = 0; //полученное число  
 char numberString[MAXINTLENGTH + 1]; //строка для записи числа  
 while((storage->sourceCode[index] != '\0') &&  
 isdigit(storage->sourceCode[index]) && (indexString < MAXINTLENGTH)) {  
 numberString[indexString] = storage->sourceCode[index];  
 numberString[indexString + 1] = '\0';  
 index++;  
 indexString++;  
 storage->posCounter++;  
 if(storage->sourceCode[index] == '\n') {  
 storage->linesCounter++;  
 storage->posCounter = 0;  
 }  
 } //чтение цифр, пока не конец строки и пока число не длиннее максимально допустимого  
 if (isdigit(storage->sourceCode[index])) { //если число длиннее допустимого  
 while ((storage->sourceCode[index] != '\0') &&  
 (isdigit(storage->sourceCode[index]))) {  
 index++; //до конца числа  
 storage->posCounter++;  
 if(storage->sourceCode[index] == '\n') {  
 storage->linesCounter++;  
 storage->posCounter = 0;  
 }  
 }  
 mark("Too big number", storage);  
 storage->lastLexemeCode = nullLexical;  
 }  
 else {  
 getNumber = atoll(numberString);  
 if (getNumber > MAXINT) { //если число превышает максимально допустимое  
 mark("Too big number", storage);  
 storage->lastLexemeCode = nullLexical;  
 }  
 else { //если ошибок нет - запись значения и кода  
 storage->lastLexemeCode = numberLexical;  
 storage->lastLexemeValue = getNumber;  
 }  
 }  
 storage->lastPosition = index;  
 if (isalpha(storage->sourceCode[index]))  
 mark("No space?", storage); //если остановлено на букве, к примеру, 7777IF  
  
}  
  
void identifier(struct parameters \*storage) {  
  
 //чтение идентификатора  
 int index = storage->lastPosition; //первая позиция идентификатора  
 int indexString = 0;  
 char identification[identLength + 1]; //строка для идентификатора  
 while((storage->sourceCode[index] != '\0') &&  
 (isalnum(storage->sourceCode[index])) && (indexString < identLength)) {  
 identification[indexString] = storage->sourceCode[index];  
 index++;  
 indexString++;  
 storage->posCounter++;  
 if(storage->sourceCode[index] == '\n') {  
 storage->linesCounter++;  
 storage->posCounter = 0;  
 }  
 }  
 identification[indexString] = '\0'; //считывание букв и цифр, пока не конец файла и до identLength  
  
 if (isalnum(storage->sourceCode[index])) { //если идентификатор длиннее identLength  
 while(isalnum(storage->sourceCode[index]))  
 index++; //идем до конца идентификатора  
 mark("Too large identification", storage);  
 storage->lastLexemeCode = nullLexical;  
 }  
 else {  
 int k = 0;  
 while((k < keyTabSize) && (strcmp(identification, storage->keyTab[k]->identifier)))  
 k++; //ищем идентификатор в таблице терминальных символов  
 if(k < keyTabSize)  
 storage->lastLexemeCode = storage->keyTab[k]->symbol; //если нашли - присваиваем его код  
 else {  
 storage->lastLexemeCode = identLexical;  
 strcpy(storage->lastLexeme, identification); //если нет - записываем идентификатор и код идентификатора  
 }  
 }  
 storage->lastPosition = index;  
  
}  
  
void get(struct parameters\* storage) {  
  
 //получение следующего символа  
 char readChar; //текущий символ  
 int index = storage->lastPosition; //текущий индекс  
 storage->lastLexemeCode = -1;  
 strcpy(storage->lastLexeme, "\0");  
 storage->lastLexemeValue = -1; //"сбрасываем" все данные о предыдущем символе  
 while((storage->sourceCode[index] != '\0') && (storage->sourceCode[index] <= ' ')) {  
 index++;  
 storage->posCounter++;  
 if(storage->sourceCode[index] == '\n') {  
 storage->linesCounter++;  
 storage->posCounter = 0;  
 }  
 } //пропуск символов табуляции и пробелов  
 readChar = storage->sourceCode[index];  
 storage->lastPosition = index;  
 if (readChar == '\0')  
 storage->lastLexemeCode = eofLexical; //если дошли до символа конца строки - конец файла  
 else {  
 switch (readChar) {  
 case '&':  
 storage->lastLexemeCode = andLexical;  
 storage->lastPosition++;  
 break;  
 case '\*':  
 storage->lastLexemeCode = timesLexical;  
 storage->lastPosition++;  
 break;  
 case '+':  
 storage->lastLexemeCode = plusLexical;  
 storage->lastPosition++;  
 break;  
 case '-':  
 storage->lastLexemeCode = minusLexical;  
 storage->lastPosition++;  
 break;  
 case '=':  
 storage->lastLexemeCode = eqlLexical;  
 storage->lastPosition++;  
 break;  
 case '#':  
 storage->lastLexemeCode = neqLexical;  
 storage->lastPosition++;  
 break;  
 case '<':  
 if (storage->sourceCode[index + 1] == '=') {  
 storage->lastLexemeCode = leqLexical;  
 storage->lastPosition += 2; //либо <, либо <=  
 }  
 else {  
 storage->lastLexemeCode = lssLexical;  
 storage->lastPosition++;  
 }  
 break;  
 case '>':  
 if (storage->sourceCode[index + 1] == '=') {  
 storage->lastLexemeCode = geqLexical;  
 storage->lastPosition += 2; //либо >, либо >=  
 }  
 else {  
 storage->lastLexemeCode = gtrLexical;  
 storage->lastPosition++;  
 }  
 break;  
 case ';':  
 storage->lastLexemeCode = semicolonLexical;  
 storage->lastPosition++;  
 break;  
 case ',':  
 storage->lastLexemeCode = commaLexical;  
 storage->lastPosition++;  
 break;  
 case ':':  
 if (storage->sourceCode[index + 1] == '=') {  
 storage->lastLexemeCode = becomesLexical;  
 storage->lastPosition += 2; //либо :, либо :=  
 }  
 else {  
 storage->lastLexemeCode = colonLexical;  
 storage->lastPosition++;  
 }  
 break;  
 case '.':  
 storage->lastLexemeCode = periodLexical;  
 storage->lastPosition++;  
 break;  
 case '(':  
 if (storage->sourceCode[index + 1] == '\*') {  
 comment(storage);  
 get(storage); //либо комментарий (\* ... \*), либо   
 }  
 else {  
 storage->lastLexemeCode = lparenLexical;  
 storage->lastPosition++;  
 }  
 break;  
 case ')':  
 storage->lastLexemeCode = rparenLexical;  
 storage->lastPosition++;  
 break;  
 case '[':  
 storage->lastLexemeCode = lbrakLexical;  
 storage->lastPosition++;  
 break;  
 case ']':  
 storage->lastLexemeCode = rbrakLexical;  
 storage->lastPosition++;  
 break;  
 case '~':  
 storage->lastLexemeCode = notLexical;  
 storage->lastPosition++;  
 break;  
 default:  
 if (isdigit(readChar)) {  
 number(storage);  
 }  
 else if (isalpha(readChar)) {  
 identifier(storage);  
 }  
 else {  
 storage->lastLexemeCode = nullLexical;  
 storage->lastPosition++;  
 mark("Unknown symbol", storage);  
 }  
 break;  
 }  
 }  
  
}

* 1. codeGenerator.h

#ifndef \_CODEGEN\_H  
#define \_CODEGEN\_H  
  
//классы, режимы  
#define HeadGen 0  
#define VarGen 1  
#define ParGen 2  
#define ConstGen 3  
#define FldGen 4  
#define TypGen 5  
#define ProcGen 6  
#define SProcGen 7  
#define RegGen 10  
#define CondGen 11  
  
//идентификаторы типов  
#define BooleanGen 0  
#define IntegerGen 1  
#define ArrayGen 2  
#define RecordGen 3  
  
//ассемблерные команды  
#define MOVGen 0  
#define MVNGen 1  
#define ADDGen 2  
#define SUBGen 3  
#define MULGen 4  
#define DIVGen 5  
#define MODGen 6  
#define CMPGen 7  
#define MOVIGen 16  
#define MVNIGen 17  
#define ADDIGen 18  
#define SUBIGen 19  
#define MULIGen 20  
#define DIVIGen 21  
#define MODIGen 22  
#define CMPIGen 23  
#define CHKIGen 24  
#define LDWGen 32  
#define LDBGen 33  
#define POPGen 34  
#define STWGen 36  
#define STBGen 37  
#define PSHGen 38  
#define RDGen 40  
#define WRDGen 41  
#define WRHGen 42  
#define WRLGen 43  
#define BEQGen 48  
#define BNEGen 49  
#define BLTGen 50  
#define BGEGen 51  
#define BLEGen 52  
#define BGTGen 53  
#define BRGen 56  
#define BSRGen 57  
#define RETGen 58  
  
//зарезервированные регистры  
#define FPGen 12  
#define SPGen 13  
#define LNKGen 14  
#define PCGen 15  
  
void arrayElem(struct item \*, struct item \*, struct parameters \*);  
struct object\* findField(struct object \*, struct parameters \*);  
void getField(struct item \*, struct object \*);  
struct item\* makeItem(struct object \*, struct parameters \*);  
struct item\* makeConstItem(struct type \*, int, struct parameters \*);  
void singleGenerate(int, struct item \*, struct parameters \*);  
void termGenerate(int, struct item \*, struct item \*, struct parameters \*);  
void relation(int, struct item \*, struct item \*, struct parameters \*);  
void changeLevel(int, struct parameters \*);  
void prologue(int, struct parameters \*);  
void epilogue(int, struct parameters \*);  
void fixLink(int, struct parameters \*);  
void store(struct item \*, struct item \*, struct parameters \*);  
void procedureCall(struct item \*, struct parameters \*);  
void globalCall(struct item \*, struct item \*, struct parameters \*);  
void falseJump(struct item \*, struct parameters \*);  
void whileJump(int, struct parameters \*);  
int elseJump(int, struct parameters \*);  
void codeHeader(int, struct parameters \*);  
void codeEnding(struct parameters \*);  
void decode(struct parameters\*);  
void parameterGen(struct item \*, struct type \*, struct parameters \*);  
void openScope(struct parameters\*);  
void closeScope(struct parameters\*);  
void statements(struct parameters\*);  
struct item\* expression(struct parameters\*);  
struct object\* identifiersList(int, struct parameters\*);  
int parameterFormat(struct object\*);  
  
#endif

* 1. codeGenerator.c

#include <malloc.h>  
#include <string.h>  
#include <stdio.h>  
#include "scanner.h"  
#include "codeGenerator.h"  
  
void testRange(int x, struct parameters \*storage) {  
  
 //проверка на переполнение  
 if((x >= 0x20000) || (x < -0x20000)) //131072  
 mark("Value is too large", storage);  
  
}  
  
void put(int command, int a, int b, int c, struct parameters \*storage) {  
  
 //запись сгенерированной команды  
 //первые 5 бит - команда, след. 4 бита - a, след. 4 бита - b, след. 18 - c  
 if(command >= 32)  
 command -= 64; //если команда больше 5 бит. в декодере учитывается знак  
 storage->code[storage->PC] = (((command << 4 | a) << 4 | b) << 18) | (c & 0x3FFFF);  
 storage->PC++;  
  
}  
  
int getReg(struct parameters \*storage) {  
  
 //получение свободного регистра  
 int newReg = 0;  
 while((newReg < FPGen) && (storage->registers[newReg] == 1))  
 newReg++;  
 storage->registers[newReg] = 1;  
 return newReg;  
  
}  
  
void load(struct item\* x, struct parameters\* storage) {  
  
 //загрузка в регистр  
 if(x->mode == VarGen) { //загрузка переменной  
 int r = getReg(storage); //получение регистра  
 if(x->level == 0)  
 x->a -= storage->PC \* 4; //если это глобальные переменные, то увеличение сдвига относительно базового адреса  
 put(LDWGen, r, x->storage, x->a, storage); //загрузка в регистр значения переменной  
 storage->registers[x->storage] = 0;  
 x->storage = r; //обнуление регистра, в кот. хранился адрес переменной  
 }  
 else if(x->mode == ConstGen) { //загрузка константы  
 testRange(x->a, storage); //проверка на переполнение  
 x->storage = getReg(storage); //получение регистра  
 put(MOVIGen, x->storage, 0, x->a, storage); //загрузка константы в регистр  
 }  
 x->mode = RegGen; //mode - загружен в регистр  
  
}  
  
void arrayElem(struct item \*arrayVar, struct item \*index, struct parameters \*storage) {  
  
 //получение элемента массива  
 if(index->classType != storage->intType)  
 mark("Index is not an integer", storage); //индекс - только int  
 if(index->mode == ConstGen) { //если индекс - константа  
 if((index->a < 0) || (index->a >= arrayVar->classType->length))  
 mark("Bad index", storage);  
 arrayVar->a += index->a \* arrayVar->classType->baseType->size; //смещение относительно адреса массива  
 }  
 else { //если индекс - переменная  
 if(index->mode != RegGen)  
 load(index, storage); //если индекс не хранится в регистре - загрузка  
 put(CHKIGen, index->storage, 0, arrayVar->classType->length, storage); //обнуление индекса, если он больше допустимого  
 put(MULIGen, index->storage, index->storage, arrayVar->classType->baseType->size, storage); //получение смещения  
 put(ADDGen, index->storage, arrayVar->storage, index->storage, storage); //добавление адреса к смещению  
 storage->registers[arrayVar->storage] = 0;  
 arrayVar->storage = index->storage; //обнуление регистра элемента  
 }  
 arrayVar->classType = arrayVar->classType->baseType; //типа элемента - базовый тип массива  
  
}  
  
struct object\* findField(struct object \*list, struct parameters \*storage) {  
  
 //поиск поля записи в scope записи  
 strcpy(storage->guard->name, storage->lastLexeme);  
 while(strcmp(list->name, storage->lastLexeme))  
 list = list->nextObject;  
 return list; //возврат либо поля, либо guard  
  
}  
  
void getField(struct item \*record, struct object \*field) {  
  
 //инициализация поля записи  
 record->a += field->value; //добавление смещения поля  
 record->classType = field->classType; //присваивание типа поля  
  
}  
  
struct item\* makeItem(struct object \*argObject, struct parameters \*storage) {  
  
 //создание item из object  
 struct item\* newItem = (struct item\*)malloc(sizeof(struct item));  
 if(newItem == NULL) {  
 mark("Memory allocation error in function makeItem", storage);  
 return storage->emptyItem;  
 }  
 newItem->mode = argObject->class;  
 newItem->classType = argObject->classType;  
 newItem->level = argObject->level;  
 newItem->a = argObject->value;  
 newItem->b = 0;  
 if(argObject->level == 0)  
 newItem->storage = PCGen; //если глобальная переменная  
 else if(argObject->level == storage->currentLevel)  
 newItem->storage = FPGen; //если локальная - указывает на базовый адрес процедуры  
 else  
 newItem->storage = 0;  
 if(argObject->class == ParGen) { //если параметр процедуры  
 int reg = getReg(storage); //получение регистра для его хранения  
 put(LDWGen, reg, newItem->storage, newItem->a, storage); //загрузка в регистр параметра: баз. адрес + смещение  
 newItem->mode = VarGen;  
 newItem->storage = reg;  
 newItem->a = 0; //значение хранится в регистре. смещение - 0  
 }  
 return newItem;  
  
}  
  
struct item\* makeConstItem(struct type \*typ, int val, struct parameters \*storage) {  
  
 //создание item-константы без загрузки в регистр  
 struct item\* newItem = (struct item\*)malloc(sizeof(struct item));  
 if(newItem == NULL) {  
 mark("Memory allocation error in function makeConstItem", storage);  
 return storage->emptyItem;  
 }  
 initItem(newItem, storage);  
 newItem->mode = ConstGen;  
 newItem->classType = typ;  
 newItem->a = val;  
 return newItem;  
  
}  
  
int negated(int cond) {  
  
 //для команд переходов. если число четное - возврат нечетного и наоборот  
 if(cond % 2)  
 return cond - 1;  
 else  
 return cond + 1;  
  
}  
  
void loadBool(struct item\* x, struct parameters\* storage) {  
  
 //load с проверкой на тип boolean  
 //атрибуты cond: = 0; != 1; < 2; >= 3; <= 4; > 5  
 if(x->classType->classType != BooleanGen)  
 mark("Not a boolean type", storage);  
 load(x, storage);  
 x->mode = CondGen; //"режим" - логическое выражение  
 x->a = 0; //адрес незавершенной команды перехода  
 x->b = 0;  
 x->c = 1; //по умолчанию для выражения атрубут !=  
  
}  
  
void putJump(int command, int disp, struct parameters \*storage) {  
  
 //запись команд перехода/сравнения  
 //первые 5 бит - команда, след. 26 - смещение  
 storage->code[storage->PC] = ((command - 0x40) << 26) | (disp & 0x3FFFFFF);  
 storage->PC++;  
  
  
}  
  
void fix(int commandIndex, int jumpAddress, struct parameters\* storage) {  
  
 //запись адреса перехода в команду  
 storage->code[commandIndex] = (storage->code[commandIndex] & 0xFFC00000) | (jumpAddress & 0x3FFFFF);  
  
}  
  
void fixLink(int jumpEntry, struct parameters \*storage) {  
  
 //запись адреса перехода для всех ответвлений  
 int nextJump;  
 while(jumpEntry != 0) {  
 nextJump = storage->code[jumpEntry] & 0x3FFFF; //следующее ответвление  
 fix(jumpEntry, storage->PC - jumpEntry, storage);  
 jumpEntry = nextJump;  
 }  
  
}  
  
void singleGenerate(int op, struct item \*x, struct parameters \*storage) {  
  
 //генерация кода для выражений с одним аргументом. -x, ~x, x &, x |  
 if(op == minusLexical) { //если -x  
 if(x->classType->classType != IntegerGen)  
 mark("Type must be integer", storage); //отрицательный только int  
 else if(x->mode == ConstGen)  
 x->a = -(x->a); //если константа - просто отрицательное значение  
 else {  
 if(x->mode == VarGen)  
 load(x, storage); //если не загружена переменная - загрузка в регистр  
 put(MVNGen, x->storage, 0, x->storage, storage); //загрузка с реверс. знаком  
 }  
 }  
 else if(op == notLexical) { //если ~x  
 if(x->mode != CondGen)  
 loadBool(x, storage); //если не загружено в регист - загрузка  
 x->c = negated(x->c); //= меняется на != и наоборот  
 int t;  
 t = x->a;  
 x->a = x->b;  
 x->b = t; //перестваление списков F- и T- переходов  
 }  
 else if(op == andLexical) { //x &  
 if(x->mode != CondGen)  
 loadBool(x, storage); //загрузка в регистр  
 putJump(BEQGen + negated(x->c), x->a, storage); //переход дальше, если аргумент 1  
 storage->registers[x->storage] = 0;  
 x->a = storage->PC - 1;  
 fixLink(x->b, storage); //запись адреса перехода  
 x->b = 0;  
 }  
 else if(op == orLexical) { //x |  
 if(x->mode != CondGen)  
 loadBool(x, storage); //загрузка в регистр  
 putJump(BEQGen + x->c, x->b, storage); //переход дальше, если аргумент 0  
 storage->registers[x->storage] = 0;  
 x->b = storage->PC - 1;  
 fixLink(x->a, storage); //запись адреса перехода  
 x->a = 0;  
 }  
  
}  
  
void putArith(int cd, struct item \*x, struct item \*y, struct parameters \*storage) {  
  
 if(x->mode != RegGen)  
 load(x, storage); //x - всегда в регистре  
 if(y->mode == ConstGen) {  
 testRange(y->a, storage);  
 put(cd + 16, x->storage, x->storage, y->a, storage); //если y - константа, команда с I (E: MOVI)  
 }  
 else {  
 if(y->mode != RegGen)  
 load(y, storage); //иначе, y - в регистре  
 put(cd, x->storage, x->storage, y->storage, storage);  
 storage->registers[y->storage] = 0; //y освобождается  
 }  
  
}  
  
int merged(int rightExp, int leftExp, struct parameters\* storage) {  
  
 //соединение логических подвыражений  
 int rightBuff, secondBuff;  
 if(rightExp != 0) { //если правое выражение есть, анализируем его  
 rightBuff = rightExp;  
 do {  
 secondBuff = storage->code[rightBuff] & 0x3FFFF;  
 if(secondBuff != 0)  
 rightBuff = secondBuff;  
 } while(secondBuff != 0);  
 storage->code[rightBuff] = storage->code[rightBuff] + leftExp;  
 return rightExp;  
 }  
 else  
 return leftExp;  
  
}  
  
void termGenerate(int op, struct item \*x, struct item \*y, struct parameters \*storage) {  
  
 //генерирование кода для выражения x op y;  
 //должны быть одинаковые типы!  
 if((x->classType->classType == IntegerGen) && (y->classType->classType == IntegerGen)) {  
 if((x->mode == ConstGen) && (y->mode == ConstGen)) { //две константы. в регистрах не хранятся  
 if(op == plusLexical)  
 x->a += y->a;  
 else if(op == minusLexical)  
 x->a -= y->a;  
 else if(op == timesLexical)  
 x->a \*= y->a;  
 else if(op == divLexical)  
 x->a /= y->a;  
 else if(op == modLexical)  
 x->a = x->a % y->a;  
 else  
 mark("Bad expression operator", storage);  
 }  
 else { //если не константы - хранится в регистарах  
 if(op == plusLexical)  
 putArith(ADDGen, x, y, storage);  
 else if(op == minusLexical)  
 putArith(SUBGen, x, y, storage);  
 else if(op == timesLexical)  
 putArith(MULGen, x, y, storage);  
 else if(op == divLexical)  
 putArith(DIVGen, x, y, storage);  
 else if(op == modLexical)  
 putArith(MODGen, x, y, storage);  
 else  
 mark("Bad expression operator", storage);  
 }  
 }  
 else if((x->classType->classType == BooleanGen) && (y->classType->classType == BooleanGen)) {  
 if(y->mode != CondGen)  
 loadBool(y, storage); //второй аргумент - в регистр  
 if(op == orLexical) {  
 x->a = y->a;  
 x->b = merged(y->b, x->b, storage); //соединение логических подвыражений  
 x->c = y->c;  
 }  
 else if(op == andLexical) {  
 x->a = merged(y->a, x->a, storage); //соединение логических подвыражений  
 x->b = y->b;  
 x->c = y->c;  
 }  
 }  
 else  
 mark("Bad types", storage);  
  
}  
  
void relation(int op, struct item \*x, struct item \*y, struct parameters \*storage) {  
  
 //генерирование кода для выражения сравнения  
 if((x->classType->classType != IntegerGen) || (y->classType->classType != IntegerGen))  
 mark("Must be integer type", storage); //аргументы - только int  
 else {  
 putArith(CMPGen, x, y, storage); //команда сравнения  
 x->c = op - eqlLexical; //код сравнения (есть в loadBool)  
 storage->registers[y->storage] = 0;  
 }  
 x->mode = CondGen;  
 x->classType = storage->boolType; //результат сравнения - boolean  
 x->a = 0;  
 x->b = 0;  
  
}  
  
void changeLevel(int n, struct parameters \*storage) {  
  
 //изменение уровня вложенности scope  
 storage->currentLevel += n;  
  
}  
  
void prologue(int size, struct parameters \*storage) {  
  
 //команды пролога. сохранение адреса возврата  
 put(PSHGen, LNKGen, SPGen, 4, storage);  
 put(PSHGen, FPGen, SPGen, 4, storage);  
 put(MOVGen, FPGen, 0, SPGen, storage);  
 put(SUBIGen, SPGen, SPGen, size, storage);  
  
}  
  
void epilogue(int size, struct parameters \*storage) {  
  
 //команды эпилога. возврат стека  
 put(MOVGen, SPGen, 0, FPGen, storage);  
 put(POPGen, FPGen, SPGen, 4, storage);  
 put(POPGen, LNKGen, SPGen, size + 4, storage);  
 putJump(RETGen, LNKGen, storage);  
  
}  
  
void store(struct item \*x, struct item \*y, struct parameters \*storage) {  
  
 //присваивание  
 if((x->classType->classType == BooleanGen || x->classType->classType == IntegerGen) && (x->classType->classType == y->classType->classType)) {  
 if(y->mode == CondGen) { //присваивание результата сравнения. x := y  
 put(BEQGen + negated(y->c), y->storage, 0, y->a, storage); //переход по лог. операции  
 storage->registers[y->storage] = 0;  
 y->a = storage->PC - 1; //переход, если истинно  
 fixLink(y->b, storage); //запись адреса перехода, если не истинно  
 y->storage = getReg(storage);  
 put(MOVIGen, y->storage, 0, 1, storage); //загрузка истинного значения  
 putJump(BRGen, 2, storage); //переход  
 fixLink(y->a, storage);  
 put(MOVIGen, y->storage, 0, 0, storage); //загрузка ложного значения  
 }  
 else if(y->mode != RegGen)  
 load(y, storage); //если y не в регистре - в регистр  
 if(x->mode == VarGen) {  
 if(x->level == 0)  
 x->a = x->a - (storage->PC) \* 4;  
 put(STWGen, y->storage, x->storage, x->a, storage); //если x переменная - сохранение в памяти  
 }  
 else  
 mark("Illegal assignment", storage);  
 storage->registers[x->storage] = 0;  
 storage->registers[y->storage] = 0; //освобождение регистров, так как переменная уже в памяти  
 }  
 else  
 mark("Incompatible assignment", storage);  
  
}  
  
void procedureCall(struct item \*x, struct parameters \*storage) {  
  
 //вызов процедуры  
 putJump(BSRGen, x->a - storage->PC, storage);  
  
}  
  
void globalCall(struct item \*x, struct item \*y, struct parameters \*storage) {  
  
 //вызов глобальных процедур  
 struct item\* z = (struct item\*)malloc(sizeof(struct item));  
 if(z == NULL) {  
 mark("Memory allocation error in function globalCall", storage);  
 return;  
 }  
 initItem(z, storage);  
 if(x->a < 4) {  
 if(y->classType->classType != IntegerGen)  
 mark("Argument must be integer", storage);  
 } //read, write, writehex - аргумент integer  
 if(x->a == 1) { //read  
 z->storage = getReg(storage);  
 z->mode = RegGen;  
 z->classType = storage->intType;  
 put(RDGen, z->storage, 0, 0, storage);  
 store(y, z, storage); //в регистр значение аргумента  
 }  
 else if(x->a == 2) { //write  
 load(y, storage);  
 put(WRDGen, 0, 0, y->storage, storage);  
 storage->registers[y->storage] = 0; //печать числа  
 }  
 else if(x->a == 3) { //writehex  
 load(y, storage);  
 put(WRHGen, 0, 0, y->storage, storage);  
 storage->registers[y->storage] = 0; //печать числа в формате 0x  
 }  
 else //writeln  
 put(WRLGen, 0, 0, 0, storage); //печать \n  
 if(z != NULL)  
 free(z);  
  
}  
  
void falseJump(struct item \*x, struct parameters \*storage) {  
  
 //переход, если условие не выполняется  
 if(x->classType->classType == BooleanGen) {  
 if(x->mode != CondGen)  
 loadBool(x, storage); //загрузка в регистр  
 putJump(BEQGen + negated(x->c), x->a, storage); //переход  
 storage->registers[x->storage] = 0;  
 fixLink(x->b, storage); //запись адреса перехода  
 x->a = storage->PC - 1;  
 }  
 else {  
 mark("Not boolean type", storage);  
 x->a = storage->PC;  
 }  
  
}  
  
void whileJump(int retAddress, struct parameters \*storage) {  
  
 //безусловный переход в конце цикла while  
 putJump(BRGen, retAddress - storage->PC, storage);  
  
}  
  
int elseJump(int retAddress, struct parameters \*storage) {  
  
 //переход для elsif/else  
 int newAddress;  
 putJump(BRGen, retAddress, storage);  
 newAddress = storage->PC - 1;  
 return newAddress;  
  
}  
  
void codeHeader(int size, struct parameters \*storage) {  
  
 //запись пролога программы  
 storage->entryAddress = storage->PC; //сохранение точки входа  
 put(MOVIGen, SPGen, 0, 1024 - size, storage); //вершина стека = память машины - память глоб. переменных  
 put(PSHGen, LNKGen, SPGen, 4, storage); //сохранение адреса вершины стека  
  
}  
  
void codeEnding(struct parameters \*storage) {  
  
 //конец кода.  
 put(POPGen, LNKGen, SPGen, 4, storage);  
 putJump(RETGen, LNKGen, storage);  
  
}  
  
void decode(struct parameters\* storage) {  
  
 //декордер, запись кода в файл  
 FILE\* outputFile = NULL;  
 printf("Recording compiled code...\n");  
 if((outputFile = fopen("output.txt", "wb")) == NULL) {  
 printf("Opening output file error!\n");  
 fprintf(storage->reportFile, "Opening output file error!\r\n");  
 return;  
 } //открытие output.txt  
 char mnemo[64][6];  
 strcpy(mnemo[MOVGen], "MOV ");  
 strcpy(mnemo[MVNGen], "MVN ");  
 strcpy(mnemo[ADDGen], "ADD ");  
 strcpy(mnemo[SUBGen], "SUB ");  
 strcpy(mnemo[MULGen], "MUL ");  
 strcpy(mnemo[DIVGen], "DIV ");  
 strcpy(mnemo[MODGen], "MOD ");  
 strcpy(mnemo[CMPGen], "CMP ");  
 strcpy(mnemo[MOVIGen], "MOVI ");  
 strcpy(mnemo[MVNIGen], "MVNI ");  
 strcpy(mnemo[ADDIGen], "ADDI ");  
 strcpy(mnemo[SUBIGen], "SUBI ");  
 strcpy(mnemo[MULIGen], "MULI ");  
 strcpy(mnemo[DIVIGen], "DIVI ");  
 strcpy(mnemo[MODIGen], "MODI ");  
 strcpy(mnemo[CMPIGen], "CMPI ");  
 strcpy(mnemo[CHKIGen], "CHKI ");  
 strcpy(mnemo[LDWGen], "LDW ");  
 strcpy(mnemo[LDBGen], "LDB ");  
 strcpy(mnemo[POPGen], "POP ");  
 strcpy(mnemo[STWGen], "STW ");  
 strcpy(mnemo[STBGen], "STB ");  
 strcpy(mnemo[PSHGen], "PSH ");  
 strcpy(mnemo[BEQGen], "BEQ ");  
 strcpy(mnemo[BNEGen], "BNE ");  
 strcpy(mnemo[BLTGen], "BLT ");  
 strcpy(mnemo[BGEGen], "BGE ");  
 strcpy(mnemo[BLEGen], "BLE ");  
 strcpy(mnemo[BGTGen], "BGT ");  
 strcpy(mnemo[BRGen], "BR ");  
 strcpy(mnemo[BSRGen], "BSR ");  
 strcpy(mnemo[RETGen], "RET ");  
 strcpy(mnemo[RDGen], "READ ");  
 strcpy(mnemo[WRDGen], "WRD ");  
 strcpy(mnemo[WRHGen], "WRH ");  
 strcpy(mnemo[WRLGen], "WRL "); //заполнение массива кодов команд  
 fprintf(outputFile, "entry %d\r\n", storage->entryAddress \* 4);  
 for(int i = 0; i < storage->PC; i++) {  
 int codeCommand = storage->code[i];  
 int command = (codeCommand >> 26) & 0x3F; //получение первых 5 бит - команда  
 fprintf(outputFile, "%d %s", 4 \* i, mnemo[command]);  
 if(command < MOVIGen) {  
 //c - регистр  
 fprintf(outputFile, "%d, %d, %d\r\n", (codeCommand >> 22) & 0x0F, (codeCommand >> 18) & 0x0F,  
 codeCommand & 0x0F); //a - след. 4 бита, b - след. 4 бита, c - след. 18 бит  
 }  
 else if(command < BEQGen) {  
 //c - константа либо смещение  
 int c = codeCommand & 0x3FFFF;  
 if(c >= 0x20000)  
 c -= 0x40000; //если смещение  
 fprintf(outputFile, "%d, %d, %d\r\n", (codeCommand >> 22) & 0x0F, (codeCommand >> 18) & 0x0F, c);  
 }  
 else {  
 int c = codeCommand & 0x3FFFFFF;  
 if(command == RETGen)  
 fprintf(outputFile, "%d\r\n", c); //c - регистр  
 else {  
 //c - смещение  
 if(c >= 0x2000000)  
 c -= 0x4000000;  
 fprintf(outputFile, "%d\r\n", c \* 4);  
 }  
 }  
 }  
 fprintf(outputFile, "%d bytes\r\n", storage->PC \* 4);  
 fclose(outputFile);  
 printf("Compiled code is in the \"output.txt\" file in the current directory. Bye!\n");  
  
}  
  
void parameterGen(struct item \*x, struct type \*ftyp, struct parameters \*storage) {  
  
 //запись фактических передаваемых параметров функции в стек  
 if(x->classType == ftyp) { //если параметр верный  
 if(x->mode != RegGen)  
 load(x, storage); //загрузка в регистр  
 put(PSHGen, x->storage, SPGen, 4, storage); //загрузка в стек  
 storage->registers[x->storage] = 0; //обнуление регистра  
 }  
 else  
 mark("Bad parameter type", storage);  
  
}