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# Introduction

## Goals and Objectives

## Statement of Scope

## Software Context

## Major Constraints

TBD – Need to figure out if this section will be needed or if all constraints will be covered in the section about constraints.

## Definitions, Acronyms and Abbreviations

* *App* – Abbreviation for application.
* *App User* – Someone that uses IdeaStorm
* *IdeaStorm* – The application being developed here.
* *MVC* – Abbreviation for Model-View-Controller a design pattern that separates the user interface components from the data management components.
* *UI* – Abbreviation for User Interface.

## Document Description

TBD – Provide a description of the document layout and the

# Data Design

TBD – Need to cover the file structure, how files are saved and the classes used for this.

TBD – Move the explanation and diagram from 3.2.3 of the old document to here and reword to explain better.

TBD – Add an ERD diagram to show the structure and relationship of the data.

TBD – May also want to consider adding a sequence diagram to show how data is saved.

# Architectural and Component Level Design

## Overall Design

### *MVC* Design Pattern

*IdeaStorm* uses the *MVC* design pattern [Cocoa Core Dependencies] to separate the data and data management from the views that the *app user* interacts with. By using the MVC design pattern, *IdeaStorm* can have a centralize data management components (aka. the model) that can be accessed by all other components of the app. In IdeaStorm, the model’s main class is the Database.

The Database class is then accessed directly via two controller components, the GalleryViewController and the DrawingViewController. As the names suggest, these classes also directly manage the views that provide the *UI* for the *app user*.

### AppDelegate

The AppDelegate class is responsible for initializing and setting up the main classes in *IdeaStorm.* The AppDelegate performs the following steps when run:

1. Creates an instance of the Database class.
2. Creates an instance of the GalleryViewController and DrawingViewController classes.
   1. The Database instance is provided to these instances during initialization so each view controller has a reference to the same data component.
3. Provide the instance of the GalleryViewController with a reference to the instance of the DrawingViewController.
4. Sets the GalleryViewController instance as the root view controller for the *app.*
5. Makes the window (including the root view controller) visible.

## Drawing Engine Design

### Drawing Engine Structure

TBD – Create a JSD describing the Drawing engine

### Drawing Engine Classes

TBD – Create a class diagram showing all the class relationships

### Drawing Sequence

TBD – Create a sequence diagram that describes drawing

## Gallery Design

### Gallery Structure

TBD – This section should provide a high level overview of the gallery.

TBD – Move the JSD describing the Gallery’s design here from section 3.1 of the old document (This diagram also needs to be corrected, remove strokes under the Drawing element and replace with Drawing Thumbnail). The explanation that goes along with the diagram would need to move here as well.

### Gallery Classes

TBD – Create a class diagram showing all the class relationships for the gallery

## Class Descriptions

TBD – Need a table or some other way to describe the classes in detail that is much more compact and organized then the old method. Can separate this into separate tables for

# User Interface Design

TBD – I maybe able to reference the user interface mockups in the SRS for this.

TBD – Pull (or reference) the UI mockups from the SRS

TBD – Create storyboards were and if needed to describe the rest of the UI.

# Security

TBD – This is simple, there is no security other then what Apple provides on its devices.

# Restriction, Limitations and Constraints

TBD – Explain the platforms and OS versions that it will be limited to. Also explain what the software cannot do (load previous drawings, rearrange drawings).

# Testing Issues

TBD – Explain the testing process for IdeaStorm (Manual Test Scripts) and the test scripts that were developed.

# Design Process

TBD – Explain the process of designing IdeaStorm including this rewrite.

TBD – Need to explain that both major components were built in different semesters which explains some of the differences in the design approach (heavy use of delegate and protocols in last semester for gallery)

# Conclusion

TBD – Explain each of the below sections using bullet points

## What Worked Well

## Challenges

## Lessons Learned

# Requirements Traceability

TBD – Need to separate these by the requirement type and the major part of the software they belong to (drawing engine or gallery).

## Drawing Engine Requirements

### External Interface Requirements

|  |  |
| --- | --- |
| Requirement | Document(s), section(s) and/or process(es) that meets the requirement |
| **EIR005** |  |
| **EIR018** |  |
| **EIR001** |  |
| **EIR002** |  |
| **EIR012** |  |
| **EIR022** |  |
| **EIR025** |  |
| **EIR019** |  |
| **EIR011** |  |
| **EIR021** |  |
| **EIR028** |  |
| **EIR026** |  |
| **EIR027** |  |
| **EIR029** |  |

### Functional Requirements

|  |  |
| --- | --- |
| Requirement | Document(s), section(s) and/or process(es) that meets the requirement |
| **FR001** |  |
| **FR002** |  |
| **FR003** |  |
| **FR013** |  |
| **FR033** |  |
| **FR032** |  |
| **FR004** |  |
| **FR005** |  |
| **FR017** |  |
| **FR020** |  |
| **FR023** |  |
| **FR021** |  |

### Performance Requirements

|  |  |
| --- | --- |
| Requirement | Document(s), section(s) and/or process(es) that meets the requirement |
| **PR001** |  |
| **PR002** |  |
| **PR005** |  |

## Gallery Requirements

### External Interface Requirements

|  |  |
| --- | --- |
| Requirement | Document(s), section(s) and/or process(es) that meets the requirement |
| **EIR044** |  |
| **EIR038** |  |
| **EIR039** |  |
| **EIR030** |  |
| **EIR031** |  |
| **EIR032** |  |
| **EIR033** |  |
| **EIR034** |  |
| **EIR035** |  |
| **EIR036** |  |
| **EIR037** |  |
| **EIR041** |  |
| **EIR045** |  |
| **EIR047** |  |

### Functional Requirements

|  |  |
| --- | --- |
| Requirement | Document(s), section(s) and/or process(es) that meets the requirement |
| **FR041** |  |
| **FR035** |  |
| **FR042** |  |
| **FR036** |  |
| **FR037** |  |
| **FR014** |  |
| **FR038** |  |
| **FR040** |  |

### Performance Requirements

|  |  |
| --- | --- |
| Requirement | Document(s), section(s) and/or process(es) that meets the requirement |
| **PR006** |  |
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