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Appendix 1: Credit Card Approval

## PART 1 : NAIVE BAYES MODELLING

## STEP 1 : Collecting data

#Setting the working directory where the datasets are stored.  
setwd("W:/DMML1/DMML\_1\_Project/DataSets/D2\_credit\_approval/Credit\_Card\_Approval")  
#Loading two files with application and record of credit of customers  
application <- read.csv("application\_record.csv")  
record <- read.csv("credit\_record.csv")  
print("The files are stored in application and record varibale as a dataframe")

## [1] "The files are stored in application and record varibale as a dataframe"

## STEP 2 : Exploring and Preparing the data

### STEP 2.1 : Checking the summary and structure of the datasets

#Summary and Structure of Application dataset  
print("The summary and structure of application data is:")

## [1] "The summary and structure of application data is:"

summary(application)

## ID CODE\_GENDER FLAG\_OWN\_CAR FLAG\_OWN\_REALTY   
## Min. :5008804 Length:438557 Length:438557 Length:438557   
## 1st Qu.:5609375 Class :character Class :character Class :character   
## Median :6047745 Mode :character Mode :character Mode :character   
## Mean :6022176   
## 3rd Qu.:6456971   
## Max. :7999952   
## CNT\_CHILDREN AMT\_INCOME\_TOTAL NAME\_INCOME\_TYPE NAME\_EDUCATION\_TYPE  
## Min. : 0.0000 Min. : 26100 Length:438557 Length:438557   
## 1st Qu.: 0.0000 1st Qu.: 121500 Class :character Class :character   
## Median : 0.0000 Median : 160780 Mode :character Mode :character   
## Mean : 0.4274 Mean : 187524   
## 3rd Qu.: 1.0000 3rd Qu.: 225000   
## Max. :19.0000 Max. :6750000   
## NAME\_FAMILY\_STATUS NAME\_HOUSING\_TYPE DAYS\_BIRTH DAYS\_EMPLOYED   
## Length:438557 Length:438557 Min. :-25201 Min. :-17531   
## Class :character Class :character 1st Qu.:-19483 1st Qu.: -3103   
## Mode :character Mode :character Median :-15630 Median : -1467   
## Mean :-15998 Mean : 60564   
## 3rd Qu.:-12514 3rd Qu.: -371   
## Max. : -7489 Max. :365243   
## FLAG\_MOBIL FLAG\_WORK\_PHONE FLAG\_PHONE FLAG\_EMAIL   
## Min. :1 Min. :0.0000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:1 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:0.0000   
## Median :1 Median :0.0000 Median :0.0000 Median :0.0000   
## Mean :1 Mean :0.2061 Mean :0.2878 Mean :0.1082   
## 3rd Qu.:1 3rd Qu.:0.0000 3rd Qu.:1.0000 3rd Qu.:0.0000   
## Max. :1 Max. :1.0000 Max. :1.0000 Max. :1.0000   
## OCCUPATION\_TYPE CNT\_FAM\_MEMBERS   
## Length:438557 Min. : 1.000   
## Class :character 1st Qu.: 2.000   
## Mode :character Median : 2.000   
## Mean : 2.194   
## 3rd Qu.: 3.000   
## Max. :20.000

str(application)

## 'data.frame': 438557 obs. of 18 variables:  
## $ ID : int 5008804 5008805 5008806 5008808 5008809 5008810 5008811 5008812 5008813 5008814 ...  
## $ CODE\_GENDER : chr "M" "M" "M" "F" ...  
## $ FLAG\_OWN\_CAR : chr "Y" "Y" "Y" "N" ...  
## $ FLAG\_OWN\_REALTY : chr "Y" "Y" "Y" "Y" ...  
## $ CNT\_CHILDREN : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ AMT\_INCOME\_TOTAL : num 427500 427500 112500 270000 270000 ...  
## $ NAME\_INCOME\_TYPE : chr "Working" "Working" "Working" "Commercial associate" ...  
## $ NAME\_EDUCATION\_TYPE: chr "Higher education" "Higher education" "Secondary / secondary special" "Secondary / secondary special" ...  
## $ NAME\_FAMILY\_STATUS : chr "Civil marriage" "Civil marriage" "Married" "Single / not married" ...  
## $ NAME\_HOUSING\_TYPE : chr "Rented apartment" "Rented apartment" "House / apartment" "House / apartment" ...  
## $ DAYS\_BIRTH : int -12005 -12005 -21474 -19110 -19110 -19110 -19110 -22464 -22464 -22464 ...  
## $ DAYS\_EMPLOYED : int -4542 -4542 -1134 -3051 -3051 -3051 -3051 365243 365243 365243 ...  
## $ FLAG\_MOBIL : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ FLAG\_WORK\_PHONE : int 1 1 0 0 0 0 0 0 0 0 ...  
## $ FLAG\_PHONE : int 0 0 0 1 1 1 1 0 0 0 ...  
## $ FLAG\_EMAIL : int 0 0 0 1 1 1 1 0 0 0 ...  
## $ OCCUPATION\_TYPE : chr "" "" "Security staff" "Sales staff" ...  
## $ CNT\_FAM\_MEMBERS : num 2 2 2 1 1 1 1 1 1 1 ...

#Summary and structure of Credit Record dataset  
print("The summary and structure of credit data is:")

## [1] "The summary and structure of credit data is:"

summary(record)

## ID MONTHS\_BALANCE STATUS   
## Min. :5001711 Min. :-60.00 Length:1048575   
## 1st Qu.:5023644 1st Qu.:-29.00 Class :character   
## Median :5062104 Median :-17.00 Mode :character   
## Mean :5068286 Mean :-19.14   
## 3rd Qu.:5113856 3rd Qu.: -7.00   
## Max. :5150487 Max. : 0.00

str(record)

## 'data.frame': 1048575 obs. of 3 variables:  
## $ ID : int 5001711 5001711 5001711 5001711 5001712 5001712 5001712 5001712 5001712 5001712 ...  
## $ MONTHS\_BALANCE: int 0 -1 -2 -3 0 -1 -2 -3 -4 -5 ...  
## $ STATUS : chr "X" "0" "0" "0" ...

#Checking number of unique entries  
print(paste0("Number of Unique records in Application dataset : ",length(unique(application$ID))))

## [1] "Number of Unique records in Application dataset : 438510"

print(paste0("Number of Unique records in Credit Record dataset : ",length(unique(record$ID))))

## [1] "Number of Unique records in Credit Record dataset : 45985"

### STEP 2.2 : Cleaning the application data

It is evident from the unique ID of both the datasets that the unique id count in application data is 4,38,510 and the unique id count in record data is 45,985. Therefore the duplicated entries from the application dataset needs to be removed.

#tidyverse used for duplicate function  
library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.0 --

## v ggplot2 3.3.2 v purrr 0.3.4  
## v tibble 3.0.4 v dplyr 1.0.2  
## v tidyr 1.1.2 v stringr 1.4.0  
## v readr 1.4.0 v forcats 0.5.0

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

#Removing duplicate rows except for the ID because ID is unique in each row  
application <- application[!duplicated(application[,-1]),]  
str(application)

## 'data.frame': 90085 obs. of 18 variables:  
## $ ID : int 5008804 5008806 5008808 5008812 5008815 5008819 5008825 5008830 5008834 5008836 ...  
## $ CODE\_GENDER : chr "M" "M" "F" "F" ...  
## $ FLAG\_OWN\_CAR : chr "Y" "Y" "N" "N" ...  
## $ FLAG\_OWN\_REALTY : chr "Y" "Y" "Y" "Y" ...  
## $ CNT\_CHILDREN : int 0 0 0 0 0 0 0 0 1 3 ...  
## $ AMT\_INCOME\_TOTAL : num 427500 112500 270000 283500 270000 ...  
## $ NAME\_INCOME\_TYPE : chr "Working" "Working" "Commercial associate" "Pensioner" ...  
## $ NAME\_EDUCATION\_TYPE: chr "Higher education" "Secondary / secondary special" "Secondary / secondary special" "Higher education" ...  
## $ NAME\_FAMILY\_STATUS : chr "Civil marriage" "Married" "Single / not married" "Separated" ...  
## $ NAME\_HOUSING\_TYPE : chr "Rented apartment" "House / apartment" "House / apartment" "House / apartment" ...  
## $ DAYS\_BIRTH : int -12005 -21474 -19110 -22464 -16872 -17778 -10669 -10031 -10968 -12689 ...  
## $ DAYS\_EMPLOYED : int -4542 -1134 -3051 365243 -769 -1194 -1103 -1469 -1620 -1163 ...  
## $ FLAG\_MOBIL : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ FLAG\_WORK\_PHONE : int 1 0 0 0 1 0 0 0 0 0 ...  
## $ FLAG\_PHONE : int 0 0 1 0 1 0 0 1 0 0 ...  
## $ FLAG\_EMAIL : int 0 0 1 0 1 0 0 0 0 0 ...  
## $ OCCUPATION\_TYPE : chr "" "Security staff" "Sales staff" "" ...  
## $ CNT\_FAM\_MEMBERS : num 2 2 1 1 2 2 2 2 2 5 ...

#Checking if there are any duplicate values still left in the application dataset  
print("The number of duplciate enteries in the application dataset are: ")

## [1] "The number of duplciate enteries in the application dataset are: "

sum(duplicated(application[,-1]))

## [1] 0

### STEP 2.3 : Cleaning the Record data

X = Paid dues daily C = Debt is clear 0 = dues pending from 0-29 days 1 = dues pending from 30-59 days 2 = dues pending from 60-89 days 3 = dues pending from 90-119 days 4 = dues pending from

#Setting the status of each record in the record dataset  
record$STATUS[record$STATUS=="X"] <- "1"  
record$STATUS[record$STATUS=="C"] <- "1"  
record$STATUS[record$STATUS=="0"] <- "1"  
record$STATUS[record$STATUS=="1"] <- "1"  
record$STATUS[record$STATUS=="2"] <- "0"  
record$STATUS[record$STATUS=="3"] <- "0"  
record$STATUS[record$STATUS=="4"] <- "0"  
record$STATUS[record$STATUS=="5"] <- "0"  
str(record)

## 'data.frame': 1048575 obs. of 3 variables:  
## $ ID : int 5001711 5001711 5001711 5001711 5001712 5001712 5001712 5001712 5001712 5001712 ...  
## $ MONTHS\_BALANCE: int 0 -1 -2 -3 0 -1 -2 -3 -4 -5 ...  
## $ STATUS : chr "1" "1" "1" "1" ...

#Setting outcome variable as categorical factor  
record$STATUS <- factor(record$STATUS,levels = c(0,1),labels = c("Not Approved","Approved"))

### STEP 2.4 : Combining the datasets basis their Unique ID’s

library(Amelia)

## Loading required package: Rcpp

## ##   
## ## Amelia II: Multiple Imputation  
## ## (Version 1.7.6, built: 2019-11-24)  
## ## Copyright (C) 2005-2021 James Honaker, Gary King and Matthew Blackwell  
## ## Refer to http://gking.harvard.edu/amelia/ for more information  
## ##

#Merging both the datasets based on the Unique ID's  
final <- merge(application,record,by="ID")  
str(final)

## 'data.frame': 219173 obs. of 20 variables:  
## $ ID : int 5008804 5008804 5008804 5008804 5008804 5008804 5008804 5008804 5008804 5008804 ...  
## $ CODE\_GENDER : chr "M" "M" "M" "M" ...  
## $ FLAG\_OWN\_CAR : chr "Y" "Y" "Y" "Y" ...  
## $ FLAG\_OWN\_REALTY : chr "Y" "Y" "Y" "Y" ...  
## $ CNT\_CHILDREN : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ AMT\_INCOME\_TOTAL : num 427500 427500 427500 427500 427500 ...  
## $ NAME\_INCOME\_TYPE : chr "Working" "Working" "Working" "Working" ...  
## $ NAME\_EDUCATION\_TYPE: chr "Higher education" "Higher education" "Higher education" "Higher education" ...  
## $ NAME\_FAMILY\_STATUS : chr "Civil marriage" "Civil marriage" "Civil marriage" "Civil marriage" ...  
## $ NAME\_HOUSING\_TYPE : chr "Rented apartment" "Rented apartment" "Rented apartment" "Rented apartment" ...  
## $ DAYS\_BIRTH : int -12005 -12005 -12005 -12005 -12005 -12005 -12005 -12005 -12005 -12005 ...  
## $ DAYS\_EMPLOYED : int -4542 -4542 -4542 -4542 -4542 -4542 -4542 -4542 -4542 -4542 ...  
## $ FLAG\_MOBIL : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ FLAG\_WORK\_PHONE : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ FLAG\_PHONE : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ FLAG\_EMAIL : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ OCCUPATION\_TYPE : chr "" "" "" "" ...  
## $ CNT\_FAM\_MEMBERS : num 2 2 2 2 2 2 2 2 2 2 ...  
## $ MONTHS\_BALANCE : int -1 -11 -6 -5 -3 -13 -9 -10 -15 -7 ...  
## $ STATUS : Factor w/ 2 levels "Not Approved",..: 2 2 2 2 2 2 2 2 2 2 ...

#Checking if there are any Missing Values in the dataset  
missmap(final)
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### STEP 2.5 : Visualizing the dataset

library(GGally)

## Registered S3 method overwritten by 'GGally':  
## method from   
## +.gg ggplot2

plot(final$STATUS,main= "Classification of Approval",ylab="Count",xlab="To approve?",col="blue")
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#The number of Approved and Not approved applications in the dataset are  
as.data.frame(table(final$STATUS))

## Var1 Freq  
## 1 Not Approved 1039  
## 2 Approved 218134

### STEP 2.6 : Changing variables

#Factorizing all the character variables because for balancing the dataset all the varibales needs to be either numeric or factors  
final$CODE\_GENDER <- as.factor(final$CODE\_GENDER)  
final$FLAG\_OWN\_CAR <- as.factor(final$FLAG\_OWN\_CAR)  
final$FLAG\_OWN\_REALTY <- as.factor(final$FLAG\_OWN\_REALTY)  
final$NAME\_INCOME\_TYPE <- as.factor(final$NAME\_INCOME\_TYPE)  
final$NAME\_EDUCATION\_TYPE <- as.factor(final$NAME\_EDUCATION\_TYPE)  
final$NAME\_FAMILY\_STATUS <- as.factor(final$NAME\_FAMILY\_STATUS)  
final$NAME\_HOUSING\_TYPE <- as.factor(final$NAME\_HOUSING\_TYPE)  
final$OCCUPATION\_TYPE <- as.factor(final$OCCUPATION\_TYPE)

## STEP 3 : Data preparation

## STEP 3.1 : Partioning the data into training and testing subsets

library(caTools)  
library(caret)

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

index <- createDataPartition(y=final$STATUS,p=0.75,list = FALSE)  
training <- final[index,]  
testing <- final[-index,]  
print("Dimensions of the training dataset are: ")

## [1] "Dimensions of the training dataset are: "

dim(training)

## [1] 164381 20

print("Dimensions of the testing dataset are: ")

## [1] "Dimensions of the testing dataset are: "

dim(testing)

## [1] 54792 20

print("The percentage of Approved and Not Approved fields in the training dataset are: ")

## [1] "The percentage of Approved and Not Approved fields in the training dataset are: "

prop.table(table(training$STATUS))

##   
## Not Approved Approved   
## 0.004745074 0.995254926

print("The percentage of Approved and Not Approved fields in the testing dataset are: ")

## [1] "The percentage of Approved and Not Approved fields in the testing dataset are: "

prop.table(table(testing$STATUS))

##   
## Not Approved Approved   
## 0.004726967 0.995273033

print("Number of approved and not approved values in the training data are:")

## [1] "Number of approved and not approved values in the training data are:"

as.data.frame(table(training$STATUS))

## Var1 Freq  
## 1 Not Approved 780  
## 2 Approved 163601

## STEP 3.1. : Removing Unbalancing from the dataset

set.seed(101)  
options(scipen=999)  
library(DMwR)

## Loading required package: grid

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

#Using SMOTE technique to balance the dataset  
balanced\_train <- SMOTE(STATUS~.,data=training,perc.over = 5500,k=2,perc.under = 300)  
#The number of approved and not approved counts after balancing the data   
as.data.frame(table(balanced\_train$STATUS))

## Var1 Freq  
## 1 Not Approved 43680  
## 2 Approved 128700

## STEP 4 : Training Naive Bayes model

library(e1071)  
#Building a model on the training data   
train\_classifier <- balanced\_train[,-20]  
train\_label <- balanced\_train$STATUS  
approval\_classifier <- naiveBayes(train\_classifier,train\_label)

## STEP 5 : Evaluating Model Performance

library(gmodels)  
library(caret)  
#Running the trained model on the testing data  
as.data.frame(table(testing$STATUS))

## Var1 Freq  
## 1 Not Approved 259  
## 2 Approved 54533

test\_classifier <- testing[,-20]  
test\_label <- testing$STATUS  
approval\_predict <- predict(approval\_classifier,test\_classifier)  
#Cross Table for evaluating the performance  
CrossTable(approval\_predict,test\_label,prop.chisq = F,prop.t=F,  
 dnn = c("predicted","actual"))

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Row Total |  
## | N / Col Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 54792   
##   
##   
## | actual   
## predicted | Not Approved | Approved | Row Total |   
## -------------|--------------|--------------|--------------|  
## Not Approved | 56 | 8440 | 8496 |   
## | 0.007 | 0.993 | 0.155 |   
## | 0.216 | 0.155 | |   
## -------------|--------------|--------------|--------------|  
## Approved | 203 | 46093 | 46296 |   
## | 0.004 | 0.996 | 0.845 |   
## | 0.784 | 0.845 | |   
## -------------|--------------|--------------|--------------|  
## Column Total | 259 | 54533 | 54792 |   
## | 0.005 | 0.995 | |   
## -------------|--------------|--------------|--------------|  
##   
##

print("The accuracy of the simpel Naive Bayes model with laplace = 0 is : ")

## [1] "The accuracy of the simpel Naive Bayes model with laplace = 0 is : "

accuracy <- table(test\_label,approval\_predict)  
sum(diag(accuracy))/sum(accuracy)

## [1] 0.842258

#Evaluating the model on the training data itself.  
approval\_predicttrain <- predict(approval\_classifier,train\_classifier)  
#Cross Table for evaluating the performance  
CrossTable(approval\_predicttrain,train\_label,prop.chisq = F,prop.t=F,  
 dnn = c("predicted","actual"))

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Row Total |  
## | N / Col Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 172380   
##   
##   
## | actual   
## predicted | Not Approved | Approved | Row Total |   
## -------------|--------------|--------------|--------------|  
## Not Approved | 36082 | 20391 | 56473 |   
## | 0.639 | 0.361 | 0.328 |   
## | 0.826 | 0.158 | |   
## -------------|--------------|--------------|--------------|  
## Approved | 7598 | 108309 | 115907 |   
## | 0.066 | 0.934 | 0.672 |   
## | 0.174 | 0.842 | |   
## -------------|--------------|--------------|--------------|  
## Column Total | 43680 | 128700 | 172380 |   
## | 0.253 | 0.747 | |   
## -------------|--------------|--------------|--------------|  
##   
##

print("The accuracy of the simpel Naive Bayes model with laplace = 0 is : ")

## [1] "The accuracy of the simpel Naive Bayes model with laplace = 0 is : "

accuracyabc <- table(train\_label,approval\_predicttrain)  
sum(diag(accuracyabc))/sum(accuracyabc)

## [1] 0.837632

#Confusion matrix for further evaluatind model's performance  
  
confusionMatrix(approval\_predict,test\_label)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Not Approved Approved  
## Not Approved 56 8440  
## Approved 203 46093  
##   
## Accuracy : 0.8423   
## 95% CI : (0.8392, 0.8453)   
## No Information Rate : 0.9953   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.0037   
##   
## Mcnemar's Test P-Value : <0.0000000000000002  
##   
## Sensitivity : 0.216216   
## Specificity : 0.845231   
## Pos Pred Value : 0.006591   
## Neg Pred Value : 0.995615   
## Prevalence : 0.004727   
## Detection Rate : 0.001022   
## Detection Prevalence : 0.155059   
## Balanced Accuracy : 0.530724   
##   
## 'Positive' Class : Not Approved   
##

## STEP 6 : Improving Model Performance

#Training the model with laplace value = 1   
approval\_classifier1 <- naiveBayes(train\_classifier,train\_label,laplace=1)  
#Running the model on testing subset and evaluating it's performance  
approval\_predict1 <- predict(approval\_classifier1,test\_classifier)  
accuracy1 <- table(test\_label,approval\_predict1)  
print("The accuracy of the simpel Naive Bayes model with laplace = 1 is : ")

## [1] "The accuracy of the simpel Naive Bayes model with laplace = 1 is : "

sum(diag(accuracy1))/sum(accuracy1)

## [1] 0.8428603

### STEP 6.1: Balancing the testing data

#Balancing the testing data as well and then prediction the values  
as.data.frame(table(testing$STATUS))

## Var1 Freq  
## 1 Not Approved 259  
## 2 Approved 54533

balanced\_test <- SMOTE(STATUS~.,data=testing,perc.over = 4500,k=2,perc.under = 300)  
as.data.frame(table(balanced\_test$STATUS))

## Var1 Freq  
## 1 Not Approved 11914  
## 2 Approved 34965

balanced\_test\_classifier <- balanced\_test[,-20]  
balanced\_test\_label <- balanced\_test$STATUS  
balanced\_approval\_predict <- predict(approval\_classifier1,balanced\_test\_classifier)  
confusionMatrix(balanced\_approval\_predict,balanced\_test\_label)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Not Approved Approved  
## Not Approved 6243 5332  
## Approved 5671 29633  
##   
## Accuracy : 0.7653   
## 95% CI : (0.7614, 0.7691)   
## No Information Rate : 0.7459   
## P-Value [Acc > NIR] : < 0.00000000000000022  
##   
## Kappa : 0.375   
##   
## Mcnemar's Test P-Value : 0.001272   
##   
## Sensitivity : 0.5240   
## Specificity : 0.8475   
## Pos Pred Value : 0.5394   
## Neg Pred Value : 0.8394   
## Prevalence : 0.2541   
## Detection Rate : 0.1332   
## Detection Prevalence : 0.2469   
## Balanced Accuracy : 0.6858   
##   
## 'Positive' Class : Not Approved   
##

bfscore <- confusionMatrix(balanced\_approval\_predict,balanced\_test\_label,mode="prec\_recall")  
print("The precision of the naive bayes is: ")

## [1] "The precision of the naive bayes is: "

bfscore$byClass["Precision"]

## Precision   
## 0.5393521

bfscore$byClass["Recall"]

## Recall   
## 0.5240054

bfscore$byClass["F1"]

## F1   
## 0.531568

### STEP 5.1 : Further Evaluating the performance of the best model

Evaluating model with laplace =1

library(caret)  
confusionMatrix(approval\_predict1,test\_label)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Not Approved Approved  
## Not Approved 56 8407  
## Approved 203 46126  
##   
## Accuracy : 0.8429   
## 95% CI : (0.8398, 0.8459)   
## No Information Rate : 0.9953   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.0037   
##   
## Mcnemar's Test P-Value : <0.0000000000000002  
##   
## Sensitivity : 0.216216   
## Specificity : 0.845836   
## Pos Pred Value : 0.006617   
## Neg Pred Value : 0.995618   
## Prevalence : 0.004727   
## Detection Rate : 0.001022   
## Detection Prevalence : 0.154457   
## Balanced Accuracy : 0.531026   
##   
## 'Positive' Class : Not Approved   
##

# F score of the model  
fscore <- confusionMatrix(approval\_predict1,test\_label,mode="prec\_recall")  
print("The precision of the naive bayes is: ")

## [1] "The precision of the naive bayes is: "

fscore$byClass["Precision"]

## Precision   
## 0.006617039

fscore$byClass["Recall"]

## Recall   
## 0.2162162

fscore$byClass["F1"]

## F1   
## 0.01284109

### STEP 5.2 : Evalutating Performance of the best model with ROC curve

library(ROCR)  
rocpredict <- predict(approval\_classifier1,test\_classifier,type = "raw")  
pred = prediction(rocpredict[,2],test\_label)  
pref = performance(pred,"tpr","fpr")  
plot(pref, avg="threshold", colorize=T, lwd=3, main="ROC curve for Naive Bayes with laplace = 1")  
abline(a=0,b=1,lwd=2,lty=2,col="grey")

![](data:image/png;base64,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)

#AUC  
a <- performance(pred,"auc")  
a <- unlist(slot(a,"y.values"))  
a

## [1] 0.4676902

# PART 2 : RANDOM FOREST MODELLING

## STEP 1 - STEP 3 remains the same

## STEP 4 : Training the Random Forest Model

library(randomForest)

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

library(caTools)  
memory.limit(size = 56000)

## [1] 56000

#Training Random Forest Model  
model\_random <- randomForest(train\_classifier,train\_label)  
model\_random

##   
## Call:  
## randomForest(x = train\_classifier, y = train\_label)   
## Type of random forest: classification  
## Number of trees: 500  
## No. of variables tried at each split: 4  
##   
## OOB estimate of error rate: 0.42%  
## Confusion matrix:  
## Not Approved Approved class.error  
## Not Approved 43033 647 0.0148122711  
## Approved 81 128619 0.0006293706

## STEP 5 : Evalutating the model

#Predicting values with the help of trained model for the training data itself  
random\_predict <- predict(model\_random,train\_classifier)  
table(random\_predict,train\_label)

## train\_label  
## random\_predict Not Approved Approved  
## Not Approved 43216 66  
## Approved 464 128634

accuracyr <- table(train\_label,random\_predict)  
print("The accuracy of the model on it's own training data is : ")

## [1] "The accuracy of the model on it's own training data is : "

sum(diag(accuracyr))/sum(accuracyr)

## [1] 0.9969254

#Predicting values with the help of trained model for the testing data  
random\_predict1 <- predict(model\_random,test\_classifier)  
accuracy\_test <- table(random\_predict1,test\_label)  
accuracy\_test

## test\_label  
## random\_predict1 Not Approved Approved  
## Not Approved 118 59  
## Approved 141 54474

print("The accuracy of the model on testing data is : ")

## [1] "The accuracy of the model on testing data is : "

sum(diag(accuracy\_test))/sum(accuracy\_test)

## [1] 0.9963498

confusionMatrix(random\_predict1,test\_label)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Not Approved Approved  
## Not Approved 118 59  
## Approved 141 54474  
##   
## Accuracy : 0.9963   
## 95% CI : (0.9958, 0.9968)  
## No Information Rate : 0.9953   
## P-Value [Acc > NIR] : 0.00007711246   
##   
## Kappa : 0.5395   
##   
## Mcnemar's Test P-Value : 0.00000001019   
##   
## Sensitivity : 0.455598   
## Specificity : 0.998918   
## Pos Pred Value : 0.666667   
## Neg Pred Value : 0.997418   
## Prevalence : 0.004727   
## Detection Rate : 0.002154   
## Detection Prevalence : 0.003230   
## Balanced Accuracy : 0.727258   
##   
## 'Positive' Class : Not Approved   
##

## STEP 6 : Improving the model performance

model\_random1 <- randomForest(train\_classifier,train\_label,ntree=500,mtry=6)  
model\_random1

##   
## Call:  
## randomForest(x = train\_classifier, y = train\_label, ntree = 500, mtry = 6)   
## Type of random forest: classification  
## Number of trees: 500  
## No. of variables tried at each split: 6  
##   
## OOB estimate of error rate: 0.31%  
## Confusion matrix:  
## Not Approved Approved class.error  
## Not Approved 43219 461 0.0105540293  
## Approved 79 128621 0.0006138306

random\_predict2 <- predict(model\_random1,test\_classifier)  
confusionMatrix(random\_predict2,test\_label)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Not Approved Approved  
## Not Approved 138 60  
## Approved 121 54473  
##   
## Accuracy : 0.9967   
## 95% CI : (0.9962, 0.9972)  
## No Information Rate : 0.9953   
## P-Value [Acc > NIR] : 0.0000001774   
##   
## Kappa : 0.6023   
##   
## Mcnemar's Test P-Value : 0.0000082050   
##   
## Sensitivity : 0.532819   
## Specificity : 0.998900   
## Pos Pred Value : 0.696970   
## Neg Pred Value : 0.997784   
## Prevalence : 0.004727   
## Detection Rate : 0.002519   
## Detection Prevalence : 0.003614   
## Balanced Accuracy : 0.765859   
##   
## 'Positive' Class : Not Approved   
##

model\_random2 <- randomForest(train\_classifier,train\_label,ntree=500,mtry=8,importance = T)  
model\_random2

##   
## Call:  
## randomForest(x = train\_classifier, y = train\_label, ntree = 500, mtry = 8, importance = T)   
## Type of random forest: classification  
## Number of trees: 500  
## No. of variables tried at each split: 8  
##   
## OOB estimate of error rate: 0.27%  
## Confusion matrix:  
## Not Approved Approved class.error  
## Not Approved 43277 403 0.0092261905  
## Approved 58 128642 0.0004506605

random\_predict3 <- predict(model\_random2,test\_classifier)  
confusionMatrix(random\_predict3,test\_label)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Not Approved Approved  
## Not Approved 150 63  
## Approved 109 54470  
##   
## Accuracy : 0.9969   
## 95% CI : (0.9964, 0.9973)  
## No Information Rate : 0.9953   
## P-Value [Acc > NIR] : 0.000000005126   
##   
## Kappa : 0.634   
##   
## Mcnemar's Test P-Value : 0.0006009   
##   
## Sensitivity : 0.579151   
## Specificity : 0.998845   
## Pos Pred Value : 0.704225   
## Neg Pred Value : 0.998003   
## Prevalence : 0.004727   
## Detection Rate : 0.002738   
## Detection Prevalence : 0.003887   
## Balanced Accuracy : 0.788998   
##   
## 'Positive' Class : Not Approved   
##

#Checking the importance of varibale in model training for the best model

varImpPlot(model\_random2)
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## STEP 5.1 : Further evaluating the best model by ROC curve

rocrandom <- predict(model\_random2,test\_classifier,type = "prob")  
pred1 = prediction(rocrandom[,2],test\_label)  
pref1 = performance(pred,"tpr","fpr")  
plot(pref1, avg="threshold", colorize=T, lwd=3, main="ROC curve for random  
forest" )   
abline(a=0,b=1,lwd=2,lty=2,col="grey")
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#AUC  
ar <- performance(pred1,"auc")  
ar <- unlist(slot(ar,"y.values"))  
ar

## [1] 0.03339563

### STEP 5.2 : Model statistics of the best model

# F score of the best random model   
frscore <- confusionMatrix(random\_predict3,test\_label,mode="prec\_recall")  
print("The precision of the naive bayes is: ")

## [1] "The precision of the naive bayes is: "

frscore$byClass["Precision"]

## Precision   
## 0.7042254

frscore$byClass["Recall"]

## Recall   
## 0.5791506

frscore$byClass["F1"]

## F1   
## 0.6355932

# STEP 6.2: COMPARING NAIVE BAYES AND RANDOM FOREST FOR THIS DATASET

plot(pref, col=1, lwd=3,avg= "threshold", main="ROC curve NB vs RF")  
plot(pref1, col=2, lwd=3, add=TRUE)  
legend(0.6, 0.6, c("NaiveBayes","rforest"), 1:2)
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Appendix 2: Bank Default

# PART 1: LOGISTIC REGRESSION MODELLING

## STEP 1 : Collecting Data

setwd("W:/DMML1/DMML\_1\_Project/DataSets/D5\_russian\_banks")  
bank <- read.csv("russian\_banks.csv")

## STEP 2 : Exploring and Preparing the Data

print("The summary of bank data is:")

## [1] "The summary of bank data is:"

summary(bank)

## Ð.Ð.Ñ.ÐµÐ.Ð.Ð.Ñ. Ð.Ð.Ñ.Ð. net\_assets ROA   
## Min. : 0 Length:72439 Min. :0.000e+00 Min. :-64556.0   
## 1st Qu.:1222 Class :character 1st Qu.:1.280e+06 1st Qu.: 14.0   
## Median :2388 Mode :character Median :3.617e+06 Median : 91.0   
## Mean :2127 Mean :7.136e+07 Mean : 123.1   
## 3rd Qu.:3013 3rd Qu.:1.354e+07 3rd Qu.: 215.0   
## Max. :3481 Max. :2.378e+10 Max. : 76314.0   
## NA's :1956   
## liquid ibl stocks   
## Min. :0.000e+00 Min. :0.000e+00 Min. : -12236   
## 1st Qu.:1.865e+05 1st Qu.:1.500e+04 1st Qu.: 0   
## Median :4.905e+05 Median :1.770e+05 Median : 0   
## Mean :4.960e+06 Mean :7.609e+06 Mean : 659612   
## 3rd Qu.:1.456e+06 3rd Qu.:8.000e+05 3rd Qu.: 15604   
## Max. :1.815e+09 Max. :2.058e+09 Max. :255902149   
##   
## bond oth\_cap sunk\_retail\_credit   
## Min. :0.000e+00 Min. : 0 Min. : 0   
## 1st Qu.:0.000e+00 1st Qu.: 0 1st Qu.: 457   
## Median :6.047e+04 Median : 0 Median : 8633   
## Mean :7.998e+06 Mean : 1751494 Mean : 657227   
## 3rd Qu.:1.093e+06 3rd Qu.: 66 3rd Qu.: 58612   
## Max. :2.453e+09 Max. :982134216 Max. :177064674   
##   
## NI organization\_credit sunk\_organization\_credit  
## Min. :-351890144 Min. :0.000e+00 Min. : 0   
## 1st Qu.: 1041 1st Qu.:3.461e+05 1st Qu.: 575   
## Median : 11564 Median :1.178e+06 Median : 23944   
## Mean : 433166 Mean :3.097e+07 Mean : 1650831   
## 3rd Qu.: 59582 3rd Qu.:4.617e+06 3rd Qu.: 140174   
## Max. : 624187614 Max. :1.190e+10 Max. :454251327   
##   
## credit\_portf sunk\_credit\_portf organization\_deposit  
## Min. :0.000e+00 Min. : 0 Min. :0.000e+00   
## 1st Qu.:5.429e+05 1st Qu.: 5834 1st Qu.:3.185e+05   
## Median :1.705e+06 Median : 46804 Median :9.858e+05   
## Mean :4.110e+07 Mean : 2275845 Mean :2.181e+07   
## 3rd Qu.:6.515e+06 3rd Qu.: 229608 3rd Qu.:3.161e+06   
## Max. :1.603e+10 Max. :563771580 Max. :7.695e+09   
##   
## retail\_deposit security\_tot ROE retail\_credit   
## Min. :0.000e+00 Min. :0.000e+00 Min. :-4710789 Min. :0.000e+00   
## 1st Qu.:1.326e+05 1st Qu.:0.000e+00 1st Qu.: 90 1st Qu.:2.287e+05   
## Median :8.986e+05 Median :1.981e+05 Median : 478 Median :2.287e+05   
## Mean :2.042e+07 Mean :9.185e+06 Mean : 456 Mean :1.310e+06   
## 3rd Qu.:3.947e+06 3rd Qu.:1.597e+06 3rd Qu.: 1077 3rd Qu.:2.287e+05   
## Max. :1.146e+10 Max. :2.482e+09 Max. : 98776 Max. :1.673e+09   
##   
## reserv\_credit\_perc zalog\_credit\_perc foreign\_na\_fr retail\_deposit\_fr   
## Min. : 0 Min. : 0 Min. : 0 Min. :0.000e+00   
## 1st Qu.: 1094 1st Qu.:10409 1st Qu.: 2075 1st Qu.:4.822e+05   
## Median : 1094 Median :10409 Median : 2075 Median :4.822e+05   
## Mean : 1259 Mean :10545 Mean : 5315 Mean :5.851e+06   
## 3rd Qu.: 1094 3rd Qu.:10409 3rd Qu.: 2075 3rd Qu.:4.822e+05   
## Max. :10000 Max. :90250 Max. :99943 Max. :7.944e+09   
##   
## N3 N2 N1 capital   
## Min. : 0 Min. : 0 Min. : -2.76 Min. :-367608967   
## 1st Qu.: 73 1st Qu.: 9915 1st Qu.: 2058.00 1st Qu.: 310758   
## Median : 108 Median : 9915 Median : 2058.00 Median : 610627   
## Mean : 58153 Mean : 34739 Mean : 2346.69 Mean : 8746139   
## 3rd Qu.: 8219 3rd Qu.: 9915 3rd Qu.: 2058.00 3rd Qu.: 2013250   
## Max. :99999999 Max. :100000000 Max. :99969.00 Max. :3653136759   
##   
## msk\_spb INF\_SA NX\_growth micex\_std   
## Min. :0.0000 Min. :-0.020319 Min. :-6302.000 Min. :12.59   
## 1st Qu.:0.0000 1st Qu.: 0.005913 1st Qu.:-1598.000 1st Qu.:19.98   
## Median :1.0000 Median : 0.010956 Median : -33.000 Median :26.82   
## Mean :0.5771 Mean : 0.010984 Mean : -4.528 Mean :31.77   
## 3rd Qu.:1.0000 3rd Qu.: 0.015897 3rd Qu.: 1667.000 3rd Qu.:39.72   
## Max. :1.0000 Max. : 0.032372 Max. : 7322.000 Max. :87.37   
##   
## miacr\_std miacr\_amount usd\_rub\_std\_diff micex\_return   
## Min. :0.03742 Min. :1284605 Min. :-0.74823 Min. :-0.115092   
## 1st Qu.:0.16350 1st Qu.:3007318 1st Qu.:-0.37112 1st Qu.:-0.024347   
## Median :0.29328 Median :4016741 Median :-0.09847 Median : 0.010585   
## Mean :0.38108 Mean :4134695 Mean : 0.28134 Mean : 0.004759   
## 3rd Qu.:0.40715 3rd Qu.:4859773 3rd Qu.: 0.48449 3rd Qu.: 0.039273   
## Max. :5.62217 Max. :8009028 Max. : 5.33210 Max. : 0.107197   
##   
## net\_foreign\_assets\_diff net\_gov\_debt\_diff other\_fin\_debt\_diff  
## Min. :-4312523 Min. :-1634070 Min. :-179020   
## 1st Qu.: -296199 1st Qu.: -368635 1st Qu.: -82   
## Median : 124556 Median : -173220 Median : 30484   
## Mean : 172080 Mean : 5672 Mean : 72415   
## 3rd Qu.: 397184 3rd Qu.: 101793 3rd Qu.: 62168   
## Max. : 5351783 Max. : 2541323 Max. :1839484   
##   
## retail\_debt\_SA\_DETREND\_diff stocks\_capital\_diff i\_retail\_spread\_diff  
## Min. :-99458 Min. :-2072392 Min. :-25.94000   
## 1st Qu.:-24686 1st Qu.: -6898 1st Qu.: -0.58000   
## Median : -1595 Median : 41239 Median : -0.10000   
## Mean : 1574 Mean : 133170 Mean : -0.03651   
## 3rd Qu.: 27251 3rd Qu.: 97823 3rd Qu.: 0.30000   
## Max. :127125 Max. : 5460819 Max. : 16.75000   
##   
## usd\_rub\_return miacr\_diff default   
## Min. :-0.118357 Min. :-1.84835 Min. :0.000000   
## 1st Qu.:-0.015871 1st Qu.:-0.21346 1st Qu.:0.000000   
## Median :-0.001414 Median : 0.02118 Median :0.000000   
## Mean : 0.009324 Mean : 0.08081 Mean :0.005218   
## 3rd Qu.: 0.026706 3rd Qu.: 0.19327 3rd Qu.:0.000000   
## Max. : 0.206696 Max. : 5.25758 Max. :1.000000   
##

print("The structure of bank data is:")

## [1] "The structure of bank data is:"

str(bank)

## 'data.frame': 72439 obs. of 45 variables:  
## $ Ð.Ð.Ñ.ÐµÐ.Ð.Ð.Ñ. : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Ð.Ð.Ñ.Ð. : chr "2010-02-01" "2010-03-01" "2010-04-01" "2010-05-01" ...  
## $ net\_assets : num 423017 498411 571220 523027 473713 ...  
## $ ROA : num 27 75 54 41 31 30 31 31 27 28 ...  
## $ liquid : num 112770 172628 211860 159970 131782 ...  
## $ ibl : num 60000 90000 90000 90000 135000 ...  
## $ stocks : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ bond : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ oth\_cap : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ sunk\_retail\_credit : num 0 0 997 481 485 235 235 235 235 235 ...  
## $ NI : num 102 569 651 677 644 ...  
## $ organization\_credit : num 225000 225000 227287 227130 191306 ...  
## $ sunk\_organization\_credit : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ credit\_portf : num 232150 232140 1704839 236631 200546 ...  
## $ sunk\_credit\_portf : num 0 0 997 481 485 235 235 235 235 235 ...  
## $ organization\_deposit : num 95828 156131 244427 200250 223835 ...  
## $ retail\_deposit : num 61007 83773 29306 37288 29394 ...  
## $ security\_tot : num 0 0 0 29977 0 ...  
## $ ROE : num 54 150 114 89 68 68 75 77 71 79 ...  
## $ retail\_credit : num 7150 7140 36868 9501 9240 ...  
## $ reserv\_credit\_perc : num 1094 1094 1094 1094 1094 ...  
## $ zalog\_credit\_perc : num 10409 10409 10409 10409 10409 ...  
## $ foreign\_na\_fr : num 2075 2075 2075 2075 2075 ...  
## $ retail\_deposit\_fr : num 482234 482234 482234 482234 482234 ...  
## $ N3 : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ N2 : num 9915 9915 9915 9915 9915 ...  
## $ N1 : num 2058 2058 2058 2058 2058 ...  
## $ capital : num 227962 228552 228565 228582 227896 ...  
## $ msk\_spb : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ INF\_SA : num 0.02 0.0275 0.025 0.0212 0.0324 ...  
## $ NX\_growth : num 2728 -980 -299 -767 -1736 ...  
## $ micex\_std : num 29.8 40.1 23.8 25.8 53.7 ...  
## $ miacr\_std : num 0.725 0.331 0.36 0.246 0.138 ...  
## $ miacr\_amount : num 2643995 2643995 2643995 2643995 2643995 ...  
## $ usd\_rub\_std\_diff : num 1.082 -0.527 0.345 -0.335 2.929 ...  
## $ micex\_return : num 0 -0.0571 0.0434 0.0484 -0.1055 ...  
## $ net\_foreign\_assets\_diff : num -156425 225429 -128438 -223667 251702 ...  
## $ net\_gov\_debt\_diff : num 1595305 -265831 430871 92737 -134963 ...  
## $ other\_fin\_debt\_diff : num 47521 -34392 -21876 -1075 81 ...  
## $ retail\_debt\_SA\_DETREND\_diff: num 33587 22186 -14984 -19524 -20743 ...  
## $ stocks\_capital\_diff : num 214757 59909 4293 64243 36008 ...  
## $ i\_retail\_spread\_diff : num 0 -0.1 0.1 -0.1 0.1 ...  
## $ usd\_rub\_return : num 0.00807 0.0107 -0.01985 -0.01239 0.04253 ...  
## $ miacr\_diff : num -0.83 -0.173 -0.297 -0.255 -0.533 ...  
## $ default : num 0 0 0 0 0 0 0 0 0 0 ...

### STEP 2.1 : Preparing the varibales

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

#Changing the names of the columns for better understanding  
library(lubridate)

##   
## Attaching package: 'lubridate'

## The following objects are masked from 'package:base':  
##   
## date, intersect, setdiff, union

names(bank)[1] <- "license"  
names(bank)[2] <- "date"  
#Changing the date structure and writing it into separate columns  
bank <- bank %>% mutate(date = ymd(date)) %>%   
 mutate\_at(vars(date), funs(year, month, day))

## Warning: `funs()` is deprecated as of dplyr 0.8.0.  
## Please use a list of either functions or lambdas:   
##   
## # Simple named list:   
## list(mean = mean, median = median)  
##   
## # Auto named with `tibble::lst()`:   
## tibble::lst(mean, median)  
##   
## # Using lambdas  
## list(~ mean(., trim = .2), ~ median(., na.rm = TRUE))  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_warnings()` to see where this warning was generated.

#Visualising missing values  
library(VIM)

## Loading required package: colorspace

## Loading required package: grid

## VIM is ready to use.

## Suggestions and bug-reports can be submitted at: https://github.com/statistikat/VIM/issues

##   
## Attaching package: 'VIM'

## The following object is masked from 'package:datasets':  
##   
## sleep

mv <- aggr(bank,col=c("blue","green"),numbers=T,sortVars=T,labels=names(bank),cex.axis=.7,  
 gap=3,ylab=c("Missing Values","pattern"))
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##   
## Variables sorted by number of missings:   
## Variable Count  
## license 0.02700203  
## date 0.02700203  
## year 0.02700203  
## month 0.02700203  
## day 0.02700203  
## net\_assets 0.00000000  
## ROA 0.00000000  
## liquid 0.00000000  
## ibl 0.00000000  
## stocks 0.00000000  
## bond 0.00000000  
## oth\_cap 0.00000000  
## sunk\_retail\_credit 0.00000000  
## NI 0.00000000  
## organization\_credit 0.00000000  
## sunk\_organization\_credit 0.00000000  
## credit\_portf 0.00000000  
## sunk\_credit\_portf 0.00000000  
## organization\_deposit 0.00000000  
## retail\_deposit 0.00000000  
## security\_tot 0.00000000  
## ROE 0.00000000  
## retail\_credit 0.00000000  
## reserv\_credit\_perc 0.00000000  
## zalog\_credit\_perc 0.00000000  
## foreign\_na\_fr 0.00000000  
## retail\_deposit\_fr 0.00000000  
## N3 0.00000000  
## N2 0.00000000  
## N1 0.00000000  
## capital 0.00000000  
## msk\_spb 0.00000000  
## INF\_SA 0.00000000  
## NX\_growth 0.00000000  
## micex\_std 0.00000000  
## miacr\_std 0.00000000  
## miacr\_amount 0.00000000  
## usd\_rub\_std\_diff 0.00000000  
## micex\_return 0.00000000  
## net\_foreign\_assets\_diff 0.00000000  
## net\_gov\_debt\_diff 0.00000000  
## other\_fin\_debt\_diff 0.00000000  
## retail\_debt\_SA\_DETREND\_diff 0.00000000  
## stocks\_capital\_diff 0.00000000  
## i\_retail\_spread\_diff 0.00000000  
## usd\_rub\_return 0.00000000  
## miacr\_diff 0.00000000  
## default 0.00000000

### STEP 2.2 : Dealing with NA values in the dataset

Since the NA values are only in the date and license column so they can be removed from the dataset

#Checking the number of NA values  
print(paste0("Total NA values in the bank data are: "))

## [1] "Total NA values in the bank data are: "

colSums(is.na(bank))

## license date   
## 1956 1956   
## net\_assets ROA   
## 0 0   
## liquid ibl   
## 0 0   
## stocks bond   
## 0 0   
## oth\_cap sunk\_retail\_credit   
## 0 0   
## NI organization\_credit   
## 0 0   
## sunk\_organization\_credit credit\_portf   
## 0 0   
## sunk\_credit\_portf organization\_deposit   
## 0 0   
## retail\_deposit security\_tot   
## 0 0   
## ROE retail\_credit   
## 0 0   
## reserv\_credit\_perc zalog\_credit\_perc   
## 0 0   
## foreign\_na\_fr retail\_deposit\_fr   
## 0 0   
## N3 N2   
## 0 0   
## N1 capital   
## 0 0   
## msk\_spb INF\_SA   
## 0 0   
## NX\_growth micex\_std   
## 0 0   
## miacr\_std miacr\_amount   
## 0 0   
## usd\_rub\_std\_diff micex\_return   
## 0 0   
## net\_foreign\_assets\_diff net\_gov\_debt\_diff   
## 0 0   
## other\_fin\_debt\_diff retail\_debt\_SA\_DETREND\_diff   
## 0 0   
## stocks\_capital\_diff i\_retail\_spread\_diff   
## 0 0   
## usd\_rub\_return miacr\_diff   
## 0 0   
## default year   
## 0 1956   
## month day   
## 1956 1956

#sum(is.na(bank))  
#Deleting the NA values as it won't affect the dataset  
bank <- na.omit(bank)

### STEP 2.3 : Finalizing preparing the variables

#Dropping the second column of date as it has already been separated.  
bank <- bank[,-2]  
#Setting Seed value to 999 so that results are constant  
set.seed(999)  
#Factorizing the predictor(dependent) variable  
bank$default <- as.factor(bank$default)  
#Finally checking the structure of the data  
str(bank)

## 'data.frame': 70483 obs. of 47 variables:  
## $ license : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ net\_assets : num 423017 498411 571220 523027 473713 ...  
## $ ROA : num 27 75 54 41 31 30 31 31 27 28 ...  
## $ liquid : num 112770 172628 211860 159970 131782 ...  
## $ ibl : num 60000 90000 90000 90000 135000 ...  
## $ stocks : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ bond : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ oth\_cap : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ sunk\_retail\_credit : num 0 0 997 481 485 235 235 235 235 235 ...  
## $ NI : num 102 569 651 677 644 ...  
## $ organization\_credit : num 225000 225000 227287 227130 191306 ...  
## $ sunk\_organization\_credit : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ credit\_portf : num 232150 232140 1704839 236631 200546 ...  
## $ sunk\_credit\_portf : num 0 0 997 481 485 235 235 235 235 235 ...  
## $ organization\_deposit : num 95828 156131 244427 200250 223835 ...  
## $ retail\_deposit : num 61007 83773 29306 37288 29394 ...  
## $ security\_tot : num 0 0 0 29977 0 ...  
## $ ROE : num 54 150 114 89 68 68 75 77 71 79 ...  
## $ retail\_credit : num 7150 7140 36868 9501 9240 ...  
## $ reserv\_credit\_perc : num 1094 1094 1094 1094 1094 ...  
## $ zalog\_credit\_perc : num 10409 10409 10409 10409 10409 ...  
## $ foreign\_na\_fr : num 2075 2075 2075 2075 2075 ...  
## $ retail\_deposit\_fr : num 482234 482234 482234 482234 482234 ...  
## $ N3 : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ N2 : num 9915 9915 9915 9915 9915 ...  
## $ N1 : num 2058 2058 2058 2058 2058 ...  
## $ capital : num 227962 228552 228565 228582 227896 ...  
## $ msk\_spb : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ INF\_SA : num 0.02 0.0275 0.025 0.0212 0.0324 ...  
## $ NX\_growth : num 2728 -980 -299 -767 -1736 ...  
## $ micex\_std : num 29.8 40.1 23.8 25.8 53.7 ...  
## $ miacr\_std : num 0.725 0.331 0.36 0.246 0.138 ...  
## $ miacr\_amount : num 2643995 2643995 2643995 2643995 2643995 ...  
## $ usd\_rub\_std\_diff : num 1.082 -0.527 0.345 -0.335 2.929 ...  
## $ micex\_return : num 0 -0.0571 0.0434 0.0484 -0.1055 ...  
## $ net\_foreign\_assets\_diff : num -156425 225429 -128438 -223667 251702 ...  
## $ net\_gov\_debt\_diff : num 1595305 -265831 430871 92737 -134963 ...  
## $ other\_fin\_debt\_diff : num 47521 -34392 -21876 -1075 81 ...  
## $ retail\_debt\_SA\_DETREND\_diff: num 33587 22186 -14984 -19524 -20743 ...  
## $ stocks\_capital\_diff : num 214757 59909 4293 64243 36008 ...  
## $ i\_retail\_spread\_diff : num 0 -0.1 0.1 -0.1 0.1 ...  
## $ usd\_rub\_return : num 0.00807 0.0107 -0.01985 -0.01239 0.04253 ...  
## $ miacr\_diff : num -0.83 -0.173 -0.297 -0.255 -0.533 ...  
## $ default : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ year : num 2010 2010 2010 2010 2010 2010 2010 2010 2010 2010 ...  
## $ month : num 2 3 4 5 6 7 8 9 10 11 ...  
## $ day : int 1 1 1 1 1 1 1 1 1 1 ...

### STEP 2.4 : Visualizing the dataset

#Checking if the dataset in unbalanced  
print("Total number of insolvent banks in the dataset are : ")

## [1] "Total number of insolvent banks in the dataset are : "

as.data.frame(table(bank$default))

## Var1 Freq  
## 1 0 70110  
## 2 1 373

#Plotting the predictor variable  
plot(bank$default,main= "Classification of Default Banks",ylab="Count",xlab="Bank Insolvency?",col="red")

![](data:image/png;base64,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)

print("The number of default banks in the data set represented by 1 are: ")

## [1] "The number of default banks in the data set represented by 1 are: "

as.data.frame(table(bank$default))

## Var1 Freq  
## 1 0 70110  
## 2 1 373

## STEP 3: Data Preparation

### STEP 3.1: Creating data partition

#Stratified data partition  
library(caret)

## Loading required package: lattice

## Loading required package: ggplot2

index <- createDataPartition(y=bank$default,p=0.75,list = FALSE)  
training <- bank[index,]  
testing <- bank[-index,]  
print("The dimensions of the training and testing datasets are:")

## [1] "The dimensions of the training and testing datasets are:"

dim(training)

## [1] 52863 47

dim(testing)

## [1] 17620 47

print("Percentage division of default and non default status of banks in the training and testing datasets are:")

## [1] "Percentage division of default and non default status of banks in the training and testing datasets are:"

prop.table(table(training$default))\*100

##   
## 0 1   
## 99.470329 0.529671

prop.table(table(testing$default))\*100

##   
## 0 1   
## 99.4721907 0.5278093

print("Number of default and non default status of banks in the training and testing datasets are:")

## [1] "Number of default and non default status of banks in the training and testing datasets are:"

as.data.frame(table(training$default))

## Var1 Freq  
## 1 0 52583  
## 2 1 280

as.data.frame(table(testing$default))

## Var1 Freq  
## 1 0 17527  
## 2 1 93

## STEP 3.2: Dealing with unbalanced data in the training data

#Using SMOTE to balance the training dataset  
set.seed(1040)  
library(DMwR)

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

##   
## Attaching package: 'DMwR'

## The following object is masked from 'package:VIM':  
##   
## kNN

balancedbank <- SMOTE(default~.,training,perc.over = 5500,k=2,perc.under = 200)  
print("Training data after balancing:")

## [1] "Training data after balancing:"

as.data.frame(table(balancedbank$default))

## Var1 Freq  
## 1 0 30800  
## 2 1 15680

## STEP 4: Model Training ( Logistic Regression)

#Logistic Regression model with all the columns in the training dataset  
model <- glm(default~.,data = balancedbank,family = binomial)

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

summary(model)

##   
## Call:  
## glm(formula = default ~ ., family = binomial, data = balancedbank)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -8.49 0.00 0.00 0.00 8.49   
##   
## Coefficients: (1 not defined because of singularities)  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.360e+16 3.316e+08 -101312474 <2e-16 \*\*\*  
## license -1.152e+11 3.227e+02 -357079018 <2e-16 \*\*\*  
## net\_assets -6.570e+06 2.125e-02 -309129044 <2e-16 \*\*\*  
## ROA -6.231e+10 2.053e+02 -303501227 <2e-16 \*\*\*  
## liquid -6.484e+06 3.411e-02 -190076766 <2e-16 \*\*\*  
## ibl 4.116e+06 2.482e-02 165817007 <2e-16 \*\*\*  
## stocks 7.173e+07 1.046e-01 686045971 <2e-16 \*\*\*  
## bond 9.568e+06 5.185e-02 184542165 <2e-16 \*\*\*  
## oth\_cap 1.105e+07 4.594e-02 240427194 <2e-16 \*\*\*  
## sunk\_retail\_credit 1.221e+07 2.156e-01 56617327 <2e-16 \*\*\*  
## NI 1.013e+07 7.626e-02 132811942 <2e-16 \*\*\*  
## organization\_credit 1.294e+07 1.761e-02 734659018 <2e-16 \*\*\*  
## sunk\_organization\_credit -1.048e+07 1.585e-01 -66096571 <2e-16 \*\*\*  
## credit\_portf -2.468e+06 2.241e-02 -110158426 <2e-16 \*\*\*  
## sunk\_credit\_portf 1.095e+07 1.576e-01 69476828 <2e-16 \*\*\*  
## organization\_deposit 2.277e+06 1.079e-02 211025764 <2e-16 \*\*\*  
## retail\_deposit 8.134e+06 6.277e-03 1295743836 <2e-16 \*\*\*  
## security\_tot -2.672e+07 6.017e-02 -444032854 <2e-16 \*\*\*  
## ROE -1.744e+10 3.727e+01 -467903875 <2e-16 \*\*\*  
## retail\_credit -1.063e+06 1.833e-02 -58001960 <2e-16 \*\*\*  
## reserv\_credit\_perc -1.223e+11 3.405e+02 -359177630 <2e-16 \*\*\*  
## zalog\_credit\_perc -1.718e+09 6.848e+01 -25084660 <2e-16 \*\*\*  
## foreign\_na\_fr -5.486e+08 2.985e+01 -18378867 <2e-16 \*\*\*  
## retail\_deposit\_fr -8.060e+04 6.689e-03 -12050198 <2e-16 \*\*\*  
## N3 2.328e+07 9.647e-02 241366741 <2e-16 \*\*\*  
## N2 -1.897e+07 3.359e-01 -56486323 <2e-16 \*\*\*  
## N1 -1.755e+10 2.058e+02 -85282205 <2e-16 \*\*\*  
## capital -1.075e+07 3.580e-02 -300260563 <2e-16 \*\*\*  
## msk\_spb 2.191e+14 7.263e+05 301610993 <2e-16 \*\*\*  
## INF\_SA -7.373e+15 4.994e+07 -147619681 <2e-16 \*\*\*  
## NX\_growth 3.615e+10 1.470e+02 245869730 <2e-16 \*\*\*  
## micex\_std -1.498e+12 2.620e+04 -57183524 <2e-16 \*\*\*  
## miacr\_std -2.455e+13 9.657e+05 -25422508 <2e-16 \*\*\*  
## miacr\_amount 1.607e+07 3.103e-01 51774278 <2e-16 \*\*\*  
## usd\_rub\_std\_diff -1.185e+14 3.666e+05 -323238224 <2e-16 \*\*\*  
## micex\_return 1.125e+15 9.761e+06 115290359 <2e-16 \*\*\*  
## net\_foreign\_assets\_diff -1.996e+08 4.742e-01 -420928162 <2e-16 \*\*\*  
## net\_gov\_debt\_diff 5.311e+07 7.051e-01 75327100 <2e-16 \*\*\*  
## other\_fin\_debt\_diff 2.791e+08 1.705e+00 163728560 <2e-16 \*\*\*  
## retail\_debt\_SA\_DETREND\_diff 1.711e+09 8.806e+00 194327736 <2e-16 \*\*\*  
## stocks\_capital\_diff -3.447e+07 8.086e-01 -42627498 <2e-16 \*\*\*  
## i\_retail\_spread\_diff 3.628e+12 1.187e+05 30561685 <2e-16 \*\*\*  
## usd\_rub\_return 1.389e+15 1.191e+07 116664905 <2e-16 \*\*\*  
## miacr\_diff 8.790e+13 7.584e+05 115896593 <2e-16 \*\*\*  
## year 1.665e+13 1.647e+05 101102417 <2e-16 \*\*\*  
## month 4.503e+12 1.014e+05 44428289 <2e-16 \*\*\*  
## day NA NA NA NA   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 59426 on 46479 degrees of freedom  
## Residual deviance: 498412 on 46434 degrees of freedom  
## AIC: 498504  
##   
## Number of Fisher Scoring iterations: 25

## STEP 5: Evaluating Model Performance

#Pseduo R2  
library(pscl)

## Classes and Methods for R developed in the  
## Political Science Computational Laboratory  
## Department of Political Science  
## Stanford University  
## Simon Jackman  
## hurdle and zeroinfl functions by Achim Zeileis

pR2(model)

## fitting null model for pseudo-r2

## llh llhNull G2 McFadden r2ML   
## -249205.81953 -29712.88263 -438985.87381 -7.38713 -12638.96157   
## r2CU   
## -17516.35989

library(caret)  
varImp(model)

## Overall  
## license 357079018  
## net\_assets 309129044  
## ROA 303501227  
## liquid 190076766  
## ibl 165817007  
## stocks 686045971  
## bond 184542165  
## oth\_cap 240427194  
## sunk\_retail\_credit 56617327  
## NI 132811942  
## organization\_credit 734659018  
## sunk\_organization\_credit 66096571  
## credit\_portf 110158426  
## sunk\_credit\_portf 69476828  
## organization\_deposit 211025764  
## retail\_deposit 1295743836  
## security\_tot 444032854  
## ROE 467903875  
## retail\_credit 58001960  
## reserv\_credit\_perc 359177630  
## zalog\_credit\_perc 25084660  
## foreign\_na\_fr 18378867  
## retail\_deposit\_fr 12050198  
## N3 241366741  
## N2 56486323  
## N1 85282205  
## capital 300260563  
## msk\_spb 301610993  
## INF\_SA 147619681  
## NX\_growth 245869730  
## micex\_std 57183524  
## miacr\_std 25422508  
## miacr\_amount 51774278  
## usd\_rub\_std\_diff 323238224  
## micex\_return 115290359  
## net\_foreign\_assets\_diff 420928162  
## net\_gov\_debt\_diff 75327100  
## other\_fin\_debt\_diff 163728560  
## retail\_debt\_SA\_DETREND\_diff 194327736  
## stocks\_capital\_diff 42627498  
## i\_retail\_spread\_diff 30561685  
## usd\_rub\_return 116664905  
## miacr\_diff 115896593  
## year 101102417  
## month 44428289

Annova test to check model variable significance

#Anova test  
anova(model, test="Chisq")
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## Analysis of Deviance Table  
##   
## Model: binomial, link: logit  
##   
## Response: default  
##   
## Terms added sequentially (first to last)  
##   
##   
## Df Deviance Resid. Df Resid. Dev Pr(>Chi)   
## NULL 46479 59426   
## license 1 8542 46478 50884 <2e-16 \*\*\*  
## net\_assets 1 217 46477 50667 <2e-16 \*\*\*  
## ROA 1 1842 46476 48825 <2e-16 \*\*\*  
## liquid 1 610 46475 48215 <2e-16 \*\*\*  
## ibl 1 312 46474 47902 <2e-16 \*\*\*  
## stocks 1 1622 46473 46280 <2e-16 \*\*\*  
## bond 1 1398 46472 44883 <2e-16 \*\*\*  
## oth\_cap 1 0 46471 1179493 1.000   
## sunk\_retail\_credit 1 89677 46470 1089816 <2e-16 \*\*\*  
## NI 1 75980 46469 1013836 <2e-16 \*\*\*  
## organization\_credit 1 0 46468 1200254 1.000   
## sunk\_organization\_credit 1 1157057 46467 43197 <2e-16 \*\*\*  
## credit\_portf 1 0 46466 1181583 1.000   
## sunk\_credit\_portf 1 0 46465 1192612 1.000   
## organization\_deposit 1 188436 46464 1004176 <2e-16 \*\*\*  
## retail\_deposit 1 94362 46463 909814 <2e-16 \*\*\*  
## security\_tot 1 0 46462 977648 1.000   
## ROE 1 0 46461 1098250 1.000   
## retail\_credit 1 162917 46460 935333 <2e-16 \*\*\*  
## reserv\_credit\_perc 1 0 46459 1022342 1.000   
## zalog\_credit\_perc 1 110005 46458 912337 <2e-16 \*\*\*  
## foreign\_na\_fr 1 0 46457 928412 1.000   
## retail\_deposit\_fr 1 0 46456 1061053 1.000   
## N3 1 6704 46455 1054349 <2e-16 \*\*\*  
## N2 1 0 46454 1058602 1.000   
## N1 1 132929 46453 925673 <2e-16 \*\*\*  
## capital 1 0 46452 1012682 1.000   
## msk\_spb 1 492068 46451 520615 <2e-16 \*\*\*  
## INF\_SA 1 68915 46450 451699 <2e-16 \*\*\*  
## NX\_growth 1 0 46449 522489 1.000   
## micex\_std 1 0 46448 1181511 1.000   
## miacr\_std 1 405852 46447 775659 <2e-16 \*\*\*  
## miacr\_amount 1 0 46446 1234783 1.000   
## usd\_rub\_std\_diff 1 1204205 46445 30578 <2e-16 \*\*\*  
## micex\_return 1 1 46444 30577 0.311   
## net\_foreign\_assets\_diff 1 0 46443 446869 1.000   
## net\_gov\_debt\_diff 1 0 46442 943046 1.000   
## other\_fin\_debt\_diff 1 216190 46441 726856 <2e-16 \*\*\*  
## retail\_debt\_SA\_DETREND\_diff 1 0 46440 859641 1.000   
## stocks\_capital\_diff 1 316607 46439 543034 <2e-16 \*\*\*  
## i\_retail\_spread\_diff 1 99048 46438 443986 <2e-16 \*\*\*  
## usd\_rub\_return 1 11966 46437 432019 <2e-16 \*\*\*  
## miacr\_diff 1 0 46436 830734 1.000   
## year 1 316680 46435 514055 <2e-16 \*\*\*  
## month 1 15643 46434 498412 <2e-16 \*\*\*  
## day 0 0 46434 498412   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

### STEP 5.2: Applying the trained model on the testing data

#Applying the model on the testing dataset  
predict1 <- predict(model,newdata=testing,type="response")

## Warning in predict.lm(object, newdata, se.fit, scale = 1, type = if (type == :  
## prediction from a rank-deficient fit may be misleading

bank.predict <- ifelse(predict1 > 0.5 ,1,0)

#Misclassification error  
mError <- mean(bank.predict != testing$default)  
mError

## [1] 0.0514756

### STEP 5.3: Checking model accuracy

#CHECKING ACCURACY  
  
print("The accuracy of the model is:")

## [1] "The accuracy of the model is:"

accuracy <- 1-mError  
#  
accuracy

## [1] 0.9485244

table(testing$default)

##   
## 0 1   
## 17527 93

table(testing$default, predict1 > 0.5)

##   
## FALSE TRUE  
## 0 16699 828  
## 1 79 14

accuracyclass <- table(testing$default,bank.predict)  
sum(diag(accuracyclass))/sum(accuracyclass)

## [1] 0.9485244

### STEP 5.3: ROC curve of the model

library(ROCR)  
ROCRpred <- prediction(predict1, testing$default)  
ROCRperf <- performance(ROCRpred, 'tpr','fpr')  
plot(ROCRperf, colorize = TRUE, text.adj = c(-0.2,1.7),main="ROC Curve for Logistic Regression Model")  
abline(a=0,b=1,lwd=2,lty=2,col="grey")
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aucvalue <- performance(ROCRpred, measure = "auc")  
aucvalue <- aucvalue@y.values[[1]]  
aucvalue

## [1] 0.5516481

## STEP 6: Improving Model Performance

print("Building a model by selecting appropriate variables accessed by looking at Chi square results in the Annova table.")

## [1] "Building a model by selecting appropriate variables accessed by looking at Chi square results in the Annova table."

model1 <- glm(default~sunk\_retail\_credit+NI+sunk\_organization\_credit  
 +organization\_deposit+retail\_deposit+retail\_credit+  
 zalog\_credit\_perc+N1+msk\_spb+INF\_SA+miacr\_std+usd\_rub\_std\_diff  
 +other\_fin\_debt\_diff+i\_retail\_spread\_diff+usd\_rub\_return+  
 stocks\_capital\_diff+year,data = balancedbank,  
 family = binomial(link = "logit"))

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

summary(model1)

##   
## Call:  
## glm(formula = default ~ sunk\_retail\_credit + NI + sunk\_organization\_credit +   
## organization\_deposit + retail\_deposit + retail\_credit + zalog\_credit\_perc +   
## N1 + msk\_spb + INF\_SA + miacr\_std + usd\_rub\_std\_diff + other\_fin\_debt\_diff +   
## i\_retail\_spread\_diff + usd\_rub\_return + stocks\_capital\_diff +   
## year, family = binomial(link = "logit"), data = balancedbank)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -5.0125 -0.8690 -0.5171 0.9697 3.1637   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -2.276e+02 1.175e+01 -19.378 < 2e-16 \*\*\*  
## sunk\_retail\_credit -1.482e-07 9.088e-09 -16.303 < 2e-16 \*\*\*  
## NI -2.847e-08 4.133e-09 -6.888 5.64e-12 \*\*\*  
## sunk\_organization\_credit -3.445e-09 6.359e-09 -0.542 0.5880   
## organization\_deposit -2.188e-08 1.229e-09 -17.793 < 2e-16 \*\*\*  
## retail\_deposit 1.194e-08 5.855e-10 20.389 < 2e-16 \*\*\*  
## retail\_credit -4.706e-07 4.630e-08 -10.165 < 2e-16 \*\*\*  
## zalog\_credit\_perc -5.336e-05 2.772e-06 -19.252 < 2e-16 \*\*\*  
## N1 -2.462e-04 1.050e-05 -23.450 < 2e-16 \*\*\*  
## msk\_spb 1.327e+00 2.705e-02 49.058 < 2e-16 \*\*\*  
## INF\_SA -4.963e+01 1.628e+00 -30.490 < 2e-16 \*\*\*  
## miacr\_std -2.908e-01 2.913e-02 -9.985 < 2e-16 \*\*\*  
## usd\_rub\_std\_diff -2.896e-01 1.520e-02 -19.051 < 2e-16 \*\*\*  
## other\_fin\_debt\_diff 8.176e-07 5.356e-08 15.266 < 2e-16 \*\*\*  
## i\_retail\_spread\_diff 5.301e-02 4.797e-03 11.053 < 2e-16 \*\*\*  
## usd\_rub\_return -1.377e+00 3.234e-01 -4.258 2.07e-05 \*\*\*  
## stocks\_capital\_diff 3.976e-08 2.066e-08 1.924 0.0543 .   
## year 1.131e-01 5.832e-03 19.398 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 59426 on 46479 degrees of freedom  
## Residual deviance: 49845 on 46462 degrees of freedom  
## AIC: 49881  
##   
## Number of Fisher Scoring iterations: 10

predict2 <- predict(model1,newdata=testing,type="response")  
  
bank.predict1 <- ifelse(predict2 > 0.5 ,1,0)

print("Misclassification of the improved model is:")

## [1] "Misclassification of the improved model is:"

mError1 <- mean(bank.predict1 != testing$default)  
mError1

## [1] 0.1240068

print("The accuracy of the improved model is:")

## [1] "The accuracy of the improved model is:"

accuracy1 <- 1-mError1  
accuracy1

## [1] 0.8759932

table(testing$default)

##   
## 0 1   
## 17527 93

table(testing$default, predict2 > 0.5)

##   
## FALSE TRUE  
## 0 15407 2120  
## 1 65 28

accuracyclass1 <- table(testing$default,bank.predict1)  
sum(diag(accuracyclass1))/sum(accuracyclass1)

## [1] 0.8759932

library(ROCR)  
ROCRpred1 <- prediction(predict2, testing$default)  
ROCRperf1 <- performance(ROCRpred1, 'tpr','fpr')  
plot(ROCRperf1, colorize = TRUE, text.adj = c(-0.2,1.7),main="ROC Curve for Logistic Regression Model")  
abline(a=0,b=1,lwd=2,lty=2,col="grey")
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aucvalue1 <- performance(ROCRpred1, measure = "auc")  
aucvalue1 <- aucvalue1@y.values[[1]]  
aucvalue1

## [1] 0.6448981

### Step 6.2: Comparing Both the models

plot(ROCRperf, col=1, lwd=3,avg= "threshold", main="ROC curve LR vs LR1")  
plot(ROCRperf1, col=2, lwd=3, add=TRUE)  
legend(0.7, 0.7, c("LR","LR1"), 1:2)  
abline(a=0,b=1,lwd=2,lty=2,col="grey")
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Appendix 3: Credit\_card\_fraud

# Part 1 : Decision Tree Modelling

## STEP 1 : Collecting Data

setwd("W:/DMML1/DMML\_1\_Project/DataSets/D4\_credit\_fraud")  
credit\_card <- read.csv("creditcard.csv")  
summary(credit\_card)

## Time V1 V2 V3   
## Min. : 0 Min. :-56.40751 Min. :-72.71573 Min. :-48.3256   
## 1st Qu.: 54202 1st Qu.: -0.92037 1st Qu.: -0.59855 1st Qu.: -0.8904   
## Median : 84692 Median : 0.01811 Median : 0.06549 Median : 0.1799   
## Mean : 94814 Mean : 0.00000 Mean : 0.00000 Mean : 0.0000   
## 3rd Qu.:139321 3rd Qu.: 1.31564 3rd Qu.: 0.80372 3rd Qu.: 1.0272   
## Max. :172792 Max. : 2.45493 Max. : 22.05773 Max. : 9.3826   
## V4 V5 V6 V7   
## Min. :-5.68317 Min. :-113.74331 Min. :-26.1605 Min. :-43.5572   
## 1st Qu.:-0.84864 1st Qu.: -0.69160 1st Qu.: -0.7683 1st Qu.: -0.5541   
## Median :-0.01985 Median : -0.05434 Median : -0.2742 Median : 0.0401   
## Mean : 0.00000 Mean : 0.00000 Mean : 0.0000 Mean : 0.0000   
## 3rd Qu.: 0.74334 3rd Qu.: 0.61193 3rd Qu.: 0.3986 3rd Qu.: 0.5704   
## Max. :16.87534 Max. : 34.80167 Max. : 73.3016 Max. :120.5895   
## V8 V9 V10 V11   
## Min. :-73.21672 Min. :-13.43407 Min. :-24.58826 Min. :-4.79747   
## 1st Qu.: -0.20863 1st Qu.: -0.64310 1st Qu.: -0.53543 1st Qu.:-0.76249   
## Median : 0.02236 Median : -0.05143 Median : -0.09292 Median :-0.03276   
## Mean : 0.00000 Mean : 0.00000 Mean : 0.00000 Mean : 0.00000   
## 3rd Qu.: 0.32735 3rd Qu.: 0.59714 3rd Qu.: 0.45392 3rd Qu.: 0.73959   
## Max. : 20.00721 Max. : 15.59500 Max. : 23.74514 Max. :12.01891   
## V12 V13 V14 V15   
## Min. :-18.6837 Min. :-5.79188 Min. :-19.2143 Min. :-4.49894   
## 1st Qu.: -0.4056 1st Qu.:-0.64854 1st Qu.: -0.4256 1st Qu.:-0.58288   
## Median : 0.1400 Median :-0.01357 Median : 0.0506 Median : 0.04807   
## Mean : 0.0000 Mean : 0.00000 Mean : 0.0000 Mean : 0.00000   
## 3rd Qu.: 0.6182 3rd Qu.: 0.66251 3rd Qu.: 0.4931 3rd Qu.: 0.64882   
## Max. : 7.8484 Max. : 7.12688 Max. : 10.5268 Max. : 8.87774   
## V16 V17 V18   
## Min. :-14.12985 Min. :-25.16280 Min. :-9.498746   
## 1st Qu.: -0.46804 1st Qu.: -0.48375 1st Qu.:-0.498850   
## Median : 0.06641 Median : -0.06568 Median :-0.003636   
## Mean : 0.00000 Mean : 0.00000 Mean : 0.000000   
## 3rd Qu.: 0.52330 3rd Qu.: 0.39968 3rd Qu.: 0.500807   
## Max. : 17.31511 Max. : 9.25353 Max. : 5.041069   
## V19 V20 V21   
## Min. :-7.213527 Min. :-54.49772 Min. :-34.83038   
## 1st Qu.:-0.456299 1st Qu.: -0.21172 1st Qu.: -0.22839   
## Median : 0.003735 Median : -0.06248 Median : -0.02945   
## Mean : 0.000000 Mean : 0.00000 Mean : 0.00000   
## 3rd Qu.: 0.458949 3rd Qu.: 0.13304 3rd Qu.: 0.18638   
## Max. : 5.591971 Max. : 39.42090 Max. : 27.20284   
## V22 V23 V24   
## Min. :-10.933144 Min. :-44.80774 Min. :-2.83663   
## 1st Qu.: -0.542350 1st Qu.: -0.16185 1st Qu.:-0.35459   
## Median : 0.006782 Median : -0.01119 Median : 0.04098   
## Mean : 0.000000 Mean : 0.00000 Mean : 0.00000   
## 3rd Qu.: 0.528554 3rd Qu.: 0.14764 3rd Qu.: 0.43953   
## Max. : 10.503090 Max. : 22.52841 Max. : 4.58455   
## V25 V26 V27   
## Min. :-10.29540 Min. :-2.60455 Min. :-22.565679   
## 1st Qu.: -0.31715 1st Qu.:-0.32698 1st Qu.: -0.070840   
## Median : 0.01659 Median :-0.05214 Median : 0.001342   
## Mean : 0.00000 Mean : 0.00000 Mean : 0.000000   
## 3rd Qu.: 0.35072 3rd Qu.: 0.24095 3rd Qu.: 0.091045   
## Max. : 7.51959 Max. : 3.51735 Max. : 31.612198   
## V28 Amount Class   
## Min. :-15.43008 Min. : 0.00 Min. :0.000000   
## 1st Qu.: -0.05296 1st Qu.: 5.60 1st Qu.:0.000000   
## Median : 0.01124 Median : 22.00 Median :0.000000   
## Mean : 0.00000 Mean : 88.35 Mean :0.001728   
## 3rd Qu.: 0.07828 3rd Qu.: 77.17 3rd Qu.:0.000000   
## Max. : 33.84781 Max. :25691.16 Max. :1.000000

## STEP 2 : Exploring and Preparing the Data

### STEP 2.1 : Checking the structure and NA values

str(credit\_card)

## 'data.frame': 284807 obs. of 31 variables:  
## $ Time : num 0 0 1 1 2 2 4 7 7 9 ...  
## $ V1 : num -1.36 1.192 -1.358 -0.966 -1.158 ...  
## $ V2 : num -0.0728 0.2662 -1.3402 -0.1852 0.8777 ...  
## $ V3 : num 2.536 0.166 1.773 1.793 1.549 ...  
## $ V4 : num 1.378 0.448 0.38 -0.863 0.403 ...  
## $ V5 : num -0.3383 0.06 -0.5032 -0.0103 -0.4072 ...  
## $ V6 : num 0.4624 -0.0824 1.8005 1.2472 0.0959 ...  
## $ V7 : num 0.2396 -0.0788 0.7915 0.2376 0.5929 ...  
## $ V8 : num 0.0987 0.0851 0.2477 0.3774 -0.2705 ...  
## $ V9 : num 0.364 -0.255 -1.515 -1.387 0.818 ...  
## $ V10 : num 0.0908 -0.167 0.2076 -0.055 0.7531 ...  
## $ V11 : num -0.552 1.613 0.625 -0.226 -0.823 ...  
## $ V12 : num -0.6178 1.0652 0.0661 0.1782 0.5382 ...  
## $ V13 : num -0.991 0.489 0.717 0.508 1.346 ...  
## $ V14 : num -0.311 -0.144 -0.166 -0.288 -1.12 ...  
## $ V15 : num 1.468 0.636 2.346 -0.631 0.175 ...  
## $ V16 : num -0.47 0.464 -2.89 -1.06 -0.451 ...  
## $ V17 : num 0.208 -0.115 1.11 -0.684 -0.237 ...  
## $ V18 : num 0.0258 -0.1834 -0.1214 1.9658 -0.0382 ...  
## $ V19 : num 0.404 -0.146 -2.262 -1.233 0.803 ...  
## $ V20 : num 0.2514 -0.0691 0.525 -0.208 0.4085 ...  
## $ V21 : num -0.01831 -0.22578 0.248 -0.1083 -0.00943 ...  
## $ V22 : num 0.27784 -0.63867 0.77168 0.00527 0.79828 ...  
## $ V23 : num -0.11 0.101 0.909 -0.19 -0.137 ...  
## $ V24 : num 0.0669 -0.3398 -0.6893 -1.1756 0.1413 ...  
## $ V25 : num 0.129 0.167 -0.328 0.647 -0.206 ...  
## $ V26 : num -0.189 0.126 -0.139 -0.222 0.502 ...  
## $ V27 : num 0.13356 -0.00898 -0.05535 0.06272 0.21942 ...  
## $ V28 : num -0.0211 0.0147 -0.0598 0.0615 0.2152 ...  
## $ Amount: num 149.62 2.69 378.66 123.5 69.99 ...  
## $ Class : int 0 0 0 0 0 0 0 0 0 0 ...

print(paste0("Total NA values in the dataset: ", sum(is.na(credit\_card))))

## [1] "Total NA values in the dataset: 0"

### STEP 2.2 : Cleaning the Data

#Discretizing the feature variable i.e. class  
credit\_card$Class <- as.factor(credit\_card$Class)  
str(credit\_card$Class)

## Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...

#Seeing how many fraud transactions are there in the dataset  
print(paste0("Distribution of Normal Tx (0) and Fraud Tx (1)"))

## [1] "Distribution of Normal Tx (0) and Fraud Tx (1)"

table(credit\_card$Class)

##   
## 0 1   
## 284315 492

### STEP 2.3 : Checking the Class ( predictor ) variable

#Plotting the classification of transactions to check the dataset  
plot(credit\_card$Class,main= "Classification of Transactions",ylab="Count",xlab="IS FRAUD?",col="yellow")
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### STEP 2.4 : Data Preparation (Creating Random Training and Test datasets)

library(caret)

## Loading required package: lattice

## Loading required package: ggplot2

index <- createDataPartition(y=credit\_card$Class,p=0.75,list = FALSE)  
training <- credit\_card[index,]  
testing <- credit\_card[-index,]  
dim(training)

## [1] 213606 31

dim(testing)

## [1] 71201 31

prop.table(table(training$Class))

##   
## 0 1   
## 0.99827252 0.00172748

prop.table(table(testing$Class))

##   
## 0 1   
## 0.998272496 0.001727504

print("Distribution of normal and fraud transaction in training and testing dataset is:")

## [1] "Distribution of normal and fraud transaction in training and testing dataset is:"

as.data.frame(table(training$Class))

## Var1 Freq  
## 1 0 213237  
## 2 1 369

as.data.frame(table(testing$Class))

## Var1 Freq  
## 1 0 71078  
## 2 1 123

### STEP 2.5 : Removing Unbalancing from the Dataset

#Setting the seed so that further evalutaions are constant  
set.seed(4321)  
options(scipen=999)  
library(DMwR)

## Loading required package: grid

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

balancedcc <- SMOTE(Class~.,data=training,perc.over = 7500,k=2,perc.under = 300)  
print("Distribution of normal and fraud transactions in the training dataset after oversampling is :")

## [1] "Distribution of normal and fraud transactions in the training dataset after oversampling is :"

as.data.frame(table(balancedcc$Class))

## Var1 Freq  
## 1 0 83025  
## 2 1 28044

## STEP 3 : Training a Model on the data

library(caret)  
library(rpart)  
library(rpart.plot)  
library(e1071)  
set.seed(123)  
control <- trainControl(method = "repeatedcv", number = 10, repeats = 3)  
ccf\_fit <- train(Class ~., data = training, method = "rpart",  
 parms = list(split = "information"),  
 trControl=control,  
 tuneLength = 10)

### STEP 3.1 : Checking the Trained Model

ccf\_fit

## CART   
##   
## 213606 samples  
## 30 predictor  
## 2 classes: '0', '1'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold, repeated 3 times)   
## Summary of sample sizes: 192245, 192245, 192245, 192246, 192245, 192247, ...   
## Resampling results across tuning parameters:  
##   
## cp Accuracy Kappa   
## 0.0004516712 0.9994132 0.8173594  
## 0.0027100271 0.9994445 0.8245425  
## 0.0054200542 0.9994585 0.8287327  
## 0.0135501355 0.9994320 0.8220589  
## 0.0149051491 0.9994164 0.8190098  
## 0.0162601626 0.9993914 0.8147098  
## 0.0243902439 0.9993696 0.8143310  
## 0.0514905149 0.9992385 0.7558718  
## 0.0542005420 0.9992385 0.7558718  
## 0.5094850949 0.9983693 0.1071025  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was cp = 0.005420054.

prp(ccf\_fit$finalModel, box.palette = "Reds", tweak = 1.2)
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## STEP 4 : Evaluating Model Performance

cc\_pred <- predict(ccf\_fit,testing)  
confusionMatrix(cc\_pred,testing$Class)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 71065 28  
## 1 13 95  
##   
## Accuracy : 0.9994   
## 95% CI : (0.9992, 0.9996)   
## No Information Rate : 0.9983   
## P-Value [Acc > NIR] : < 0.0000000000000002  
##   
## Kappa : 0.8222   
##   
## Mcnemar's Test P-Value : 0.02878   
##   
## Sensitivity : 0.9998   
## Specificity : 0.7724   
## Pos Pred Value : 0.9996   
## Neg Pred Value : 0.8796   
## Prevalence : 0.9983   
## Detection Rate : 0.9981   
## Detection Prevalence : 0.9985   
## Balanced Accuracy : 0.8861   
##   
## 'Positive' Class : 0   
##

library(ROCR)  
predd <- prediction(as.numeric(cc\_pred), testing$Class)  
perfd <- performance(predd, 'tpr','fpr')  
plot(perfd, colorize = TRUE, text.adj = c(-0.2,1.7),main="ROC Curve for Decision Tree Model")  
abline(a=0,b=1,lwd=2,lty=2,col="grey")
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# PART 2 : SUPPORT VECTOR MACHINE MODELLING

## STEP 1 till STEP 2.3 are as above used for Decision Tree Modelling

## STEP 2.4 :

library(caret)  
library(kernlab)

##   
## Attaching package: 'kernlab'

## The following object is masked from 'package:ggplot2':  
##   
## alpha

set.seed(1404)  
svm\_ccf <- ksvm(Class~.,data=training,kernel="rbfdot")  
svm\_ccf

## Support Vector Machine object of class "ksvm"   
##   
## SV type: C-svc (classification)   
## parameter : cost C = 1   
##   
## Gaussian Radial Basis kernel function.   
## Hyperparameter : sigma = 0.0299466626224945   
##   
## Number of Support Vectors : 2862   
##   
## Objective Function Value : -298.0005   
## Training error : 0.000356

## STEP 4 : Evalutaing Model

svm\_ccf

## Support Vector Machine object of class "ksvm"   
##   
## SV type: C-svc (classification)   
## parameter : cost C = 1   
##   
## Gaussian Radial Basis kernel function.   
## Hyperparameter : sigma = 0.0299466626224945   
##   
## Number of Support Vectors : 2862   
##   
## Objective Function Value : -298.0005   
## Training error : 0.000356

## STEP 5 :

ccf\_prediction <- predict(svm\_ccf,testing)  
confusionMatrix(ccf\_prediction,testing$Class)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 71070 35  
## 1 8 88  
##   
## Accuracy : 0.9994   
## 95% CI : (0.9992, 0.9996)   
## No Information Rate : 0.9983   
## P-Value [Acc > NIR] : < 0.00000000000000022  
##   
## Kappa : 0.8034   
##   
## Mcnemar's Test P-Value : 0.00007341   
##   
## Sensitivity : 0.9999   
## Specificity : 0.7154   
## Pos Pred Value : 0.9995   
## Neg Pred Value : 0.9167   
## Prevalence : 0.9983   
## Detection Rate : 0.9982   
## Detection Prevalence : 0.9987   
## Balanced Accuracy : 0.8577   
##   
## 'Positive' Class : 0   
##

## STEP 6 : Improving Model Performance

## STEP 6.1 : Training SVM model with Kernel package for comparison

library(kernlab)  
svm\_ccf1 <- ksvm(Class~.,data=training,kernel="vanilladot")

## Setting default kernel parameters

svm\_ccf1

## Support Vector Machine object of class "ksvm"   
##   
## SV type: C-svc (classification)   
## parameter : cost C = 1   
##   
## Linear (vanilla) kernel function.   
##   
## Number of Support Vectors : 360   
##   
## Objective Function Value : -323.1737   
## Training error : 0.000571

## STEP 6.2 : Evaluating Kernel Model

ccf\_prediction1 <- predict(svm\_ccf1,testing)  
confusionMatrix(ccf\_prediction1,testing$Class)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 71044 21  
## 1 34 102  
##   
## Accuracy : 0.9992   
## 95% CI : (0.999, 0.9994)   
## No Information Rate : 0.9983   
## P-Value [Acc > NIR] : 0.000000000004583  
##   
## Kappa : 0.7873   
##   
## Mcnemar's Test P-Value : 0.1056   
##   
## Sensitivity : 0.9995   
## Specificity : 0.8293   
## Pos Pred Value : 0.9997   
## Neg Pred Value : 0.7500   
## Prevalence : 0.9983   
## Detection Rate : 0.9978   
## Detection Prevalence : 0.9981   
## Balanced Accuracy : 0.9144   
##   
## 'Positive' Class : 0   
##

### STEP 6.3: ROC curve for SVM best model

library(ROCR)  
preds <- prediction(as.numeric(ccf\_prediction1), testing$Class)  
perfs <- performance(preds, 'tpr','fpr')  
plot(perfs, colorize = TRUE, text.adj = c(-0.2,1.7),main="ROC Curve for SVM Tree Model")  
abline(a=0,b=1,lwd=2,lty=2,col="grey")
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### STEP 6.4: Comparing both the models

plot(perfd, col=1, lwd=3,avg= "threshold", main="ROC curve Decision Tree Vs SVM")  
plot(perfs, col=2, lwd=3, add=TRUE)  
legend(0.7, 0.7, c("Decision Tree","SVM"), 1:2)  
abline(a=0,b=1,lwd=2,lty=2,col="grey")
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