# 1. You are developing a program to store geographical coordinates (latitude and longitude)

# of various cities. The coordinates should be immutable so that they don'39;t get accidentally

# changed.

# Question: How would you use tuples to store the coordinates for five cities? Demonstrate how

# you would access the longitude of the third city in the list.

cities = [

    (40.7128, -74.0060),  # New York

    (34.0522, -118.2437),  # Los Angeles

    (37.7749, -122.4194),  # San Francisco

    (41.8781, -87.6298),  # Chicago

    (29.7604, -95.3698)   # Houston

]

third\_city\_longitude = cities[4][1]

print(third\_city\_longitude)

**OUTPUT : --**
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# 2. You are working with employee data in a system where each employee has an ID, name,

# and department. You have a tuple of employee information (101, '39;John Doe'39;,

# '39;Engineering'39;).

# Question: How would you unpack the tuple into separate variables for the ID, name, and

# department? Demonstrate this in Python.

# Define the tuple of employee information

employee\_info = (101, 'John Doe', 'Engineering')

# Unpack the tuple into separate variables

employee\_id, name, department = employee\_info

# Print the values of the separate variables

print("Employee ID:", employee\_id)

print("Name:", name)

print("Department:", department)

**OUTPUT : --**
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# 3. You are working with a dataset where each record contains information about a student’s

# grades across multiple subjects. For example, the dataset looks like this:

# ('39;John Doe'39;, ('39;Math'39;, 85), ('39;Science'39;, 90), ('39;English'39;, 78)).

# Question: How would you access John Doe’s grade in Science using Python indexing?

def get\_grade(student\_record, subject):

    # Extract the subject-grade pairs

    subject\_grades = student\_record[1:]

    # Iterate over the subject-grade pairs to find the index of the subject

    for i, (sub, grade) in enumerate(subject\_grades):

        if sub == subject:

            # Return the grade if the subject is found

            return grade

    # Return None if the subject is not found

    return None

student\_record = ('John Doe', ('Math', 85), ('Science', 90), ('English', 78))

subject = 'Science'

grade = get\_grade(student\_record, subject)

print(f"John Doe's grade in {subject} is: {grade}")

**OUTPUT : --**
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# 4. You are tasked with keeping track of sports team scores in a tournament. Each team has a

# name and a score.

# Task: Create a list of tuples to store the team names and their corresponding scores. Write a

# Python function to:

# • Add a new team&#39;s score.

# • Update the score of an existing team.

# • Find and display the team with the highest score.

# Initialize the list of teams and scores

teams = []

def add\_team(name, score):

    """Add a new team's score"""

    teams.append((name, score))

def update\_score(name, new\_score):

    """Update the score of an existing team"""

    for i, (team\_name, \_) in enumerate(teams):

        if team\_name == name:

            teams[i] = (name, new\_score)

            break

def find\_highest\_score():

    """Find and display the team with the highest score"""

    highest\_score\_team = max(teams, key=lambda x: x[1])

    print(f"The team with the highest score is {highest\_score\_team[0]} with a score of {highest\_score\_team[1]}")

# Example usage:

add\_team("Team A", 10)

add\_team("Team B", 20)

add\_team("Team C", 15)

update\_score("Team A", 25)

find\_highest\_score()

**OUTPUT : --**
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# 5. You are developing a flight information system where each flight has a flight number,

# destination, and departure time.

# Task: Write a Python function that:

# • Adds a new flight to the list.

# • Sorts the flights by departure time.

# • Finds all flights headed to a particular destination

class Flight:

    def \_\_init\_\_(self, flight\_number, destination, departure\_time):

        self.flight\_number = flight\_number

        self.destination = destination

        self.departure\_time = departure\_time

class FlightInformationSystem:

    def \_\_init\_\_(self):

        self.flights = []

    def add\_flight(self, flight\_number, destination, departure\_time):

        new\_flight = Flight(flight\_number, destination, departure\_time)

        self.flights.append(new\_flight)

        self.flights.sort(key=lambda x: x.departure\_time)

    def find\_flights\_by\_destination(self, destination):

        return [flight for flight in self.flights if flight.destination == destination]

# Example usage:

flight\_system = FlightInformationSystem()

flight\_system.add\_flight("UA101", "New York", "08:00")

flight\_system.add\_flight("UA102", "Los Angeles", "09:00")

flight\_system.add\_flight("UA103", "New York", "10:00")

print("Flights to New York:")

for flight in flight\_system.find\_flights\_by\_destination("New York"):

    print(f"Flight {flight.flight\_number} departs at {flight.departure\_time}")

**OUTPUT : --**
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# 6. Write a Python function that takes a string and returns a compressed version of the string.

# The compression should represent consecutive repeated characters as the character

# followed by the number of repetitions. If the compressed string is not shorter than the

# original, return the original string instead.

# Input:

# • A string s containing only lowercase letters (e.g., "aaabbccccde").

# Output:

# • The compressed version of the string if it&#39;s shorter, otherwise the original string.

# Examples:

# • Input: "aaabbccccde"

# Output: "a3b2c4de"

# • Input: "abcd"

# Output: "abcd"

# • Input: "aabcccccaaa"

# Output: "a2bc5a3"

def compress\_string(s):

    """

    Compress a string by representing consecutive repeated characters as the character

    followed by the number of repetitions. If the compressed string is not shorter than

    the original, return the original string instead.

    Args:

        s (str): The input string containing only lowercase letters.

    Returns:

        str: The compressed version of the string if it's shorter, otherwise the original string.

    """

    if not s:

        return s  # Return the original string if it's empty

    compressed = []

    count = 1  # Start with a count of 1 for the first character

    # Iterate over the string starting from the second character

    for i in range(1, len(s)):

        if s[i] == s[i - 1]:

            count += 1  # Increment count for consecutive characters

        else:

            # Append the previous character and its count to the compressed list

            compressed.append(s[i - 1] + str(count))

            count = 1  # Reset count for the new character

    # Append the last character and its count

    compressed.append(s[-1] + str(count))

    compressed\_str = "".join(compressed)  # Join the list into a string

    # Return compressed string if it's shorter; otherwise, return the original

    return compressed\_str if len(compressed\_str) < len(s) else s

# Example usages

print(compress\_string("aaabbccccde"))  # Output: "a3b2c4de"

print(compress\_string("abcd"))          # Output: "abcd"

print(compress\_string("aabcccccaaa"))   # Output: "a2bc5a3"

**OUTPUT : --**

**![](data:image/png;base64,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)**