Ajax, jQuery ajax, axios和fetch介绍、区别以及优缺点

## 区别介绍

# [「Ajax」:](https://developer.mozilla.org/zh-CN/docs/Web/Guide/AJAX" \t "_blank)

# 全称Asynchronous JavaScript and XML（异步的 JavaScript 和 XML）最早出现的发送后端请求技术，隶属于原始js中，核心使用XMLHttpRequest对象，多个请求之间如果有先后关系的话，就会出现回调地狱。

# [「](https://jquery.com/" \t "_blank)**[Jquery Ajax](https://jquery.com/" \t "_blank)**[」:](https://jquery.com/" \t "_blank)

# 是 jQuery 底层 AJAX 实现。简单易用的高层实现见 $.get, $.post 等。$.ajax() 返回其创建的 XMLHttpRequest 对象。大多数情况下你无需直接操作该函数，除非你需要操作不常用的选项，以获得更多的灵活性。

# [「](http://www.axios-js.com/" \t "_blank)**[Axios](http://www.axios-js.com/" \t "_blank)**[」:](http://www.axios-js.com/" \t "_blank)

# axios不是原生JS的，需要进行安装，它不但可以在客户端使用，也可以在nodejs端使用。Axios也可以在请求和响应阶段进行拦截。同样也是基于[Promise](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Promise" \t "_blank)对象的。特性：从浏览器中创建 XMLHttpRequests、从 node.js 创建 http 请求、支持 Promise API、拦截请求和响应等。

# [「](https://developer.mozilla.org/zh-CN/docs/Web/API/Fetch_API" \t "_blank)**[Fetch](https://developer.mozilla.org/zh-CN/docs/Web/API/Fetch_API" \t "_blank)**[」:](https://developer.mozilla.org/zh-CN/docs/Web/API/Fetch_API" \t "_blank) [fɛtʃ] 抵达，到达; 取来;

# Fetch 提供了对 Request 和 Response （以及其他与网络请求有关的）对象的通用定义。使之今后可以被使用到更多地应用场景中：无论是service workers、Cache API、又或者是其他处理请求和响应的方式，甚至是任何一种需要你自己在程序中生成响应的方式。Fetch号称是AJAX的替代品，是在ES6出现的，使用了ES6中的[Promise](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Promise" \t "_blank)对象。Fetch是基于promise设计的。Fetch的代码结构比起ajax简单多了，参数有点像jQuery ajax。但是，一定记住fetch不是ajax的进一步封装，而是原生js。Fetch函数就是原生js，没有使用XMLHttpRequest对象。

## Ajax

# AJAX = 异步 JavaScript 和 XML。

# AJAX 是一种用于创建快速动态网页的技术。

# 通过在后台与服务器进行少量数据交换，AJAX 可以使网页实现异步更新。这意味着可以在不重新加载整个网页的情况下，对网页的某部分进行更新。

**AJAX 工作原理**

**![16cb8c401fd3ab55](data:image/png;base64,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)**

# **XMLHttpRequest**

# 在 [AJAX](https://developer.mozilla.org/zh-CN/docs/Glossary/AJAX) 编程中，XMLHttpRequest 被大量使用。

# 使用 XMLHttpRequest（XHR）对象可以与服务器交互。您可以从URL获取数据，而无需让整个的页面刷新。这允许网页在不影响用户的操作的情况下更新页面的局部内容。

# 现代浏览器，最开始与服务器交换数据，都是通过XMLHttpRequest对象。它可以使用JSON、XML、HTML和text文本等格式发送和接收数据。

# 如何使用：①创建一个请求对象实例，②打开一个URL，③然后发送这个请求。④当传输完毕后，结果的[HTTP状态](https://developer.mozilla.org/zh-CN/docs/Web/HTTP/HTTP_response_codes" \t "https://juejin.im/post/_blank)以及返回的响应内容也可以从请求对象中获取。

# if (window.XMLHttpRequest) { // model browser

# xhr = new XMLHttpRequest()

# } else if (window.ActiveXObject) { // IE 6 and older

# xhr = new ActiveXObject('Microsoft.XMLHTTP')

# }

# // 第一个参数是请求方法名（get，post等）

# // 第二个参数是需要请求的接口地址

# //第三个参数是设置请求是否是异步，一般都是都是发送异步请求，同步请求可能会阻塞页面

# xhr.open('POST', url, true)

# // open方法只是设置参数，并不会发送请求 // 而请求是由send()方法发送的，并且接收一个参数，就是需要发送到服务端的数据 // 如果没有需要发送到服务端的数据，必须传入null，因为有些浏览器不许要这个参数

# xhr.send(data)

# //收到服务端响应的时候，就已经拿到了数据，响应的数据会自动填充到XHR对象中

# xhr.onreadystatechange = function () {

# try {

# // 处理响应

# if (xhr.readyState === 4) {

# // 请求正常

# if (xhr.status === 200) {

# // 处理响应

# } else {

# // 请求遇到一些问题，处理异常

# }

# } else {

# // 还处于未准备好的状态

# }

# } catch (e) {

# // 通信错误的事件中（例如服务器宕机）

# alert('Caught Exception: ' + e.description)

# }

# }

# **优点：**

# 不重新加载页面的情况下更新网页

# 在页面已加载后从服务器请求/接收数据

# 在后台向服务器发送数据。

# **缺点：**

# 使用起来也比较繁琐，需要设置很多值。

# 早期的IE浏览器有自己的实现，这样需要写兼容代码。

常用方法：

# **[XMLHttpRequest.open()](https://developer.mozilla.org/zh-CN/docs/Web/API/XMLHttpRequest/open)**初始化一个请求。

**[XMLHttpRequest.send()](https://developer.mozilla.org/zh-CN/docs/Web/API/XMLHttpRequest/send)**发送请求。如果请求是异步的（默认），那么该方法将在请求发送后立即返回。

# **XMLHttpRequest.timeout：** 这个就是可以设置请求超时，设置一个时间，单位为毫秒，如果请求时间超过设置时间，直接抛出异常

# **XMLHttpRequest.withCredentials**： 这个属性是看我们需不需要发送cookie的，因为如果是跨域请求，一般请求是不会带上cookie，需要我们手动设置这个属性

# **XMLHttpRequest.abort()：** 这个方法我们用来终止请求，当然是在请求发送并没有返回的时候

# **XMLHttpRequest.setRequestHeader()：** 这个我们刚才有用到过，就是设置请求头，更改一些我们需要的设置

# XMLHttpRequest 的实例有两种方式提交表单：

# ①使用 AJAX

# ②使用 FormData API

**Jquery Ajax**

$.ajax({

url: "/api/getWeather",

data: {

zipcode: 97201

},

success: function( result ) {

$( "#weather-temp" ).html( "<strong>" + result + "</strong> degrees" );

}

});

传统 Ajax 指的是 XMLHttpRequest（XHR）， 最早出现的发送后端请求技术，隶属于原始js中，核心使用XMLHttpRequest对象，多个请求之间如果有先后关系的话，就会出现回调地狱。

Jquery Ajax的出现是对原生XHR的封装，除此以外还增添了对JSONP的支持，Jquery Ajax经过多年的更新维护，真的已经是非常的方便了，但是随着react,vue,angular新一代框架的兴起，以及ES规范的完善，更多API的更新，它逐渐暴露了自己的不足:

1.本身是针对MVC的编程,不符合现在前端MVVM的浪潮

2.基于原生的XHR开发，XHR本身的架构不清晰,已经有了fetch的替代方案

3.JQuery整个项目太大，单纯使用ajax却要引入整个JQuery非常的不合理（采取个性化打包的方案又不能享受CDN服务）

4.不符合关注分离（Separation of Concerns）的原则

5.配置和调用方式非常混乱，而且基于事件的异步模型不友好

优点：

对原生XHR的封装，做了兼容处理，简化了使用。

增加了对JSONP的支持，可以简单处理部分跨域。

默认情况下，Ajax 请求使用 GET 方法。如果要使用 POST 方法，可以设定 type 参数值。这个选项也会影响 data 选项中的内容如何发送到服务器。

data 选项既可以包含一个查询字符串，比如 key1=value1&key2=value2 ，也可以是一个映射，比如 {key1: 'value1', key2: 'value2'} 。如果使用了后者的形式，则数据再发送器会被转换成查询字符串。这个处理过程也可以通过设置 processData 选项为 false 来回避。如果我们希望发送一个 XML 对象给服务器时，这种处理可能并不合适。并且在这种情况下，我们也应当改变 contentType 选项的值，用其他合适的 MIME 类型来取代默认的 application/x-www-form-urlencoded 。

var list = {};

$.ajax({

//请求方式 POST || GET

type : "POST",

//请求的媒体类型

contentType: "application/json;charset=UTF-8",

//请求地址

url : "http://127.0.0.1/xxxx/",

//数据，json字符串

data : JSON.stringify(list),

//请求成功

success : function(result) {

console.log(result);

},

//请求失败，包含具体的错误信息

error : function(e){

console.log(e.status);

console.log(e.responseText);

}

# $.ajax({name:value, name:value, ... })

|  |  |
| --- | --- |
| 名称 | 值/描述 |
| async | 布尔值，表示请求是否异步处理。默认是 true。 |
| beforeSend(xhr) | 发送请求前运行的函数。 |
| cache | 布尔值，表示浏览器是否缓存被请求页面。默认是 true。 |
| complete(xhr,status) | 请求完成时运行的函数（在请求成功或失败之后均调用，即在 success 和 error 函数之后）。 |
| contentType | 发送数据到服务器时所使用的内容类型。默认是："application/x-www-form-urlencoded"。 |
| context | 为所有 AJAX 相关的回调函数规定 "this" 值。 |
| data | 规定要发送到服务器的数据。 |
| dataFilter(data,type) | 用于处理 XMLHttpRequest 原始响应数据的函数。 |
| dataType | 预期的服务器响应的数据类型。 |
| error(xhr,status,error) | 如果请求失败要运行的函数。 |
| global | 布尔值，规定是否为请求触发全局 AJAX 事件处理程序。默认是 true。 |
| ifModified | 布尔值，规定是否仅在最后一次请求以来响应发生改变时才请求成功。默认是 false。 |
| jsonp | 在一个 jsonp 中重写回调函数的字符串。 |
| jsonpCallback | 在一个 jsonp 中规定回调函数的名称。 |
| password | 规定在 HTTP 访问认证请求中使用的密码。 |
| processData | 布尔值，规定通过请求发送的数据是否转换为查询字符串。默认是 true。 |
| scriptCharset | 规定请求的字符集。 |
| success(result,status,xhr) | 当请求成功时运行的函数。 |
| timeout | 设置本地的请求超时时间（以毫秒计）。 |
| traditional | 布尔值，规定是否使用参数序列化的传统样式。 |
| type | 规定请求的类型（GET 或 POST）。 |
| url | 规定发送请求的 URL。默认是当前页面。 |
| username | 规定在 HTTP 访问认证请求中使用的用户名。 |
| xhr | 用于创建 XMLHttpRequest 对象的函数。 |

# jQuery AJAX 方法：

| 方法 | 描述 |
| --- | --- |
| $.ajax() | 执行异步 AJAX 请求 |
| $.ajaxPrefilter() | 在每个请求发送之前且被 $.ajax() 处理之前，处理自定义 Ajax 选项或修改已存在选项 |
| $.ajaxSetup() | 为将来的 AJAX 请求设置默认值 |
| $.ajaxTransport() | 创建处理 Ajax 数据实际传送的对象 |
| $.get() | 使用 AJAX 的 HTTP GET 请求从服务器加载数据 |
| $.getJSON() | 使用 HTTP GET 请求从服务器加载 JSON 编码的数据 |
| $.getScript() | 使用 AJAX 的 HTTP GET 请求从服务器加载并执行 JavaScript |
| $.param() | 创建数组或对象的序列化表示形式（可用于 AJAX 请求的 URL 查询字符串） |
| $.post() | 使用 AJAX 的 HTTP POST 请求从服务器加载数据 |
| ajaxComplete() | 规定 AJAX 请求完成时运行的函数 |
| ajaxError() | 规定 AJAX 请求失败时运行的函数 |
| ajaxSend() | 规定 AJAX 请求发送之前运行的函数 |
| ajaxStart() | 规定第一个 AJAX 请求开始时运行的函数 |
| ajaxStop() | 规定所有的 AJAX 请求完成时运行的函数 |
| ajaxSuccess() | 规定 AJAX 请求成功完成时运行的函数 |
| load() | 从服务器加载数据，并把返回的数据放置到指定的元素中 dom.load(url) |
| serialize() | 编码表单元素集为字符串以便提交 |
| serializeArray() | 编码表单元素集为 names 和 values 的数组 |

$.get() 方法使用 HTTP GET 请求从服务器加载数据。

$.get(URL,data,function(data,status,xhr),dataType)

ajaxSuccess() 方法规定 AJAX 请求成功完成时运行的函数。

$(document).ajaxSuccess(function(event,xhr,options))

load() 方法从服务器加载数据，并把返回的数据放置到指定的元素中。  
$(selector).load(url,data,function(response,status,xhr))

**Axios**

Axios本质上也是对原生XHR的封装，只不过它是Promise的实现版本，可以用在浏览器和 node.js 中,符合最新的ES规范

执行 GET 请求

// 为给定 ID 的 user 创建请求

axios.get('/user?ID=12345')

.then(function (response) {

console.log(response);

})

.catch(function (error) {

console.log(error);

});

// 上面的请求也可以这样做

axios.get('/user', {

params: {

ID: 12345

}

})

.then(function (response) {

console.log(response);

})

.catch(function (error) {

console.log(error);

});

执行 POST 请求

axios.post('/user', {

firstName: 'Fred',

lastName: 'Flintstone'

})

.then(function (response) {

console.log(response);

})

.catch(function (error) {

console.log(error);

});

执行多个并发请求

function getUserAccount() {

return axios.get('/user/12345');

}

function getUserPermissions() {

return axios.get('/user/12345/permissions');

}

axios.all([getUserAccount(), getUserPermissions()])

.then(axios.spread(function (acct, perms) {

// 两个请求现在都执行完成

}));

axios特性：

-从浏览器中创建 [XMLHttpRequests](https://developer.mozilla.org/en-US/docs/Web/API/XMLHttpRequest" \t "https://juejin.im/post/_blank)

-从 node.js 创建 http 请求

-支持 [Promise](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Promise" \t "https://juejin.im/post/_blank) API

-拦截请求和响应

-转换请求数据和响应数据

-取消请求

-自动转换 JSON 数据

-客户端支持防御 XSRF

XSRF（Cross Site Request Forgery, 跨站域请求伪造）也称 XSRF， 是一种网络的攻击方式，它在 2007 年曾被列为互联网 20 大安全隐患之一。其他安全隐患，比如 SQL 脚本注入，跨站域脚本攻击等在近年来已经逐渐为众人熟知，很多网站也都针对他们进行了防御。然而，对于大多数人来说，CSRF 却依然是一个陌生的概念。即便是大名鼎鼎的 Gmail, 在 2007 年底也存在着 CSRF 漏洞，从而被黑客攻击而使 Gmail 的用户造成巨大的损失。客户端支持防御 XSRF，是怎么做到的呢，就是让你的每个请求都带一个从cookie中拿到的key, 根据浏览器同源策略，假冒的网站是拿不到你cookie中得key的，这样，后台就可以轻松辨别出这个请求是否是用户在假冒网站上的误导输入，从而采取正确的策略。

**Fetch**

fetch提供了对 Request 和 Response （以及其他与网络请求有关的）对象的通用定义。 fetch是一个现代的概念, 等同于 XMLHttpRequest。它提供了许多与XMLHttpRequest相同的功能，但被设计成更具可扩展性和高效性。

fetch号称是ajax的替代品，它的API是基于Promise设计的，旧版本的浏览器不支持Promise，需要使用polyfill es6-promise

fetch API 提供了一个 JavaScript接口，用于访问和操纵HTTP管道的部分，例如请求和响应。它还提供了一个全局 fetch()方法，该方法提供了一种简单，合理的方式来跨网络异步获取资源。

fetch规范与jQuery.ajax()主要有两种方式的不同，牢记：

①当接收到一个代表错误的 HTTP 状态码时，从 fetch()返回的 Promise 不会被标记为 reject， 即使该 HTTP 响应的状态码是 404 或 500。相反，它会将 Promise 状态标记为 resolve （但是会将 resolve 的返回值的 ok 属性设置为 false ），仅当网络故障时或请求被阻止时，才会标记为 reject。

②默认情况下，fetch 不会从服务端发送或接收任何 cookies, 如果站点依赖于用户 session，则会导致未经认证的请求（要发送 cookies，必须设置 credentials 选项）。自从2017年8月25日后，默认的credentials政策变更为same-originFirefox也在61.0b13中改变默认值

简单实例:

fetch(url)

.then(response => {

if (response.ok) {

return response.json();

}

})

.then(data => console.log(data))

.catch(err => console.log(err))

优雅异步实现async/await：

async function test(){

try{

let res = await fetch(url)

if(res.status == 200){

await res.json()

}

} catch(err){

console.log(err)

}

}

fetch是比较底层的API，很多情况下都需要我们再次封装。

fetch() 接受第二个可选参数，一个可以控制不同配置的 init 对象：

postData('http://example.com/answer', {answer: 42})

.then(data => console.log(data)) // JSON from `response.json()` call

.catch(error => console.error(error))

function postData(url, data) {

// Default options are marked with \*

return fetch(url, {

body: JSON.stringify(data), // must match 'Content-Type' header

cache: 'no-cache', // \*default, no-cache, reload, force-cache, only-if-cached

credentials: 'same-origin', // include, same-origin, \*omit

headers: {

'user-agent': 'Mozilla/4.0 MDN Example',

'content-type': 'application/json'

},

method: 'POST', // \*GET, POST, PUT, DELETE, etc.

mode: 'cors', // no-cors, cors, \*same-origin

redirect: 'follow', // manual, \*follow, error

referrer: 'no-referrer', // \*client, no-referrer

})

.then(response => response.json()) // parses response to JSON

}

fetch的优点：

1.语法简洁，更加语义化

2.基于标准 Promise 实现，支持 async/await

3.同构方便，使用 [isomorphic-fetch](https://github.com/matthew-andrews/isomorphic-fetch" \t "_blank)

4.更加底层，提供的API丰富（request, response）

5.脱离了XHR，是ES规范里新的实现

缺点：

1. fetch只对网络请求报错，对400，500都当做成功的请求，需要封装去处理  
   2. fetch默认不会带cookie，需要添加配置项  
   3. fetch不支持abort，不支持超时控制，使用setTimeout及Promise.reject的实现

的超时控制并不能阻止请求过程继续在后台运行，造成了流量的浪费

4. fetch没有办法原生监测请求的进度，而XHR可以

fetch在前端的应用上有一项xhr怎么也比不上的能力：跨域的处理

我们都知道因为同源策略的问题，浏览器的请求是可能随便跨域的——一定要有跨域头或者借助JSONP，但是，fetch中可以设置mode为"no-cors"（不跨域），如下所示:

fetch('/users.json', {

method: 'post',

mode: 'no-cors',

data: {}

}).then(function() { /\* handle response \*/ });

**fetch方法**可以接收两个参数input和options。

①input 参数可以是字符串，包含要获取资源的 URL。也可以是一个 [Request](https://developer.mozilla.org/zh-CN/docs/Web/API/Request" \t "_blank) 对象。

②options 是一个可选参数。一个配置项对象，包括所有对请求的设置。可选的参数有：

这个也是**Request对象**

method: 请求使用的方法，如 GET、POST。  
headers: 请求的头信息，包含与请求关联的Headers对象或者ByteString。  
body: 请求参数可能是一个 Blob、BufferSource、FormData、URLSearchParams 或者 USVString 对象。

注意 GET 或 HEAD 方法的请求不能包含 body 信息  
mode: 请求的模式，如 cors、 no-cors 或者 same-origin。

cache: 缓存模式，如default, reload, no-cache  
credentials: 请求的 credentials，如 omit、same-origin 或者 include。

为了在当前域名内自动发送cookie ，必须提供这个选项。

**Response**

上面我们说了fetch的返回的是一个Promise对象。然后会携带Response 对象。

Response对象：

属性：

status (number) - HTTP请求结果参数，在100–599 范围， 200 为成功

statusText (String) - 服务器返回的状态报告

ok (boolean) - 如果返回200表示请求成功则为true

headers (Headers) - 返回头部信息，下面详细介绍

url(String) - 请求的地址

方法：

text() 以string的形式生成请求text

json 生成JSON.parse(responseText)的结果

blob 生成一个Blob

arrayBuffer() 生成一个ArrayBuffer

formData 生成格式化的数据，用于其他请求

其他方法：

clone()

Response.error()

Response.redirect()

response.headers

has(name) (boolean) 判断是否存在该信息头

get(name) (String) 获取信息头的数据

getAll(name) (Array) 获取所有头部数据

set(name, value) 添加headers的内容

delete(name) 删除header的信息

forEach 循环读取header的信息