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**ПРИМЕЧАНИЯ**

*Здесь могут быть примечания по особенностям форматирования кода, именования переменных и функций, использования комментариев и инструментария документации, возможным направлениям рефакторинга (TODO) и т.д.*

**СТРУКТУРА ПРОЕКТА КЛИЕНТСКОГО МОДУЛЯ**

|  |  |
| --- | --- |
| Railway | Класс, представляющий рейс |
| RailwayRepository | Класс, представляющий репозиторий для рейсов |
| Ticket | Класс, представляющий билет |
| Ticket Repository | Класс, представляющий репозиторий для билетов |
| User | Класс, представляющий пользователя |
| Log | Класс логирования |

**Основные классы**

|  |  |
| --- | --- |
| IRepository | Интерфейс, представляющий репозиторий |

**Основные интерфейсы**

**Методы и свойства класса** Railway

|  |  |  |  |
| --- | --- | --- | --- |
| Railway | | | |
| Название | | Описание | |
| Поля | | | |
| id | | | Id рейса для хранения в базе данных |
| dispatchCity | | | Город отправки |
| destinationCity | | | Город назначения |
| dispatchTime | | | Время отправки |
| destinationTime | | | Время прибытия |
| places | | | Количество мест |
| Методы | | | |
| Railway () | Конструктор | | |
| Railway (id, dispatchCity, destinationCity, dispatchTime, destinationTime, places) | Конструктор, принимающий все параметры для создания экземпляра | | |
| Id | Геттер для id рейса | | |
| DispatchCity | Геттер и сеттер города отправки | | |
| DestinationCity | Геттер и сеттер города назначения | | |
| DispatchTime | Геттер и сеттер времени отправки | | |
| DestinationTime | Геттер и сеттер времени прибытия | | |
| Places | Геттер и сеттер количества мест | | |

**Методы и свойства класса Ticket**

|  |  |  |  |
| --- | --- | --- | --- |
| Ticket | | | |
| Название | | Описание | |
| Поля | | | |
| id | Id билета для хранения в базе данных | | |
| userId | Id пользователя, купившего этот билет | | |
| railwaytId | Id рейса | | |
| dispatchDate | День вылета | | |
| price | Цена билета | | |
| place | Номер места | | |
| Методы | | | |
| Ticket () | | | Конструктор |
| Ticket (id, userId, railwaytId, dispatchDate, price, place) | | | Конструктор, принимающий все параметры для создания экземпляра |
| Ticket (Railway railway, User user, price, place) | | | Конструктор, принимающий экземпляр рейса и пользователя |
| Id | | | Геттер для id билета |
| UserId | | | Геттер и сеттер для id пользователя |
| RailwaytId | | | Геттер и сеттер для id рейса |
| DispatchDate | | | Геттер и сеттер дня вылета |
| Price | | | Геттер и сеттер цены билеты |
| Place | | | Геттер и сеттер места в самолёте |

**Методы и свойства класса User**

|  |  |  |  |
| --- | --- | --- | --- |
| User | | | |
| Название | | | Описание |
| Поля | | | |
| id | Id пользователя | | |
| surname | Фамилия пользователя | | |
| name | Имя пользователя | | |
| patronymic | Отчество пользователя | | |
| birthDate | Дата рождения пользователя | | |
| address | Адрес проживания пользователя | | |
| telephoneNumber | Номер телефона пользователя | | |
| Методы | | | |
| User () | | Конструктор | |
| User (surname, name, patronymic, birthdate, address, telephoneNumber) | | Конструктор, принимающий все параметры для создания экземпляра | |
| Id | | Геттер для id пользователя | |
| Surname | | Геттер и сеттер для фамилии | |
| Name | | Геттер и сеттер для имени пользователя | |
| Patronymic | | Геттер и сеттер для отчества пользователя | |
| Birthdate | | Геттер и сеттер для даты рождения пользователя | |
| Address | | Геттер и сеттер для адреса проживания пользователя | |
| TelephoneNumber | | Геттер и сеттер для номера телефона пользователя | |

**Методы и свойства интерфейса IRepository**

|  |  |  |
| --- | --- | --- |
| IRepository | | |
| Название | | Описание |
| Методы | | |
| GetList() | Получение всех объектов | |
| GetInfo(id) | Получение одного объекта | |
| Create(T item) | Создание объекта | |
| Update(T item) | Обновление объекта | |
| Delete(id) | Удаление объекта по id | |
| Save() | Сохранение изменений | |

**Методы и свойства класса** Railway**Repository**

|  |  |  |
| --- | --- | --- |
| RailwayRepository | | |
| Название | | Описание |
| Методы | | |
| GetList() | Получение всех объектов | |
| GetInfo(id) | Получение одного объекта | |
| Create(item) | Создание объекта | |
| Update(item) | Обновление объекта | |
| Delete(id) | Удаление объекта по id | |
| Save() | Сохранение изменений | |

**Методы и свойства класса TicketRepository**

|  |  |  |
| --- | --- | --- |
| TicketRepository | | |
| Название | | Описание |
| Методы | | |
| GetList() | Получение всех объектов | |
| GetInfo(id) | Получение одного объекта | |
| Create(item) | Создание объекта | |
| Update(item) | Обновление объекта | |
| Delete(id) | Удаление объекта по id | |
| Save() | Сохранение изменений | |

**Методы и свойства класса UserRepository**

|  |  |  |
| --- | --- | --- |
| UserRepository | | |
| Название | | Описание |
| Методы | | |
| GetList() | Получение всех объектов | |
| GetInfo(id) | Получение одного объекта | |
| Create(item) | Создание объекта | |
| Update(item) | Обновление объекта | |
| Delete(id) | Удаление объекта по id | |
| Save() | Сохранение изменений | |

**Методы и свойства класса Log**

|  |  |  |  |
| --- | --- | --- | --- |
| Log | | | |
| Название | | Описание | |
| Поля | | | |
| Name | Название | | |
| operation | Суть операции | | |
| Time | Время операции | | |
| Методы | | | |
| Log() | | | конструктор |
| GetLog() | | | Метод для получения отчета |

Общая схема классов уровня логики приложения приведена на Рис.1.![](data:image/png;base64,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)

**Рисунок 1 – UML-диаграмма классов уровня логики приложения**

**ОСОБЕННОСТИ РЕАЛИЗАЦИИ И ИСПОЛЬЗОВАНИЯ КЛАССОВ И ИНТЕРФЕЙСОВ**

* **Log**

Класс, позволяющий логировать все события и действия пользователя.

Ниже приведен программный код системы

public class Log

{

public Log() { }

private DateTime time;

private string name;

private string operation;

public void GetLog() { }

}

* **Railway**

Класс, описывающий рейс как объект

Ниже приведен программный код системы

class Railway

{

Private static int id;

private City dispatchCity;

private City destinationCity;

private DateTime dispatchTime;

private int places;

public Railway(City dispatchCity, City destinationCity, DateTime dispatchTime, int places)

{

this.dispatchCity = dispatchCity;

this.destinationCity = destinationCity;

this.dispatchTime = dispatchTime;

this.places = places;

}

public int Id { get => id; }

public City DispatchCity { get => dispatchCity;   
 set => dispatchCity = value; }

public City DestinationCity { get => destinationCity;   
 set => destinationCity = value; }

public DateTime DispatchTime { get => dispatchTime;  
 set => dispatchTime = value; }

public int Places { get => places; set => places = value; }

}

* **User**

Класс, описывающий пользователя как объект

Ниже приведен программный код системы

class User

{

private int id;

private string surname;

private string name;

private string patronymic;

private DateTime birthDate;

private string address;

private string telephoneNumber;

public User (string surname, string name, string patronymic, DateTime birthdate, string address, string telephoneNumber)

{

this.surname = surname;

this.name = name;

this.patronymic = patronymic;

this.birthdate = birthdate;

this.address = address;

this.telephoneNumber = telephoneNumber;

}

public int Id { get => id; private set => id = value; }

public string Surname { get => surname; set => surname = value; }

public string Name { get => name; set => name = value; }

public string Patronymic { get => patronymic; set => patronymic = value; }

public DateTime Birthdate { get => birthdate; set => birthdate = value; }

public string Address { get => address; set => address = value; }

public string TelephoneNumber { get => telephoneNumber; set => telephoneNumber = value; }

}

* **Ticket**

Класс, описывающий сеанс

Ниже приведен программный код системы

class Ticket

{

private int id;

private int userId;

private int railwayId;

private DateTime dispatchDate;

private int price;

private int place;

public Ticket(int userId, int railwayId, DateTime dispatchDate, int price, int place)

{

this.userId = userId;

this. railwayId = railwayId;

this.dispatchDate = dispatchDate;

this.price = price;

this.place = place;

}

public Ticket(Railway railway, User user, int price, int place)

{

this.userId = user.Id;

this.railwayId = railway.Id;

this.dispatchDate = railway.DispatchTime;

this.price = price;

this.place = place;

}

public int Id { get => id; private set => id = value; }

public int UserId { get => userId; set => userId = value; }

public int railwayId { get => railwayId; set => railwayId = value; }

public DateTime DispatchDate { get => dispatchDate;  
set => dispatchDate = value; }

public int Price { get => price; set => price = value; }

public int Place { get => place; set => place = value; }

}

* **IRepository**

Интерфейс, описывающий репозиторий для хранения данных

Ниже приведен программный код системы

interface IRepository<T> : IDisposable

where T : class

{

IEnumerable<T> GetList();

T GetInfo(int id);

void Create(T item);

void Update(T item);

void Delete(int id);

void Save();

}

* **RailwayRepository**

Класс, реализующий интерфейс IRepository для хранения данных о рейсах

Ниже приведен программный код системы

class RailwaytRepository : IRepository<Railway>

{

private bool disposedValue;

public void Create(Railway item){ }

public void Delete(int id) { }

public Railway GetInfo(int id) { }

public IEnumerable< Railway > GetList() { }

public void Save() { }

public void Update(Railway item) { }

protected virtual void Dispose(bool disposing)

{

if (!disposedValue)

{

if (disposing) { }

disposedValue = true;

}

}

public void Dispose()

{

Dispose(disposing: true);

GC.SuppressFinalize(this);

}

}

* **TicketRepository**

Класс, реализующий интерфейс IRepository для хранения данных о билетах

Ниже приведен программный код системы

class TicketRepository : IRepository<Ticket>

{

private bool disposedValue;

public void Create(Ticket item){ }

public void Delete(int id) { }

public Ticket GetInfo(int id) { }

public IEnumerable< Ticket > GetList() { }

public void Save() { }

public void Update(Ticket item) { }

protected virtual void Dispose(bool disposing)

{

if (!disposedValue)

{

if (disposing) { }

disposedValue = true;

}

}

public void Dispose()

{

Dispose(disposing: true);

GC.SuppressFinalize(this);

}

}

* **UserRepository**

Класс, реализующий интерфейс IRepository для хранения данных о пользователях

Ниже приведен программный код системы

class UserRepository : IRepository<User>

{

private bool disposedValue;

public void Create(User item){ }

public void Delete(int id) { }

public User GetInfo(int id) { }

public IEnumerable< User > GetList() { }

public void Save() { }

public void Update(User item) { }

protected virtual void Dispose(bool disposing)

{

if (!disposedValue)

{

if (disposing) { }

disposedValue = true;

}

}

public void Dispose()

{

Dispose(disposing: true);

GC.SuppressFinalize(this);

}

}