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|  |  |  |  |
| --- | --- | --- | --- |
| 组号 | 1 | 项目名称 | 霍格沃茨地图（手机导游APP） |
| 迭代名称 | 技术原型迭代 | 实际起止日期 | 2020/10/15-2020/11/17 |
| 任务达成情况：（完成的任务、实现的功能、进度、质量等）   1. 迭代计划：在总迭代计划的基础上，对于每周的迭代计划进行细化，形成每周或者每两周的迭代计划细化表。 2. Vision文档：在第一次迭代Vision 文档的基础上，按照老师以及助教的建议进行修改完善，形成第二次迭代版本的Vision文档。 3. 用例模型：在第一次迭代的用例模型的基础上，结合老师助教的建议以及第二次迭代实施过程中发现的一些问题，对用例模型进行修改完善，形成第二次迭代版本的用例模型。 4. 软件需求规约：在第一次迭代软件需求规约的基础上，结合实践项目情况以及老师助教的建议，进行了一些调整与修改，形成了第二次迭代版本的软件需求规约。 5. 软件架构文档：首先由组员分工完成软件架构文档的初稿，经过小组评审与修改之后继续完善，并结合小作业上的点评进行修改调整，形成了第二次迭代版本的软件架构文档。 6. 编程规范：前端Dart语言编程规范，参考Dart官方文档，以及其他官方文档，形成了自己的Dart语言编程规范。后端则采用Google Java编程规范。 7. UML分析与设计模型：由小组讨论形成初步的UML类图，在完成初稿后进行小组评审，并进行修改和完善，形成最终版本的UML类图以及分析与设计文档。 8. 技术原型代码：前端使用Flutter框架由前端小组进行开发，后端采用Spring Boot框架由后端小组进行开发，同时搭建MongoDB数据库，阿里云OSS对象存储服务，以及时序数据库，同时进行与高德地图相关的地图地位，周边，导航等Demo的开发， | | | |
| 评审/测试的结果：（执行了哪些评审和测试？评审和测试的结果如何？）   1. 进行了所有相关文档如：UML分析与设计，编程规范等的小组评审，针对文档的内容格式等进行了调整，比如UML分析中的一些设计模式的调整，以及编程规范中的一些要求的修改，从而形成最终版本的相关文档。 2. 进行了前端界面的评审，对不符合要求的界面进行重新设计实现，比如对于个人中心不必要信息的删除，以及景点展示方式的调整，最终得到美观并符合项目要求的前端界面。 3. 进行了技术原型demo的评审，对于与高德地图相关的技术进行小型项目实验，开发人员向小组进行展示，由小组提出意见并改进，比如对于定位需要调起陀螺仪监测方向改变，从而得到符合要求的demo。 | | | |
| 问题、变更和返工：（遇到的问题、发生的变更、是否需要返工等）   1. 对于景点展示方式的调整，由首页地图的搜索页，转移到专门的附近页面，便于用户使用以及模块化开发。需要对前端结构进行一定的调整，但是返工规模不大。 2. 对于定位方式的调整，从最初的一次定位到连续定位并调用陀螺仪跟随方向，更加符合用户需要。需要对代码进行再加工，增加陀螺仪调用等，是原基础上的改进，不需要进行返工。 | | | |
| 经验和教训：   1. 将最大风险放在最高优先级考虑，这样能够减少很多不必要的返工，比如此次项目提前尝试前端的开发与相关技术的小型项目测试，对于Android原生以及Flutter都进行了尝试，从而最终确定使用Flutter进行开发，避免了后期大量返工。 2. 经常进行小组评审与讨论，在工作进行中不断的与小组成员交流工作进展与方向，能够及时纠正错误，发现更多的想法，并且及时地进行修改与调整，这样能够避免一项任务进行到末尾才发现中间环节的问题而进行大量的返工。 3. 每周以及每天都应该细化迭代计划，制定每项任务的结束时间，这样能够使得所有任务按计划有序进行。 4. 在遵循计划的同时，也应该根据情况动态调整迭代计划的安排，有些任务超过预估难度可以适当增加时间以及负责人员，而有些任务与预期相比较为简单则可以适当减少时间并让负责人员参与到其他任务中。 | | | |