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#’ generate simulated response for multilevel splines #’ #’ Generates simulated response for multilevel splines #’ #’ @importFrom stats coef glm lm rbinom rnorm vcov #’ @param J number of ‘data’ intervals #’ @param mod underlying model; either lm or glm #’ @param x\_sigma design matrix sigma #’ @param e\_sigma error variance - around the mean function; data level. #’ @param z\_sigma error variance around my surface; structural level. #’ @param N\_s the minimum sample size for each interval. #’ @param N\_m the maximum sample size for each interval; default = 200. #’ @return returns a list described above. #’ @format list(x\_list = x\_list, y\_list = y\_list, e\_list = e\_list, true\_mu = mu, z = z) #’ \describe{ #’

{x\_list}{the length-J list of design matrices. The nrow of each element is between N\_s and N\_m} #’

{y\_list}{the length-J list of response vectors. The length of each element is between N\_s and N\_m.} #’

{e\_list}{the length-J list of error vectors. The length of each element is between N\_s and N\_m.} #’

{true\_mu}{the true mu vector of length J} #’

{z}{the grid vector of length J} #’

generate\_response <- function(J, mod, e\_sigma = 1, x\_sigma = 1, z\_sigma = 0.5, N\_s, N\_m = 200) {  
  
 # currently the data interval (z interval) is set to be between -3 and 3.  
  
 n <- sample(N\_s:N\_m, J, replace = TRUE)  
  
 # smooth surface: z is the grid sequence and mu is the generated smooth function.  
 z <- seq(from = -3, to = 3, length.out = J)  
 mu <- z^2 - 10 \* cos(2 \* pi \* z) # "true" surface.  
  
 beta\_1 <- mu + rnorm(J, 0, z\_sigma) # slope  
 beta\_0 <- 0 # intercept  
  
 x\_list <- lapply(n, rnorm, mean = 0, sd = x\_sigma)  
 e\_list <- lapply(n, rnorm, mean = 0, sd = e\_sigma)  
  
 # outcome generation function; gives 'y' list given e, beta\_0, beta\_1, and  
 # x (design matrix)  
 # for glm: logit link binary p(y = 1) = 1/(1 + exp(-beta\_0 - beta\_1 \* x - e)  
 # for lm: ordinary linear model structure y = xb + e  
 if (mod == "glm") {  
 y\_list <- mapply(function(x, e, b, beta\_0 = 0)  
 rbinom(length(x), 1, 1/(1 + exp(-beta\_0 - b \* x - e))),  
 x = x\_list, e = e\_list, b = beta\_1)  
 }  
 if (mod == "lm") {  
 y\_list <- mapply(function(x, e, b, beta\_0 = 0)  
 beta\_0 + b \* x + e, x = x\_list, e = e\_list, b = beta\_1)  
 }  
 list(x\_list = x\_list, y\_list = y\_list, e\_list = e\_list, true\_mu = mu, z = z)  
}

#’ Builds `granular'' data #' #' obtains the regression slope and its variance #' certainly not optimal but this step shouldn't take long regardless #' @param x\_k design matrix #' @param y\_k response vector #' @param mod underlying model; eitherlmorglm` #’ @export

granular <- function(x\_k, y\_k, mod) {  
 # summarizing the regression part  
 if (mod == "glm")  
 fit\_lm <- glm(y\_k ~ x\_k, family = "binomial")  
 if (mod == "lm")  
 fit\_lm <- lm(y\_k ~ x\_k)  
  
 kth\_beta\_hat <- coef(fit\_lm)[2]  
 kth\_var <- diag(vcov(fit\_lm))[2]  
 grain\_out <- list(kth\_beta\_hat, kth\_var)  
 grain\_out  
}

#’ Generates kerel matrix #’ #’ Generates kernel matrix of J by J, where J = length(z) for multilevel splines #’ certainly not optimal but this step shouldn’t take long regardless. #’ Used the formulation from Reinsch (1967). #’ @param z Mid-interval value vector, it is safe to assume this to be equi-distant, but in principle it doesn’t have to be. it’s not tested though. #’ @export

make\_K <- function(z) {  
 J <- length(z)  
 Del <- matrix(0, nrow = J - 2, ncol = J)  
 W <- matrix(0, nrow = J - 2, ncol = J - 2)  
 h <- diff(z)  
 for (l in 1:(J - 2)) {  
 Del[l, l] <- 1/h[l]  
 Del[l, (l + 1)] <- -1/h[l] - 1/h[(l + 1)]  
 Del[l, (l + 2)] <- 1/h[(l + 1)]  
 W[(l - 1), l] <- W[l, (l - 1)] <- h[l]/  
 6  
 W[l, l] <- (h[l] + h[l + 1])/3  
 }  
 K <- t(Del) %\*% solve(W) %\*% Del  
 K  
}

#’ Main EM function #’ #’ Running EM for multilevel splines #’ certainly not optimal… #’ @param beta\_hat\_vec data vector of length J #’ @param V covariance matrix of size J by J #’ @param K kernel matrix from make\_K #’ @param lambda tuning parameter #’ @param maxit maximum iteration number #’ @export

main\_EM <- function(beta\_hat\_vec, V, K, lambda, maxit = 500) {  
  
 # parameter initilization  
 eps <- 1000 # convergence tracker  
 tol <- 1e-05 # convergence threshold  
 sigma2\_m <- mean(diag(V))  
 J <- length(beta\_hat\_vec)  
 mu\_m <- rep(mean(beta\_hat\_vec), J)  
 I <- diag(J)  
 iter <- 1  
  
 while (eps > tol & iter <= maxit) {  
 # .. EM starts here  
 mu\_m\_old <- mu\_m  
 sigma2\_m\_old <- sigma2\_m # current sigma^2  
  
 Vst <- solve(solve(V) + (1/sigma2\_m) \* diag(J)) # Vst  
 D\_m <- Vst %\*% solve(V) #D\_m <- part\_cov %\*% V  
 mu\_m <- solve(D\_m + lambda \* K) %\*% D\_m %\*% beta\_hat\_vec  
  
 S\_lambda <- solve(I %\*% D\_m %\*% I + lambda \* K) %\*% I %\*% D\_m  
 effective\_df <- sum(diag(S\_lambda))  
  
 sigma2\_m <- mean((beta\_hat\_vec - mu\_m)^2)  
 eps <- sum(abs(mu\_m - mu\_m\_old)) + abs(sigma2\_m\_old - sigma2\_m)  
 iter <- iter + 1  
 if (iter == maxit) {  
 cat("for lambda =", lambda, "max iteration reached; may need to double check \n")  
 }  
 } # end of EM .. convergence reached.  
  
 BIC <- sum((beta\_hat\_vec - mu\_m)^2)/(J^(1 - effective\_df/J))  
 GCV <- sum((beta\_hat\_vec - mu\_m)^2)/(J - effective\_df)^2 \* J  
  
 EM\_out <- list(mu = mu\_m, S\_lambda = S\_lambda, sigma2 = sigma2\_m, BIC = BIC, GCV = GCV)  
 EM\_out  
}

#’ Naive strawman #’ #’ Running naive splines #’ @param beta\_hat\_vec data vector of length J #’ @param K kernel matrix from make\_K #’ @param lambda tuning parameter #’ @export

naive\_ss <- function(beta\_hat\_vec, lambda, K) {  
  
 J <- length(beta\_hat\_vec)  
 I <- diag(J)  
 S\_lambda <- solve(I + lambda \* K)  
 f\_hat <- S\_lambda %\*% beta\_hat\_vec  
  
 eff\_df <- sum(diag(S\_lambda))  
  
 GCV <- sum((beta\_hat\_vec - f\_hat)^2)/(J - eff\_df)^2 \* J  
 BIC <- log(mean((beta\_hat\_vec - f\_hat)^2)) + eff\_df \* log(J)/J  
  
 out <- list(mu = f\_hat, S\_lambda = S\_lambda, BIC = BIC, GCV = GCV)  
 out  
}

#’ Generates simulated response for multilevel splines – test function #2 #’ #’ @importFrom stats coef glm lm rbinom rnorm vcov #’ @param J number of ‘data’ intervals #’ @param mod underlying model; either lm or glm #’ @param x\_sigma design matrix sigma #’ @param e\_sigma error variance - around the mean function; data level. #’ @param z\_sigma error variance around my surface; structural level. #’ @param N\_s the minimum sample size for each interval. #’ @param N\_m the maximum sample size for each interval; default = 200. #’ @return returns a list described above. #’ @format list(x\_list = x\_list, y\_list = y\_list, e\_list = e\_list, true\_mu = mu, z = z) #’ #’ @export

generate\_response\_smooth <- function(J, mod, e\_sigma = 1, x\_sigma = 1, z\_sigma = 0.5, N\_s, N\_m = 200) {  
  
 # currently the data interval (z interval) is set to be between 0 and 1  
  
 n <- sample(N\_s:N\_m, J, replace = TRUE)  
  
 # smooth surface: z is the grid sequence and mu is the generated smooth function.  
 z <- seq(from = 0, to = 1, length.out = J)  
 mu <- sin(12\*(z + 0.2)) / (z + 0.2) # "true" surface.  
  
 beta\_1 <- mu + rnorm(J, 0, z\_sigma) # slope  
 beta\_0 <- 0 # intercept  
  
 x\_list <- lapply(n, rnorm, mean = 0, sd = x\_sigma)  
 e\_list <- lapply(n, rnorm, mean = 0, sd = e\_sigma)  
  
 # outcome generation function; gives 'y' list given e, beta\_0, beta\_1, and  
 # x (design matrix)  
 # for glm: logit link binary p(y = 1) = 1/(1 + exp(-beta\_0 - beta\_1 \* x - e)  
 # for lm: ordinary linear model structure y = xb + e  
 if (mod == "glm") {  
 y\_list <- mapply(function(x, e, b, beta\_0 = 0)  
 rbinom(length(x), 1, 1/(1 + exp(-beta\_0 - b \* x - e))),  
 x = x\_list, e = e\_list, b = beta\_1)  
 }  
 if (mod == "lm") {  
 y\_list <- mapply(function(x, e, b, beta\_0 = 0)  
 beta\_0 + b \* x + e, x = x\_list, e = e\_list, b = beta\_1)  
 }  
 list(x\_list = x\_list, y\_list = y\_list, e\_list = e\_list, true\_mu = mu, z = z)  
}

## simulation model

ag2 <- generate\_response\_smooth(J=50, mod="glm", e\_sigma=2, N\_s=50)  
ag22 <- generate\_response\_smooth(J=50, mod="glm", e\_sigma=2, N\_s=100)  
ag4 <- generate\_response\_smooth(J=50, mod="glm", e\_sigma=4, N\_s=50)  
ag44 <- generate\_response\_smooth(J=50, mod="glm", e\_sigma=4, N\_s=100)  
ag8 <- generate\_response\_smooth(J=50, mod="glm", e\_sigma=8, N\_s=50)  
ag88 <- generate\_response\_smooth(J=50, mod="glm", e\_sigma=8, N\_s=100)  
  
al2 <- generate\_response\_smooth(J=50, mod="lm", e\_sigma=2, N\_s=50)  
al22 <- generate\_response\_smooth(J=50, mod="lm", e\_sigma=2, N\_s=100)  
al4 <- generate\_response\_smooth(J=50, mod="lm", e\_sigma=4, N\_s=50)  
al44 <- generate\_response\_smooth(J=50, mod="lm", e\_sigma=4, N\_s=100)  
al8 <- generate\_response\_smooth(J=50, mod="lm", e\_sigma=8, N\_s=50)  
al88 <- generate\_response\_smooth(J=50, mod="lm", e\_sigma=8, N\_s=100)  
  
  
bg2 <- generate\_response(J=50, mod="glm", e\_sigma=2, N\_s=50)  
bg22 <- generate\_response(J=50, mod="glm", e\_sigma=2, N\_s=100)  
bg4 <- generate\_response(J=50, mod="glm", e\_sigma=4, N\_s=50)  
bg44 <- generate\_response(J=50, mod="glm", e\_sigma=4, N\_s=100)  
bg8 <- generate\_response(J=50, mod="glm", e\_sigma=8, N\_s=50)  
bg88 <- generate\_response(J=50, mod="glm", e\_sigma=8, N\_s=100)  
  
bl2 <- generate\_response(J=50, mod="lm", e\_sigma=2, N\_s=50)  
bl22 <- generate\_response(J=50, mod="lm", e\_sigma=2, N\_s=100)  
bl4 <- generate\_response(J=50, mod="lm", e\_sigma=4, N\_s=50)  
bl44 <- generate\_response(J=50, mod="lm", e\_sigma=4, N\_s=100)  
bl8 <- generate\_response(J=50, mod="lm", e\_sigma=8, N\_s=50)  
bl88 <- generate\_response(J=50, mod="lm", e\_sigma=8, N\_s=100)

### Example 1  
  
## GLM\_2\_50  
ag2 <- generate\_response\_smooth(J=50, mod="glm", e\_sigma=2, N\_s=50)  
# generation  
beta\_hat <- NULL  
for(i in 1:50){  
 results <- granular(unlist(ag2$x\_list[i]), unlist(ag2$y[i]), mod = "glm")  
 beta\_hat <- rbind(beta\_hat,results)  
}  
  
K <- make\_K(ag2$z)  
  
# multilevel  
  
GCV\_vec <- NULL  
lambda <- seq(0.00005, 0.00012, by = 1e-6)  
for(i in 1:length(lambda)){  
 EM\_out <- main\_EM(beta\_hat\_vec = unlist(beta\_hat[,1]), V = diag(unlist(beta\_hat[,2])), K = K, lambda[i])  
 GCV\_vec <- rbind(GCV\_vec,EM\_out$GCV)  
}  
  
plot(lambda, GCV\_vec)

![](data:image/png;base64,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)

EM\_out <- main\_EM(beta\_hat\_vec = unlist(beta\_hat[,1]), V = diag(unlist(beta\_hat[,2])), K = K, lambda = 0.0001)  
  
RMSE\_Multilevel <- sqrt((1/50)\*t(ag2$true\_mu-EM\_out$mu)%\*%(ag2$true\_mu-EM\_out$mu))  
  
# naive  
  
GCV\_vec <- NULL  
lambda <- seq(0.00016, 0.00017, by = 1e-7)  
for(i in 1:length(lambda)){  
 naive\_out <- naive\_ss(beta\_hat\_vec = unlist(beta\_hat[,1]), lambda = lambda[i], K = K)  
 GCV\_vec <- rbind(GCV\_vec,naive\_out$GCV)  
}  
  
plot(lambda, GCV\_vec)
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naive\_out <- naive\_ss(beta\_hat\_vec = unlist(beta\_hat[,1]), lambda = 0.000168, K = K)  
  
RMSE\_Naive <- sqrt((1/50)\*t(ag2$true\_mu-naive\_out$mu)%\*%(ag2$true\_mu-naive\_out$mu))

### Example 2  
  
## GLM\_2\_50  
bg2 <- generate\_response(J=50, mod="glm", e\_sigma=2, N\_s=50)  
  
# generation  
  
beta\_hat <- NULL  
for(i in 1:50){  
 results <- granular(unlist(bg2$x\_list[i]), unlist(bg2$y[i]), mod = "glm")  
 beta\_hat <- rbind(beta\_hat,results)  
}

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

K <- make\_K(bg2$z)  
  
# multilevel  
  
GCV\_vec <- NULL  
lambda <- seq(0.000195, 0.0002, by = 1e-7)  
for(i in 1:length(lambda)){  
 EM\_out <- main\_EM(beta\_hat\_vec = unlist(beta\_hat[,1]), V = diag(unlist(beta\_hat[,2])), K = K, lambda[i])  
 GCV\_vec <- rbind(GCV\_vec,EM\_out$GCV)  
}  
  
plot(lambda, GCV\_vec)
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EM\_out <- main\_EM(beta\_hat\_vec = unlist(beta\_hat[,1]), V = diag(unlist(beta\_hat[,2])), K = K, lambda = 0.000197)  
  
RMSE\_Multilevel <- sqrt((1/50)\*t(bg2$true\_mu-EM\_out$mu)%\*%(bg2$true\_mu-EM\_out$mu))  
  
# naive  
  
GCV\_vec <- NULL  
lambda <- seq(15.37, 15.375, by = 0.0001)  
for(i in 1:length(lambda)){  
 naive\_out <- naive\_ss(beta\_hat\_vec = unlist(beta\_hat[,1]), lambda = lambda[i], K = K)  
 GCV\_vec <- rbind(GCV\_vec,naive\_out$GCV)  
}  
  
plot(lambda, GCV\_vec)
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naive\_out <- naive\_ss(beta\_hat\_vec = unlist(beta\_hat[,1]), lambda = 15.374, K = K)  
  
RMSE\_Naive <- sqrt((1/50)\*t(bg2$true\_mu-naive\_out$mu)%\*%(bg2$true\_mu-naive\_out$mu))

## problem

Setting : Model GLM,

We can get s multilevel approach suffers under GLM.

We can get s naive approach suffers under GLM.