虚继承[[编辑](https://zh.wikipedia.org/w/index.php?title=%E8%99%9A%E7%BB%A7%E6%89%BF&action=edit&section=0&summary=/*%20top%20*/%20)]

维基百科，自由的百科全书

*对于继承概念中的虚函数，请参阅[虚函数](https://zh.wikipedia.org/wiki/%E8%99%9A%E5%87%BD%E6%95%B0" \o "虚函数)。*

**虚继承** 是[面向对象编程](https://zh.wikipedia.org/wiki/%E9%9D%A2%E5%90%91%E5%AF%B9%E8%B1%A1%E7%BC%96%E7%A8%8B" \o "面向对象编程)中的一种技术，是指一个指定的基类，在[继承](https://zh.wikipedia.org/wiki/%E7%BB%A7%E6%89%BF_(%E8%AE%A1%E7%AE%97%E6%9C%BA%E7%A7%91%E5%AD%A6))体系结构中，将其成员数据实例共享给也从这个基类型直接或间接派生的其它类。

举例来说：假如类*A*和类*B*各自从类*X*派生（非虚继承且假设类X包含一些数据成员），且类*C*同时[多继承](https://zh.wikipedia.org/wiki/%E5%A4%9A%E9%87%8D%E7%BB%A7%E6%89%BF" \o "多重继承)自类*A*和*B*，那么*C*的对象就会拥有两套*X*的实例数据（可分别独立访问，一般要用适当的消歧义限定符）。但是如果类*A*与*B*各自虚继承了类*X*，那么*C*的对象就只包含一套类*X*的实例数据。对于这一概念典型实现的编程语言是[C++](https://zh.wikipedia.org/wiki/C%2B%2B" \o "C++)。

这一特性在[多重继承](https://zh.wikipedia.org/wiki/%E5%A4%9A%E9%87%8D%E7%BB%A7%E6%89%BF)应用中非常有用，可以使得虚基类对于由它直接或间接派生的类来说，拥有一个共同的基类对象实例。避免由于带有歧义的组合而产生的问题（如“菱形继承问题”）。其原理是，间接派生类（*C*）穿透了其父类（上面例子中的*A*与*B*），实质上直接继承了虚基类*X*。[[1]](https://zh.wikipedia.org/wiki/%E8%99%9A%E7%BB%A7%E6%89%BF" \l "cite_note-1)[[2]](https://zh.wikipedia.org/wiki/%E8%99%9A%E7%BB%A7%E6%89%BF#cite_note-2)

这一概念一般用于“继承”在表现为一个整体，而非几个部分的组合时。在C++中，基类可以通过使用[关键字](https://zh.wikipedia.org/w/index.php?title=%E5%85%B3%E9%94%AE%E5%AD%97%EF%BC%88%E8%AE%A1%E7%AE%97%E6%9C%BA%E7%BC%96%E7%A8%8B%EF%BC%89&action=edit&redlink=1" \o "关键字（计算机编程）（页面不存在）)virtual来声明虚继承关系。

**目录**

  [[隐藏](https://zh.wikipedia.org/wiki/%E8%99%9A%E7%BB%A7%E6%89%BF)]

* [1问题的产生](https://zh.wikipedia.org/wiki/%E8%99%9A%E7%BB%A7%E6%89%BF#.E9.97.AE.E9.A2.98.E7.9A.84.E4.BA.A7.E7.94.9F)
* [2解决方法](https://zh.wikipedia.org/wiki/%E8%99%9A%E7%BB%A7%E6%89%BF#.E8.A7.A3.E5.86.B3.E6.96.B9.E6.B3.95)
* [3虚基类的初始化](https://zh.wikipedia.org/wiki/%E8%99%9A%E7%BB%A7%E6%89%BF#.E8.99.9A.E5.9F.BA.E7.B1.BB.E7.9A.84.E5.88.9D.E5.A7.8B.E5.8C.96)
* [4g++与虚继承](https://zh.wikipedia.org/wiki/%E8%99%9A%E7%BB%A7%E6%89%BF#g.2B.2B.E4.B8.8E.E8.99.9A.E7.BB.A7.E6.89.BF)
* [5Microsoft Visual C++与虚继承](https://zh.wikipedia.org/wiki/%E8%99%9A%E7%BB%A7%E6%89%BF#Microsoft_Visual_C.2B.2B.E4.B8.8E.E8.99.9A.E7.BB.A7.E6.89.BF)
* [6虚继承的应用：不可派生的finally类](https://zh.wikipedia.org/wiki/%E8%99%9A%E7%BB%A7%E6%89%BF#.E8.99.9A.E7.BB.A7.E6.89.BF.E7.9A.84.E5.BA.94.E7.94.A8.EF.BC.9A.E4.B8.8D.E5.8F.AF.E6.B4.BE.E7.94.9F.E7.9A.84finally.E7.B1.BB)
* [7引用](https://zh.wikipedia.org/wiki/%E8%99%9A%E7%BB%A7%E6%89%BF#.E5.BC.95.E7.94.A8)

问题的产生[[编辑](https://zh.wikipedia.org/w/index.php?title=%E8%99%9A%E7%BB%A7%E6%89%BF&action=edit&section=1)]

考虑下面的类的层次和关系。

**class** **Animal** {

**public**:

**virtual** void eat();

};

**class** **Mammal** : **public** Animal {

**public**:

**virtual** void breathe();

};

**class** **WingedAnimal** : **public** Animal {

**public**:

**virtual** void flap();

};

*// A bat is a winged mammal*

**class** **Bat** : **public** Mammal, **public** WingedAnimal {

};

Bat bat;

按照上面的定义，调用bat.eat()是有歧义的，因为在Bat中有两个Animal基类（间接的），所以所有的Bat对象都有两个不同的Animal基类的子对象。因此，尝试直接引用Bat对象的Animal子对象会导致错误，因为该继承是有歧义的：

Bat b;

Animal &a = b; *// error: which Animal subobject should a Bat cast into,*

*// a Mammal::Animal or a WingedAnimal::Animal?*

要消除歧义，需要显式的将bat转换为每一个基类子对象：

[![https://upload.wikimedia.org/wikipedia/commons/thumb/8/8e/Diamond_inheritance.svg/220px-Diamond_inheritance.svg.png](data:image/png;base64,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)](https://zh.wikipedia.org/wiki/File:Diamond_inheritance.svg)

菱形类继承图示。

Bat b;

Animal &mammal = **static\_cast**<Mammal&> (b);

Animal &winged = **static\_cast**<WingedAnimal&> (b);

为了正确的调用eat()，还需要相同的可以消歧义的语句：static\_cast<Mammal&>(bat).eat()或static\_cast<WingedAnimal&>(bat).eat().

在这个例子中，我们可能并不需要Animal被继承两次，我们只想建立一个模型来说明这层关系（Bat 属于 Animal）；Bat是Mammal也是WingedAnimal并不意味着它是两个Animal：Animal定义的功能由Bat来实现（上面“*是*”的属性实际上是“*实现需求*”的含义），且一个Bat只实现一次。“只*是*一个”的真正含义是Bat只有一种实现eat()的方法，无论是从Mammal的角度还是从WingedAnimal的角度来看。（在上面的第一段代码示例中我们看到eat()并没有在Mammal或WingedAnimal中被重载，所以这两个Animal子对象实际上是以相同的方式运作，但这只是一个不完善的例子，从C++的角度来看二者之间正好没有实际的区别。）

若将上面的关系以图形方式表示看起来类似菱形，所以这一情况也被称为**菱形继承**。虚继承可以解决这一问题。

解决方法[[编辑](https://zh.wikipedia.org/w/index.php?title=%E8%99%9A%E7%BB%A7%E6%89%BF&action=edit&section=2)]

我们可以按如下方式重新声明上面的类：

**class** **Animal** {

**public**:

**virtual** void eat();

};

*// Two classes virtually inheriting Animal:*

**class** **Mammal** : **public** **virtual** Animal {

**public**:

**virtual** void breathe();

};

**class** **WingedAnimal** : **public** **virtual** Animal {

**public**:

**virtual** void flap();

};

*// A bat is still a winged mammal*

**class** **Bat** : **public** Mammal, **public** WingedAnimal {

};

Bat::WingedAnimal中的Animal部分现在和Bat::Mammal中的Animal部分是相同的了，这也就是说Bat现在有且只有一个共享的Animal部分，所以对于Bat::eat()的调用就不再有歧义了。另外，直接将Bat实例分派给Animal实例的过程也不会产生歧义了，因为现在只存在一種可以转换为Animal的Bat实体了。

因为Mammal实例的起始地址和其Animal部分的内存偏移量直到程序运行分配内存时才会明确，所以虚继承应用给Mammal和WingedAnimal建立了[虚表](https://zh.wikipedia.org/w/index.php?title=%E8%99%9A%E8%A1%A8&action=edit&redlink=1" \o "虚表（页面不存在）)（vtable）指针（“vpointer”）。因此“Bat”包含vpointer, Mammal,vpointer, WingedAnimal, Bat, Animal。这里共有两个虚表指针，其中最派生类的对象地址所指向的虚表指针，指向了最派生类的虚表；另一个虚表指针指向了WingedAnimal的类的虚表。Animal虚继承而来。在上面的例子里，一个分配给Mammal，另一个分配给WingedAnimal。因此每个对象占用的内存增加了两个指针的大小，但却解决了Animal的歧义问题。所有Bat类的对象都包含这两个虚指针，但是每一个对象都包含唯一的Animal对象。假设一个类Squirrel声明继承了Mammal，那么Squirrel中的Mammal对象的虚指针和Bat中的Mammal对象的虚指针是不同的，尽管他们占用的内存空间大小是相同的。这是因为在内存中Mammal到Animal的距离是相同的。虚表不同而实际上占用的空间相同。

虚基类的初始化[[编辑](https://zh.wikipedia.org/w/index.php?title=%E8%99%9A%E7%BB%A7%E6%89%BF&action=edit&section=3)]

由于虚基类是多个派生类共享的基类，因此由谁来初始化虚基类必须明确。C++标准规定，由最派生类直接初始化虚基类。因此，对间接继承了虚基类的类，也必须能直接访问其虚继承来的祖先类，也即应知道其虚继承来的祖先类的地址偏移值。

例如，常见的“菱形”虚继承例子中，两个派生类、一个最派生类的构造函数的初始化列表中都可以给出虚基类的初始化；但只由最派生类的构造函数实际执行虚基类的初始化。

g++与虚继承[[编辑](https://zh.wikipedia.org/w/index.php?title=%E8%99%9A%E7%BB%A7%E6%89%BF&action=edit&section=4)]

[g++](https://zh.wikipedia.org/wiki/G%2B%2B)编译器生成的C++类实例，虚函数与*虚基类地址偏移值*共用一个虚表（vtable）。类实例的开始处即为指向所属类的**虚指针**（vptr）。实际上，一个类与它的若干祖先类（父类、祖父类、...）组成部分共用一个虚表，但各自使用的虚表部分依次相接、不相重叠。

g++编译下，一个类实例的虚指针指向该类虚表中的第一个虚函数的地址。如果该类没有虚函数（或者虚函数都写入了祖先类的虚表，覆盖了祖先类的对应虚函数），因而该类自身虚表中没有虚函数需要填入，但该类有虚继承的祖先类，则仍然必须要访问虚表中的虚基类地址偏移值。这种情况下，该类仍然需要有虚表，该类实例的虚指针指向类虚表中一个值为0的条目。

该类其它的虚函数的地址依次填在虚表中第一个虚函数条目之后（内存地址自低向高方向）。虚表中第一个虚函数条目之前（内存地址自高向低方向），依次填入了typeinfo（用于RTTI）、虚指针到整个对象开始处的偏移值、虚基类地址偏移值。因此，如果一个类虚继承了两个类，那么对于32位程序，虚继承的左父类地址偏移值位于vptr-0x0c，虚继承的右父类地址偏移值位于vptr-0x10.

一个类的祖先类有复杂的虚继承关系，则该类的各个虚基类偏移值在虚表中的存储顺序尊重自该类到祖先的深度优先遍历次序。

Microsoft Visual C++与虚继承[[编辑](https://zh.wikipedia.org/w/index.php?title=%E8%99%9A%E7%BB%A7%E6%89%BF&action=edit&section=5" \o "编辑小节：Microsoft Visual C++与虚继承)]

[Microsoft Visual C++](https://zh.wikipedia.org/wiki/Microsoft_Visual_C%2B%2B)与g++不同，把类的虚函数与虚基类地址偏移值分别放入了两个虚表中，前者称为虚函数表vftbl，后者称虚基类表vbtbl。因此一个类实例可能有两个虚指针分别指向类的虚函数表与虚基类表，这两个虚指针分别称为虚函数表指针vftbl与虚基类表指针vbtbl。当然，类实例也可以只有一个虚指针，或者没有虚指针。虚指针总是放在类实例的数据成员之前，且虚函数表指针总是在虚基类表指针之前。因而，对于某个类实例来说，如果它有虚基类指针，那么虚基类指针可能在类实例的0字节偏移处，也可能在类实例的4字节偏移处（对于32位程序来说），这给[类成员函数指针](https://zh.wikipedia.org/wiki/%E7%B1%BB%E6%88%90%E5%91%98%E5%87%BD%E6%95%B0%E6%8C%87%E9%92%88)的实现带来了很大麻烦。

一个类的虚基类指针指向的虚基类表的首个条目，该条目的值是虚基类表指针所在的地址到该类的实例的内存首地址的偏移值。即&(obj.vbtbl) - &obj。虚基类第2、第3、... 个条目依次为该类的最左虚继承父类、次左虚继承父类、...的内存地址相对于虚基类表指针自身地址，即 &(obj.vbtbl)的偏移值。

如果一个类同时有虚继承的父类与祖父类，则虚祖父类放在虚父类前面。

另外需要注意的是，类的虚函数表的第一项之前的项（即\*(obj.vftbl-1)）为最派生类实例的内存首地址到当前虚函数表指针的偏移值，即mostDerivedObj-obj.vftbl。派生类的虚函数覆盖基类的虚函数时，在基类的虚函数表的对应条目写入的是一个“桩”(thunk)函数的入口地址，以调整this指针指向到派生类实例的地址，再调用派生类的对应的虚函数。例如：this -= offset; call DerivedClass:virtFunc;

虚继承的应用：不可派生的finally类[[编辑](https://zh.wikipedia.org/w/index.php?title=%E8%99%9A%E7%BB%A7%E6%89%BF&action=edit&section=6)]

一个类如果不希望被继承，类似于Java中的具有finally性质的类，这在C++中可以用虚继承来实现：

**template**<**typename** T> **class** **MakeFinally**{

**private**:

MakeFinally(){};*//只有MakeFinally的友类才可以构造MakeFinally*

~MakeFinally(){};

**friend** T;

};

**class** **MyClass**:**public** **virtual** MakeFinally<MyClass>{};*//MyClass是不可派生类*

*//由于虚继承，所以D要直接负责构造MakeFinally类，从而导致编译报错，所以D作为派生类是不合法的。*

**class** **D**: **public** MyClass{};

*//另外，如果D类没有实例化对象，即没有被使用，实际上D类是被编译器忽略掉而不报错*

int main()

{

MyClass var1;

*// D var2; //这一行编译将导致错误，因为D类的默认构造函数不合法*

}
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