# 加密与解密

## 流密码

同步流密码

自同步流密码

## 分组密码

分组密码多应用于网络加密，是对此密码体质中发展最为完善的密码体制。

分组密码对**固定长度**的一组明文进行加密，这一固定长度称为**分组长度**。

分组长度是分组密码的一个参数，它与分组算法的安全性成正比，其取值范围取决于实际引用的环境。

为保证分组算法的安全性，分组长度越长越好，分组长度越长，密码解析越困难；

为保证分组算法的实用性，分组长度越短越好，分组长度越短，越便于操作和运算；

分组长度的设定需要权衡分组算方法的安全性与实用性，一般设置为56位。但随着密码学的发展，分组长度只有56位的分组密码已经不能确保算方法的安全性。目前。分组密码多选择128位作为算方法的分组长度。

### 加密过程

对一个 长度为 n 的 明文分组进行加密操作，相应地产生一个n位的密文分组，由此可见，不同的n位明晚分组共有2的n次方个。每一个不同的n位明文分组都应该产生一个唯一的密文分组，加密过程对应的变换成为**可逆变换**或**非奇异变换**。

代表性的分组加密算法有DES、AES等。

### 设计原则

1. 不可破译原则

理论上不可破译

实际不可破译

扩散原则

混乱原则

密码体质过于复杂导致对密码分析者来说是无法利用的

如何衡量一个密码的安全性？

密码体制的破译所需要的时间和费用超出了现有的资源和能力

密码体制的破译所需要的时间超过了该体制所保护信息的有效时间

密码体制的破译所需要的费用超过了该体制所保护信息的价值

1. 针对实现的设计原则

软件实现的设计原则

硬件实现的设计原则

### 分组密码的工作模式

以DES算法为例，DES算法根据其加密算法所定义的明文分组的大小（56位），将数据分割成若干56位的加密区块，再以加密区块为单位，分别进行加密处理。最后剩下的不足一个区块的大小，称为短块，短块的吃力方法有填充法，流密码加密法，密码挪用技术。

1. 电子密码本模式（ECB）
2. 密文链接模式（CBC）
3. 密文反馈模式（CFB）
4. 输出反馈模式（OFC）
5. 计数器模式（CTR）

## 对称加密算法

加密与解密使用同一个密钥。

发送消息

密钥加密消息

密文

接收消息

密钥加密消息

密文

网络传输

密钥

### 对称加密算法族谱简介

在对称加密算法中，DES算法最具有代表性，堪称规范。DESede是DES算法的变种；AES算法则作为DES算法的替代品；而IDEA算法作为一种强加密算法，成为电子邮件加密软件PGP(Pretty Good Privacy)的核心算法之一。

在Java实现层面上，DES、DESede、AES和IDEA这4种算法略有不同。

DES和DESede算法在使用密钥材料还原密钥时，建议使用各自相应的密钥材料实现类（xxxSpec）完成乡音转换操作。

AES算法在使用密钥材料还原密钥时，则需要使用一般密钥材料实现类（SecretKeySpec类）完成相应转换操作。其他对称加密算法可参照该方式实现，如RC2、RC4......

IDEA算法实现JDK 7 为提供，可使用Bouncy Castle提供支持。

### 数据加密标准——DES

DES算法和DESede算法统称DES系列算法。诸多对称加密算法发展源于DES算法的研究。

1998年，实用化DES算法破译机的出现宣告DES算法已不具备安全性。以当今计算机技术能力，经DES算法加密的数据在24小时内可能被破解。由此，DES算法正式退出历史舞台。

但DES算法对密码学领域贡献巨大。各种对称加密算法均由研究DES算法发展而来。升值很多硬件芯片本身具备DES加密实现。

其地位堪比C语言在计算机语言中的地位。

## 非对称加密算法RSA

加密解密使用一对钥匙，称为公钥与私钥。而使用私钥加密的数据，只有对应的公约才能解密，而使用公钥加密的数据，只能使用对应私钥才能解密。

发送消息

接收消息

公钥 -> 加密算法

密文

密文

私钥 -> 解密算法

由于 非对称加密算法 效率较低，故可以通过 非对称加密算法 传送 对称加密算法 的密钥。

详细应用请看 网络协议

# Base64

最初用于电子邮件系统，因为早期的电子邮件由于历史原因至允许传输ASCII码，若传输非ASCII码邮件用户将收到一堆乱码，后演变为显示传递URL参数的一种编码方法，时称“Url Base64”
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挺容易理解的算法，主要用于处理非常见字符于互联网上传递。实现可以参考本人git\_houcheng\code\Java\hc\hc-learning\src\main\java\org\hc\learning\algorithm\base64下代码。

## Java实现

private final static String mapper = "ABCDEFGHIJKLMNOPQRSTUVWXYZabcdefghijklmnopqrstuvwxyz0123456789+/";

/\*\*

\* 实现思路:

\* 先将 数组data 中所以数据复制到 clone 并且补充足够的长度给 clone

\* 然后对 clone 中的数据进行加密

\* @param data

\* @return

\*/

public static String encode(byte[] data){

// 声明

int len = data.length / 3 \* 4 ;

int mod = data.length % 3 ; // 余数

if( mod %3 != 0){

len += 4;

}

int lenBytes = len/ 4 \* 3;

byte[] clone = new byte[ lenBytes ];

char[] chars = new char[ len ];

// 复制

for( int i=0 ; i<lenBytes ; i++ ){

if( i < data.length ){

clone[i] = data[i];

}else{

clone[i] = 0 ;

}

}

// 加密核心

int count = 0 ;

for( int i=0 ; i<clone.length ; i+=3 ){

chars[count++] = mapper.charAt( ( clone[i] >>2 ) % 64 );

chars[count++] = mapper.charAt( ( clone[i] <<6 >>2 ) %64 + ( clone[i+1] >>4 ) %64 ); // 不能将 %64提取,移位操作非常规运算

chars[count++] = mapper.charAt( ( clone[i+1] <<4 >>2 ) %64 + ( clone[i+2] >>6 ) %64 );

chars[count++] = mapper.charAt( ( clone[i+2] <<2 >>2 ) %64 );

}

return mod != 0 ? new String(chars, 0 , chars.length- ( 3 - mod)) : new String(chars) ;

}

public static String decode( byte[] data ){

char c ;

byte[] ori = new byte[ data.length + 2 ]; // 原数据

char[] chars = new char[ (data.length +2 ) /3 \*4 ];

for ( int i=0 ; i<ori.length ; i++ ){ // 将加密数据 首先解析 为 对应表中的数字信息

if ( i < data.length ){

c = (char) data[i];

ori[i] = (byte) mapper.indexOf( c );

}else{

ori[i] = 0;

}

}

// 在通过这些数字信息 解析 为 原信息

int count = 0 ;

for( int i=0 ; i<ori.length ; i+=4){

chars[count++] = (char) ( (ori[i] \*4 ) + ( ori[i+1] \*4 /64 ) ) ;

chars[count++] = (char) ( (ori[i+1] %8 \* 16 ) + ( ori[i+2] \*4 /16 ) );

chars[count++] = (char) ( (ori[i+2] %2 \* 64 ) + ( ori[i+3] ) );

}

return new String( chars );

}

public static void main(String[] args) {

byte[] data = "Helloworld111".getBytes();

byte[] encode = Base64.encode( data );

for( byte b : data ){

System.out.print( b + " " );

}

System.out.println();

System.out.println( new String(encode) );

String dataEncode = encode( data );

System.out.println( dataEncode );

String decode = decode( dataEncode.getBytes() );

System.out.println( decode );

}

# 散列函数

又名哈希函数、消息摘要函数、单向函数、杂凑函数。

散列函数主要用于验证数据完整性，是 数据签名 的核心技术。散列函数常见算法有 MD（消息摘要算法）、SHA（安全散列算法）、Mac（消息认证码算法）

## 场景

在下载软件时，偶尔也有从网上下载到破损文件的经历。情况严重时，还可能从某软件的官网上下载到被纂改的软件。

若要验证所下载的文件和官方提供文件是否一致，就引入了数据完整性验证的问题。

而消息摘要算法成了校验数据完整性的主要手段。

消息摘要算法最初用来构建数字签名。

数字签名操作中，签名操作其实是变相的使用消息摘要算法获得的数字指纹，而验证操作则是验证其数字指纹是否相符合。这也是为什么当山东大学王小云教授通过碰撞算法破解MD5和SHA算法后，使得数字签名在理论上被伪造成为可能。

此外用于校验数据完整性的算法还有CRC32、RipeMD系列等。
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在实现注册/登录场景时，恐怕需要在数据库中使用一个字段以保存所使用算法，避免需要替换算法时无法确定用户当前密码所使用的算法。

## MD算法系列

## SHA算法系列

SHA算法基于MD4算法实现，作为MD算法的继任者成为了新一代的消息摘要算法代表。SHA算法与MD算法不同之处主要在于摘要长度，SHA算法摘要更长，安全性更高。

SHA-0

SHA-1

SHA-2 ( 以下4种算法统称 SHA-2 )

SHA-224

SHA-256

SHA-384

SHA-512

## MAC算法系列

## 其他消息摘要算法

## 循环冗余校验算法——CRC算法

### 场景

压缩软件WinRAR，在亚索文件列表中能看到一个标有“CRC32”字样的内容，“奇偶校验码”、“循环冗余校验码”和CRC32都是同一套东西，它们和CRC有着千丝万缕的联系。

CRC算法并不属于加密算法范畴。

CRC可以根据数据产生简短的固定位数的一种散列函数，主要用来校验数据传输或保存后出现的错误。生成的散列值在传输或储存之前计算出来并附加到数据后面。

在通信领域广泛地用于实现差错控制。

### 实例

package org.hc.learning.algorithm.消息摘要;

import static org.junit.Assert.assertEquals;

import java.io.File;

import java.io.FileInputStream;

import java.io.FileNotFoundException;

import java.io.IOException;

import java.security.DigestInputStream;

import java.security.MessageDigest;

import java.security.NoSuchAlgorithmException;

import org.apache.commons.codec.digest.DigestUtils;

import org.bouncycastle.util.encoders.Hex;

import org.junit.Test;

public class CRC文件校验 {

@Test

public void testByMessageDigest() {

// 文件路径

String path = "F:\\vs\_community\_CHS\_\_149203781.1488612268.exe";

// 构建文件输入流

FileInputStream fis = null;

try {

fis = new FileInputStream(new File(path));

} catch (FileNotFoundException e) {

e.printStackTrace();

}

// 初始化MessageDigest, 并指定MD5算法

DigestInputStream dis = null;

try {

dis = new DigestInputStream(fis, MessageDigest.getInstance("MD5"));

} catch (NoSuchAlgorithmException e) {

e.printStackTrace();

}

// 流缓冲大小

int buf = 1024;

// 缓冲字节数组

byte[] buffer = new byte[buf];

// 当读到值大于-1就继续读

int read = 0;

try {

read = dis.read(buffer, 0, buf);

} catch (IOException e) {

e.printStackTrace();

}

while(read > -1) {

try {

read = dis.read(buffer, 0, buf);

} catch (IOException e) {

e.printStackTrace();

}

}

// 关闭流

try {

dis.close();

} catch (IOException e) {

e.printStackTrace();

}

// 获得MessageDigest

MessageDigest md = dis.getMessageDigest();

// 摘要处理

byte[] b = md.digest();

String md5Hex = Hex.toHexString(b);

System.out.println(md5Hex);

assertEquals("比如软件下载官网提供的消息摘要",md5Hex);

}

@Test

public void testByDigestUtils() throws Exception {

// 文件路径

String path = "F:\\vs\_community\_CHS\_\_149203781.1488612268.exe";

FileInputStream fis = new FileInputStream(new File(path));

String md5Hex = DigestUtils.md5Hex(fis);

System.out.println(md5Hex);

fis.close();

assertEquals("比如软件下载官网提供的消息摘要", md5Hex);

}

}

以上两种对文件校验的方法效率相近，但apache提供的common-codec对以上操作进行了封装，可用更少代码量进行校验。

<!-- 编解码器 -->

<!-- https://mvnrepository.com/artifact/commons-codec/commons-codec -->

<dependency>

<groupId>commons-codec</groupId>

<artifactId>commons-codec</artifactId>

</dependency>

# 定位模拟法

'''

Created on 2018年8月25日

@author: Administrator

'''

'''

#https://zhuanlan.zhihu.com/p/38850888

title:

一副从1到n的牌，

每次从牌堆顶取一张放桌子上，

再取一张放牌堆底，

直到手机没牌，

最后桌子上的牌是从1到n有序，

设计程序，输入n，输出牌堆的顺序数组

'''

#弃牌 排序

# 1 2 3 4 5

# table | cards

#[] | [1,5,2,4,3]

#[1 ] | [5,2,4,3] -> [2,4,3,5]

#[1,2] | [4 , 3, 5] -> [3,5,4]

#[1,2,3] | [4,5] -> [5]

#[1,2,3,4] | [5]

#[1,2,3,4,5] | []

#排序 加牌

#[1,2,3,4,5] | []

#[1,2,3,4] | [] -> [5]

#[1,2,3] | [5] -> [4,5]

#[1,2] | [5,4 -> [3,5,4]

#[1] | [4,3,5] -> [2,4,3,5]

#[] | [5,2,4,3] -> [1,5,2,4,3]

# 结果数组 1 2 3 4 5 值

# 定位数组 1 3 5 4 2 位置

# 原数组 1 5 2 4 3

# 定位模拟法

# 将 等长的自然数数组 作为定位数组

# 按照变换规则将定位数组变换n次，得到结果数组进行n次变换后的位置

# 将结果数组 根据 定位数组 变换位置 得到原数组

n = 6

list\_result = list( range(1, n ) ) #声明一个结果数组

print( "结果数组:\t\t"+str( list\_result ) )

list\_location = list( range(1, n ) ) #初始化 定位数组

print( "初始定位数组:\t"+str(list\_location) )

#对 定位数组 按照规则 变换

count = 0

length = len(list\_location)

while count < length-1 : #根据变换规则进行变换

temp = list\_location[count+1]

list\_location.remove(temp)

list\_location.append(temp)

count=count+1

print( "变换后定位数组:\t"+str(list\_location ))

list\_ori = []

count = 1

while count <= length :

list\_ori.append( list\_result[ list\_location.index( count )] )

count = count + 1

print("原数组:\t\t" + str(list\_ori))

# 如果能令变换规则更加抽象，事情大概会更简单