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### B-tree[[edit](https://en.wikipedia.org/w/index.php?title=Search_tree&action=edit&section=3)]

*Main article:*[*B-tree*](https://en.wikipedia.org/wiki/B-tree)

B-trees are generalizations of binary search trees in that they can have a variable number of subtrees at each node. While child-nodes have a pre-defined range, they will not necessarily be filled with data, meaning B-trees can potentially waste some space. The advantage is that B-trees do not need to be re-balanced as frequently as other [self-balancing trees](https://en.wikipedia.org/wiki/Self-balancing_binary_search_tree).

Due to the variable range of their node length, B-trees are optimized for systems that read large blocks of data. They are also commonly used in databases.

The time complexity for searching a B-tree is O(log n).

### (a,b)-tree[[edit](https://en.wikipedia.org/w/index.php?title=Search_tree&action=edit&section=4)]

*Main article:*[*(a,b)-tree*](https://en.wikipedia.org/wiki/(a,b)-tree)

An (a,b)-tree is a search tree where all of its leaves are the same depth. Each node has at least **a** children and at most **b** children, while the root has at least 2 children and at most **b** children.

**a** and **b** can be decided with the following formula:[[2]](https://en.wikipedia.org/wiki/Search_tree#cite_note-2)

{\displaystyle 2\leq a\leq {\frac {(b+1)}{2}}}

The time complexity for searching an (a,b)-tree is O(log n).

### Ternary search tree[[edit](https://en.wikipedia.org/w/index.php?title=Search_tree&action=edit&section=5)]

*Main article:*[*Ternary search tree*](https://en.wikipedia.org/wiki/Ternary_search_tree)

A ternary search tree is a type of [tree](https://en.wikipedia.org/wiki/Tree) that can have 3 nodes: a lo kid, an equal kid, and a hi kid. Each node stores a single character and the tree itself is ordered the same way a binary search tree is, with the exception of a possible third node.

Searching a ternary search tree involves passing in a [string](https://en.wikipedia.org/wiki/String_(computer_science)) to test whether any path contains it.

The time complexity for searching a balanced ternary search tree is O(log n).

## Searching Algorithms[[edit](https://en.wikipedia.org/w/index.php?title=Search_tree&action=edit&section=6)]

### Searching for a Specific Key[[edit](https://en.wikipedia.org/w/index.php?title=Search_tree&action=edit&section=7)]

Assuming the tree is ordered, we can take a key and attempt to locate it within the tree. The following algorithms are generalized for binary search trees, but the same idea can be applied to trees of other formats.

#### Recursive[[edit](https://en.wikipedia.org/w/index.php?title=Search_tree&action=edit&section=8)]

search-recursive(key, node)

**if** node is *NULL*

**return** *EMPTY\_TREE*

**if** key < node.key

return search-recursive(key, node.left)

**else if** key > node.key

return search-recursive(key, node.right)

**else**

**return** node

#### Iterative[[edit](https://en.wikipedia.org/w/index.php?title=Search_tree&action=edit&section=9)]

searchIterative(key, node)

currentNode := node

**while** currentNode is not *NULL*

**if** currentNode.key = key

**return** currentNode

**else if** currentNode.key > key

currentNode := currentNode.left

**else**

currentNode := currentNode.right

### Searching for Min and Max[[edit](https://en.wikipedia.org/w/index.php?title=Search_tree&action=edit&section=10)]

In a sorted tree, the minimum is located at the node farthest left, while the maximum is located at the node farthest right.[[3]](https://en.wikipedia.org/wiki/Search_tree#cite_note-3)

#### Minimum[[edit](https://en.wikipedia.org/w/index.php?title=Search_tree&action=edit&section=11)]

findMinimum(node)

**if** node is *NULL*

**return** *EMPTY\_TREE*

min := node

**while** min.left is not *NULL*

min := min.left

**return** min.key

#### Maximum[[edit](https://en.wikipedia.org/w/index.php?title=Search_tree&action=edit&section=12)]

findMaximum(node)

**if** node is *NULL*

**return** *EMPTY\_TREE*

max := node

**while** max.right is not *NULL*

max := max.right

**return** max.key

## Operations[[edit](https://en.wikipedia.org/w/index.php?title=Heap_(data_structure)&action=edit&section=1)]

The common operations involving heaps are:

**Basic**

* *find-max* [or *find-min*]: find a maximum item of a max-heap, or a minimum item of a min-heap, respectively (a.k.a. [*peek*](https://en.wikipedia.org/wiki/Peek_(data_type_operation)))
* *insert*: adding a new key to the heap (a.k.a., *push*[[4]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-4))
* *extract-max* [or *extract-min*]: returns the node of maximum value from a max heap [or minimum value from a min heap] after removing it from the heap (a.k.a., *pop*[[5]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-5))
* *delete-max* [or *delete-min*]: removing the root node of a max heap [or min heap], respectively
* *replace*: pop root and push a new key. More efficient than pop followed by push, since only need to balance once, not twice, and appropriate for fixed-size heaps.[[6]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-6)

**Creation**

* *create-heap*: create an empty heap
* *heapify*: create a heap out of given array of elements
* *merge* (*union*): joining two heaps to form a valid new heap containing all the elements of both, preserving the original heaps.
* *meld*: joining two heaps to form a valid new heap containing all the elements of both, destroying the original heaps.

**Inspection**

* *size*: return the number of items in the heap.
* *is-empty*: return true if the heap is empty, false otherwise.

**Internal**

* *increase-key* or *decrease-key*: updating a key within a max- or min-heap, respectively
* *delete*: delete an arbitrary node (followed by moving last node and sifting to maintain heap)
* *sift-up*: move a node up in the tree, as long as needed; used to restore heap condition after insertion. Called "sift" because node moves up the tree until it reaches the correct level, as in a [sieve](https://en.wikipedia.org/wiki/Sieve).
* *sift-down*: move a node down in the tree, similar to sift-up; used to restore heap condition after deletion or replacement.

## Implementation[[edit](https://en.wikipedia.org/w/index.php?title=Heap_(data_structure)&action=edit&section=2)]

Heaps are usually implemented in an array (fixed size or [dynamic array](https://en.wikipedia.org/wiki/Dynamic_array)), and do not require pointers between elements. After an element is inserted into or deleted from a heap, the heap property may be violated and the heap must be balanced by internal operations.

[![https://upload.wikimedia.org/wikipedia/commons/thumb/d/d2/Heap-as-array.svg/300px-Heap-as-array.svg.png](data:image/png;base64,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)](https://en.wikipedia.org/wiki/File:Heap-as-array.svg)

Example of a complete binary max-heap with node keys being integers from 1 to 100 and how it would be stored in an array.

[Binary heaps](https://en.wikipedia.org/wiki/Binary_heap) may be represented in a very space-efficient way (as an [implicit data structure](https://en.wikipedia.org/wiki/Implicit_data_structure)) using an [array](https://en.wikipedia.org/wiki/Array_data_structure) alone. The first (or last) element will contain the root. The next two elements of the array contain its children. The next four contain the four children of the two child nodes, etc. Thus the children of the node at position *n* would be at positions **2n** and **2n + 1** in a one-based array, or **2n + 1**and **2n + 2** in a zero-based array. This allows moving up or down the tree by doing simple index computations. Balancing a heap is done by sift-up or sift-down operations (swapping elements which are out of order). As we can build a heap from an array without requiring extra memory (for the nodes, for example), [heapsort](https://en.wikipedia.org/wiki/Heapsort) can be used to sort an array in-place.

Different types of heaps implement the operations in different ways, but notably, insertion is often done by adding the new element at the end of the heap in the first available free space. This will generally violate the heap property, and so the elements are then sifted up until the heap property has been reestablished. Similarly, deleting the root is done by removing the root and then putting the last element in the root and sifting down to rebalance. Thus replacing is done by deleting the root and putting the *new* element in the root and sifting down, avoiding a sifting up step compared to pop (sift down of last element) followed by push (sift up of new element).

Construction of a binary (or *d*-ary) heap out of a given array of elements may be performed in linear time using the classic [Floyd algorithm](https://en.wikipedia.org/wiki/Heapsort#Variations), with the worst-case number of comparisons equal to 2*N* − 2*s*2(*N*) − *e*2(*N*) (for a binary heap), where *s*2(*N*) is the sum of all digits of the binary representation of *N* and *e*2(*N*) is the exponent of 2 in the prime factorization of *N*.[[7]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-7) This is faster than a sequence of consecutive insertions into an originally empty heap, which is log-linear.[[a]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-8)

## Variants[[edit](https://en.wikipedia.org/w/index.php?title=Heap_(data_structure)&action=edit&section=3)]

* [2–3 heap](https://en.wikipedia.org/wiki/2%E2%80%933_heap)
* [B-heap](https://en.wikipedia.org/wiki/B-heap)
* [Beap](https://en.wikipedia.org/wiki/Beap)
* [Binary heap](https://en.wikipedia.org/wiki/Binary_heap)
* [Binomial heap](https://en.wikipedia.org/wiki/Binomial_heap)
* [Brodal queue](https://en.wikipedia.org/wiki/Brodal_queue)
* [*d*-ary heap](https://en.wikipedia.org/wiki/D-ary_heap)
* [Fibonacci heap](https://en.wikipedia.org/wiki/Fibonacci_heap)
* [Leaf heap](https://en.wikipedia.org/w/index.php?title=Leaf_heap&action=edit&redlink=1)
* [Leftist heap](https://en.wikipedia.org/wiki/Leftist_tree)
* [Pairing heap](https://en.wikipedia.org/wiki/Pairing_heap)
* [Radix heap](https://en.wikipedia.org/wiki/Radix_heap)
* [Randomized meldable heap](https://en.wikipedia.org/wiki/Randomized_meldable_heap)
* [Skew heap](https://en.wikipedia.org/wiki/Skew_heap)
* [Soft heap](https://en.wikipedia.org/wiki/Soft_heap)
* [Ternary heap](https://en.wikipedia.org/wiki/Ternary_heap)
* [Treap](https://en.wikipedia.org/wiki/Treap)
* [Weak heap](https://en.wikipedia.org/wiki/Weak_heap)

## Comparison of theoretic bounds for variants[[edit](https://en.wikipedia.org/w/index.php?title=Heap_(data_structure)&action=edit&section=4)]

In the following [time complexities](https://en.wikipedia.org/wiki/Computational_complexity_theory)[[8]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-CLRS-9) *O*(*f*) is an asymptotic upper bound and *Θ*(*f*) is an asymptotically tight bound (see [Big O notation](https://en.wikipedia.org/wiki/Big_O_notation)). Function names assume a min-heap.

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Operation** | [**Binary**](https://en.wikipedia.org/wiki/Binary_heap)[[8]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-CLRS-9) | [**Leftist**](https://en.wikipedia.org/wiki/Leftist_tree) | [**Binomial**](https://en.wikipedia.org/wiki/Binomial_heap)[[8]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-CLRS-9) | [**Fibonacci**](https://en.wikipedia.org/wiki/Fibonacci_heap)[[8]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-CLRS-9)[[9]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-Fredman_And_Tarjan-10) | [**Pairing**](https://en.wikipedia.org/wiki/Pairing_heap)[[10]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-Iacono-11) | [**Brodal**](https://en.wikipedia.org/wiki/Brodal_queue)[[11]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-12)[[b]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-brodal-14) | [**Rank-pairing**](https://en.wikipedia.org/w/index.php?title=Rank-pairing_heap&action=edit&redlink=1)[[13]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-15) | [**Strict Fibonacci**](https://en.wikipedia.org/wiki/Fibonacci_heap)[[14]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-16) | [**2-3 heap**](https://en.wikipedia.org/wiki/2-3_heap) |
| find-min | *Θ*(1) | *Θ*(1) | *Θ*(log *n*) | *Θ*(1) | *Θ*(1) | *Θ*(1) | *Θ*(1) | *Θ*(1) | *?* |
| delete-min | *Θ*(log *n*) | *Θ*(log *n*) | *Θ*(log *n*) | *O*(log *n*)[[c]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-amortized-17) | *O*(log *n*)[[c]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-amortized-17) | *O*(log *n*) | *O*(log *n*)[[c]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-amortized-17) | *O*(log *n*) | *O*(log *n*)[[c]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-amortized-17) |
| insert | *O*(log *n*) | *Θ*(log *n*) | *Θ*(1)[[c]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-amortized-17) | *Θ*(1) | *Θ*(1) | *Θ*(1) | *Θ*(1) | *Θ*(1) | *O*(log *n*)[[c]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-amortized-17) |
| decrease-key | *Θ*(log *n*) | *Θ*(*n*) | *Θ*(log *n*) | *Θ*(1)[[c]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-amortized-17) | *o*(log *n*)[[c]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-amortized-17)[[d]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-pairingdecreasekey-20) | *Θ*(1) | *Θ*(1)[[c]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-amortized-17) | *Θ*(1) | *Θ*(1) |
| merge | *Θ*(*n*) | *Θ*(log *n*) | *O*(log *n*)[[e]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-merge-21) | *Θ*(1) | *Θ*(1) | *Θ*(1) | *Θ*(1) | *Θ*(1) | *?* |

* 1. [**Jump up^**](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_ref-8) Each insertion takes O(log(*k*)) in the existing size of the heap, thus {\displaystyle \sum \_{k=1}^{n}O(\log k)}. Since {\displaystyle \log n/2=(\log n)-1}, a constant factor (half) of these insertions are within a constant factor of the maximum, so asymptotically we can assume {\displaystyle k=n}; formally the time is {\displaystyle nO(\log n)-O(n)=O(n\log n)}. This can also be readily seen from [Stirling's approximation](https://en.wikipedia.org/wiki/Stirling%27s_approximation).
  2. [**Jump up^**](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_ref-brodal_14-0) Brodal and Okasaki later describe a [persistent](https://en.wikipedia.org/wiki/Persistent_data_structure) variant with the same bounds except for decrease-key, which is not supported. Heaps with *n* elements can be constructed bottom-up in *O*(*n*).[[12]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-13)
  3. ^ [Jump up to:***a***](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_ref-amortized_17-0) [***b***](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_ref-amortized_17-1) [***c***](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_ref-amortized_17-2) [***d***](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_ref-amortized_17-3) [***e***](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_ref-amortized_17-4) [***f***](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_ref-amortized_17-5) [***g***](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_ref-amortized_17-6) [***h***](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_ref-amortized_17-7) [***i***](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_ref-amortized_17-8) Amortized time.
  4. [**Jump up^**](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_ref-pairingdecreasekey_20-0) Lower bound of {\displaystyle \Omega (\log \log n),}[[15]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-Fredman1999-18) upper bound of {\displaystyle O(2^{2{\sqrt {\log \log n}}}).}[[16]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-19)
  5. [**Jump up^**](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_ref-merge_21-0) *n* is the size of the larger heap.

## Applications[[edit](https://en.wikipedia.org/w/index.php?title=Heap_(data_structure)&action=edit&section=5)]

The heap data structure has many applications.

* [Heapsort](https://en.wikipedia.org/wiki/Heapsort): One of the best sorting methods being in-place and with no quadratic worst-case scenarios.
* [Selection algorithms](https://en.wikipedia.org/wiki/Selection_algorithm): A heap allows access to the min or max element in constant time, and other selections (such as median or kth-element) can be done in sub-linear time on data that is in a heap.[[17]](https://en.wikipedia.org/wiki/Heap_(data_structure)#cite_note-22)
* [Graph algorithms](https://en.wikipedia.org/wiki/List_of_algorithms#Graph_algorithms): By using heaps as internal traversal data structures, run time will be reduced by polynomial order. Examples of such problems are [Prim's minimal-spanning-tree algorithm](https://en.wikipedia.org/wiki/Prim%27s_algorithm) and [Dijkstra's shortest-path algorithm](https://en.wikipedia.org/wiki/Dijkstra%27s_algorithm).
* [Priority Queue](https://en.wikipedia.org/wiki/Priority_Queue): A priority queue is an abstract concept like "a list" or "a map"; just as a list can be implemented with a linked list or an array, a priority queue can be implemented with a heap or a variety of other methods.
* [K-way merge](https://en.wikipedia.org/wiki/K-way_merge_algorithm): A heap data structure is useful to merge many already-sorted input streams into a single sorted output stream. Examples of the need for merging include external sorting and streaming results from distributed data such as a log structured merge tree. The inner loop is obtaining the min element, replacing with the next element for the corresponding input stream, then doing a sift-down heap operation. (Alternatively the replace function.) (Using extract-max and insert functions of a priority queue are much less efficient.)
* [Order statistics](https://en.wikipedia.org/wiki/Order_statistics): The Heap data structure can be used to efficiently find the kth smallest (or largest) element in an array.

## Implementations[[edit](https://en.wikipedia.org/w/index.php?title=Heap_(data_structure)&action=edit&section=6)]

* The [C++ Standard Library](https://en.wikipedia.org/wiki/C%2B%2B_Standard_Library) provides the make\_heap, push\_heap and pop\_heap algorithms for heaps (usually implemented as binary heaps), which operate on arbitrary random access [iterators](https://en.wikipedia.org/wiki/Iterator). It treats the iterators as a reference to an array, and uses the array-to-heap conversion. It also provides the container adaptor priority\_queue, which wraps these facilities in a container-like class. However, there is no standard support for the replace, sift-up/sift-down, or decrease/increase-key operations.
* The [Boost C++ libraries](https://en.wikipedia.org/wiki/Boost_(C%2B%2B_libraries)) include a heaps library. Unlike the STL, it supports decrease and increase operations, and supports additional types of heap: specifically, it supports *d*-ary, binomial, Fibonacci, pairing and skew heaps.
* There is a [generic heap implementation](https://github.com/valyala/gheap) for [C](https://en.wikipedia.org/wiki/C_(programming_language)) and [C++](https://en.wikipedia.org/wiki/C%2B%2B) with [D-ary heap](https://en.wikipedia.org/wiki/D-ary_heap) and [B-heap](https://en.wikipedia.org/wiki/B-heap) support. It provides an STL-like API.
* The standard library of the [D programming language](https://en.wikipedia.org/wiki/D_(programming_language)) includes [std.container.BinaryHeap](https://dlang.org/phobos/std_container_binaryheap.html), which is implemented in terms of D's [ranges](https://tour.dlang.org/tour/en/basics/ranges). Instances can be constructed from any [random-access range](https://dlang.org/phobos/std_range_primitives.html#isRandomAccessRange). BinaryHeap exposes an [input range interface](https://dlang.org/phobos/std_range_primitives.html#isInputRange) that allows iteration with D's built-in foreach statements and integration with the range-based API of the [std.algorithm package](https://dlang.org/phobos/std_algorithm.html).
* The [Java](https://en.wikipedia.org/wiki/Java_(programming_language)) platform (since version 1.5) provides a binary heap implementation with the class [java.util.PriorityQueue](https://docs.oracle.com/javase/10/docs/api/java/util/PriorityQueue.html) in the [Java Collections Framework](https://en.wikipedia.org/wiki/Java_Collections_Framework). This class implements by default a min-heap; to implement a max-heap, programmer should write a custom comparator. There is no support for the replace, sift-up/sift-down, or decrease/increase-key operations.
* [Python](https://en.wikipedia.org/wiki/Python_(programming_language)) has a [heapq](https://docs.python.org/library/heapq.html) module that implements a priority queue using a binary heap. The library exposes a heapreplace function to support k-way merging.
* [PHP](https://en.wikipedia.org/wiki/PHP) has both max-heap (SplMaxHeap) and min-heap (SplMinHeap) as of version 5.3 in the Standard PHP Library.
* [Perl](https://en.wikipedia.org/wiki/Perl) has implementations of binary, binomial, and Fibonacci heaps in the [Heap](https://metacpan.org/module/Heap) distribution available on [CPAN](https://en.wikipedia.org/wiki/CPAN).
* The [Go](https://en.wikipedia.org/wiki/Go_(programming_language)) language contains a [heap](http://golang.org/pkg/container/heap/) package with heap algorithms that operate on an arbitrary type that satisfies a given interface. That package does not support the replace, sift-up/sift-down, or decrease/increase-key operations.
* Apple's [Core Foundation](https://en.wikipedia.org/wiki/Core_Foundation) library contains a [CFBinaryHeap](https://developer.apple.com/library/mac/" \l "documentation/CoreFoundation/Reference/CFBinaryHeapRef/Reference/reference.html) structure.
* [Pharo](https://en.wikipedia.org/wiki/Pharo) has an implementation of a heap in the Collections-Sequenceable package along with a set of test cases. A heap is used in the implementation of the timer event loop.
* The [Rust](https://en.wikipedia.org/wiki/Rust_(programming_language)) programming language has a binary max-heap implementation, [BinaryHeap](https://doc.rust-lang.org/std/collections/struct.BinaryHeap.html), in the collections module of its standard library.

## History and etymology[[edit](https://en.wikipedia.org/w/index.php?title=Trie&action=edit&section=1)]

Tries were first described by René de la Briandais in 1959.[[1]](https://en.wikipedia.org/wiki/Trie#cite_note-1)[[2]](https://en.wikipedia.org/wiki/Trie#cite_note-brass-2):336 The term *trie* was coined two years later by [Edward Fredkin](https://en.wikipedia.org/wiki/Edward_Fredkin), who pronounces it [/ˈtriː/](https://en.wikipedia.org/wiki/Help:IPA/English) (as "tree"), after the middle syllable of *retrieval*.[[3]](https://en.wikipedia.org/wiki/Trie#cite_note-DADS-3)[[4]](https://en.wikipedia.org/wiki/Trie#cite_note-Liang1983-4) However, other authors pronounce it [/ˈtraɪ/](https://en.wikipedia.org/wiki/Help:IPA/English) (as "try"), in an attempt to distinguish it verbally from "tree".[[3]](https://en.wikipedia.org/wiki/Trie#cite_note-DADS-3)[[4]](https://en.wikipedia.org/wiki/Trie#cite_note-Liang1983-4)[[5]](https://en.wikipedia.org/wiki/Trie#cite_note-KnuthVol3-5)

## Applications[[edit](https://en.wikipedia.org/w/index.php?title=Trie&action=edit&section=2)]

### As a replacement for other data structures[[edit](https://en.wikipedia.org/w/index.php?title=Trie&action=edit&section=3)]

As discussed below, a trie has a number of advantages over binary search trees.[[6]](https://en.wikipedia.org/wiki/Trie#cite_note-trieoverbinary-6) A trie can also be used to replace a [hash table](https://en.wikipedia.org/wiki/Hash_table), over which it has the following advantages:

* Looking up data in a trie is faster in the worst case, O(m) time (where m is the length of a search string), compared to an imperfect hash table. An imperfect hash table can have key collisions. A key collision is the hash function mapping of different keys to the same position in a hash table. The worst-case lookup speed in an imperfect hash table is [O(N)](https://en.wikipedia.org/wiki/Hash_table#Chaining) time, but far more typically is O(1), with O(m) time spent evaluating the hash.[[*citation needed*](https://en.wikipedia.org/wiki/Wikipedia:Citation_needed)]
* There are no collisions of different keys in a trie.
* Buckets in a trie, which are analogous to hash table buckets that store key collisions, are necessary only if a single key is associated with more than one value.
* There is no need to provide a hash function or to change hash functions as more keys are added to a trie.
* A trie can provide an alphabetical ordering of the entries by key.

Tries do have some drawbacks as well:

* Trie lookup can be slower in some cases than hash tables, especially if the data is directly accessed on a hard disk drive or some other secondary storage device where the random-access time is high compared to main memory.[[7]](https://en.wikipedia.org/wiki/Trie#cite_note-triememory-7)
* Some keys, such as floating point numbers, can lead to long chains and prefixes that are not particularly meaningful. Nevertheless, a bitwise trie can handle standard IEEE single and double format floating point numbers.[[*citation needed*](https://en.wikipedia.org/wiki/Wikipedia:Citation_needed)]
* Some tries can require more space than a hash table, as memory may be allocated for each character in the search string, rather than a single chunk of memory for the whole entry, as in most hash tables.

### Dictionary representation[[edit](https://en.wikipedia.org/w/index.php?title=Trie&action=edit&section=4)]

A common application of a trie is storing a [predictive text](https://en.wikipedia.org/wiki/Predictive_text) or [autocomplete](https://en.wikipedia.org/wiki/Autocomplete) dictionary, such as found on a [mobile telephone](https://en.wikipedia.org/wiki/Mobile_telephone). Such applications take advantage of a trie's ability to quickly search for, insert, and delete entries; however, if storing dictionary words is all that is required (i.e., storage of information auxiliary to each word is not required), a minimal [deterministic acyclic finite state automaton](https://en.wikipedia.org/wiki/Deterministic_acyclic_finite_state_automaton) (DAFSA) would use less space than a trie. This is because a DAFSA can compress identical branches from the trie which correspond to the same suffixes (or parts) of different words being stored.

Tries are also well suited for implementing approximate matching algorithms,[[8]](https://en.wikipedia.org/wiki/Trie#cite_note-8) including those used in [spell checking](https://en.wikipedia.org/wiki/Spell_checking) and [hyphenation](https://en.wikipedia.org/wiki/Hyphenation_algorithm)[[4]](https://en.wikipedia.org/wiki/Trie#cite_note-Liang1983-4) software.

### Term indexing[[edit](https://en.wikipedia.org/w/index.php?title=Trie&action=edit&section=5)]

A [discrimination tree](https://en.wikipedia.org/w/index.php?title=Discrimination_tree&action=edit&redlink=1) [term index](https://en.wikipedia.org/wiki/Term_indexing) stores its information in a trie data structure.[[9]](https://en.wikipedia.org/wiki/Trie#cite_note-9)

## Algorithms[[edit](https://en.wikipedia.org/w/index.php?title=Trie&action=edit&section=6)]

The trie is a tree of nodes which supports Find and Insert operations. Find returns the value for a key string, and Insert inserts a string (the key) and a value into the trie. Both Insert and Find run in O(*n*) time, where n is the length of the key.

A simple Node class can be used to represent nodes in the trie:

**class** **Node**():

**def** \_\_init\_\_(self):

*# Note that using dictionary for children (as in this implementation) would not allow lexicographic sorting mentioned in the next section (Sorting),*

*# because ordinary dictionary would not preserve the order of the keys*

self.children = {} *# mapping from character ==> Node*

self.value = None

Note that children is a dictionary of characters to a node's children; and it is said that a "terminal" node is one which represents a complete string.  
A trie's value can be looked up as follows:

**def** find(node, key):

**for** char **in** key:

**if** char **in** node.children:

node = node.children[char]

**else**:

**return** None

**return** node.value

Insertion proceeds by walking the trie according to the string to be inserted, then appending new nodes for the suffix of the string that is not contained in the trie:

**def** insert(root, string, value):

node = root

index\_last\_char = None

**for** index\_char, char **in** enumerate(string):

**if** char **in** node.children:

node = node.children[char]

**else**:

index\_last\_char = index\_char

**break**

*# append new nodes for the remaining characters, if any*

**if** index\_last\_char **is** **not** None:

**for** char **in** string[index\_last\_char:]:

node.children[char] = Node()

node = node.children[char]

*# store value in the terminal node*

node.value = value

### Sorting[[edit](https://en.wikipedia.org/w/index.php?title=Trie&action=edit&section=7)]

Lexicographic sorting of a set of keys can be accomplished by building a trie from them, and traversing it in [pre-order](https://en.wikipedia.org/wiki/Tree_traversal#Pre-order), printing only the leaves' values. This algorithm is a form of [radix sort](https://en.wikipedia.org/wiki/Radix_sort).[[*citation needed*](https://en.wikipedia.org/wiki/Wikipedia:Citation_needed)]

A trie forms the fundamental data structure of [Burstsort](https://en.wikipedia.org/wiki/Burstsort" \o "Burstsort), which (in 2007) was the fastest known string sorting algorithm.[[10]](https://en.wikipedia.org/wiki/Trie#cite_note-cachestringsort-10) However, now there are faster string sorting algorithms.[[11]](https://en.wikipedia.org/wiki/Trie#cite_note-stringradix-11)

### Full text search[[edit](https://en.wikipedia.org/w/index.php?title=Trie&action=edit&section=8)]

A special kind of trie, called a [suffix tree](https://en.wikipedia.org/wiki/Suffix_tree), can be used to index all suffixes in a text in order to carry out fast full text searches.

## Implementation strategies[[edit](https://en.wikipedia.org/w/index.php?title=Trie&action=edit&section=9)]
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A trie implemented as a [doubly chained tree](https://en.wikipedia.org/wiki/Doubly_chained_tree): vertical arrows are child pointers, dashed horizontal arrows are next pointers. The set of strings stored in this trie is {baby, bad, bank, box, dad, dance}. The lists are sorted to allow traversal in lexicographic order.

There are several ways to represent tries, corresponding to different trade-offs between memory use and speed of the operations. The basic form is that of a linked set of nodes, where each node contains an array of child pointers, one for each symbol in the [alphabet](https://en.wikipedia.org/wiki/Alphabet_(computer_science)) (so for the [English alphabet](https://en.wikipedia.org/wiki/English_alphabet), one would store 26 child pointers and for the alphabet of bytes, 256 pointers). This is simple but wasteful in terms of memory: using the alphabet of bytes (size 256) and four-byte pointers, each node requires a kilobyte of storage, and when there is little overlap in the strings' prefixes, the number of required nodes is roughly the combined length of the stored strings.[[2]](https://en.wikipedia.org/wiki/Trie#cite_note-brass-2):341 Put another way, the nodes near the bottom of the tree tend to have few children and there are many of them, so the structure wastes space storing null pointers.[[12]](https://en.wikipedia.org/wiki/Trie#cite_note-allison-12)

The storage problem can be alleviated by an implementation technique called *alphabet reduction*, whereby the original strings are reinterpreted as longer strings over a smaller alphabet. E.g., a string of *n* bytes can alternatively be regarded as a string of 2*n* [four-bit units](https://en.wikipedia.org/wiki/Nibble) and stored in a trie with sixteen pointers per node. Lookups need to visit twice as many nodes in the worst case, but the storage requirements go down by a factor of eight.[[2]](https://en.wikipedia.org/wiki/Trie#cite_note-brass-2):347–352

An alternative implementation represents a node as a triple (symbol, child, next) and links the children of a node together as a [singly linked list](https://en.wikipedia.org/wiki/Singly_linked_list): child points to the node's first child, next to the parent node's next child.[[12]](https://en.wikipedia.org/wiki/Trie#cite_note-allison-12)[[13]](https://en.wikipedia.org/wiki/Trie#cite_note-13) The set of children can also be represented as a [binary search tree](https://en.wikipedia.org/wiki/Binary_search_tree); one instance of this idea is the [ternary search tree](https://en.wikipedia.org/wiki/Ternary_search_tree) developed by [Bentley](https://en.wikipedia.org/wiki/Jon_Bentley_(computer_scientist)) and [Sedgewick](https://en.wikipedia.org/wiki/Robert_Sedgewick_(computer_scientist)).[[2]](https://en.wikipedia.org/wiki/Trie#cite_note-brass-2):353

Another alternative in order to avoid the use of an array of 256 pointers (ASCII), as suggested before, is to store the alphabet array as a bitmap of 256 bits representing the ASCII alphabet, reducing dramatically the size of the nodes.[[14]](https://en.wikipedia.org/wiki/Trie#cite_note-14)

### Bitwise tries[[edit](https://en.wikipedia.org/w/index.php?title=Trie&action=edit&section=10)]

|  |  |
| --- | --- |
| [https://upload.wikimedia.org/wikipedia/en/thumb/9/99/Question_book-new.svg/50px-Question_book-new.svg.png](https://en.wikipedia.org/wiki/File:Question_book-new.svg) | This section **does not**[**cite**](https://en.wikipedia.org/wiki/Wikipedia:Citing_sources)**any**[**sources**](https://en.wikipedia.org/wiki/Wikipedia:Verifiability). Please help [improve this section](https://en.wikipedia.org/w/index.php?title=Trie&action=edit) by [adding citations to reliable sources](https://en.wikipedia.org/wiki/Help:Introduction_to_referencing_with_Wiki_Markup/1). Unsourced material may be challenged and [removed](https://en.wikipedia.org/wiki/Wikipedia:Verifiability#Burden_of_evidence). *(February 2015) (*[*Learn how and when to remove this template message*](https://en.wikipedia.org/wiki/Help:Maintenance_template_removal)*)* |

Bitwise tries are much the same as a normal character-based trie except that individual bits are used to traverse what effectively becomes a form of binary tree. Generally, implementations use a special CPU instruction to very quickly find the first set bit in a fixed length key (e.g., GCC's \_\_builtin\_clz() intrinsic). This value is then used to index a 32- or 64-entry table which points to the first item in the bitwise trie with that number of leading zero bits. The search then proceeds by testing each subsequent bit in the key and choosing child[0] or child[1] appropriately until the item is found.

Although this process might sound slow, it is very cache-local and highly parallelizable due to the lack of register dependencies and therefore in fact has excellent performance on modern [out-of-order execution](https://en.wikipedia.org/wiki/Out-of-order_execution) CPUs. A [red-black tree](https://en.wikipedia.org/wiki/Red-black_tree) for example performs much better on paper, but is highly cache-unfriendly and causes multiple pipeline and [TLB](https://en.wikipedia.org/wiki/Translation_lookaside_buffer) stalls on modern CPUs which makes that algorithm bound by memory latency rather than CPU speed. In comparison, a bitwise trie rarely accesses memory, and when it does, it does so only to read, thus avoiding SMP cache coherency overhead. Hence, it is increasingly becoming the algorithm of choice for code that performs many rapid insertions and deletions, such as memory allocators (e.g., recent versions of the famous [Doug Lea's allocator (dlmalloc) and its descendents](https://en.wikipedia.org/wiki/Malloc#dlmalloc)).

### Compressing tries[[edit](https://en.wikipedia.org/w/index.php?title=Trie&action=edit&section=11)]

Compressing the trie and merging the common branches can sometimes yield large performance gains. This works best under the following conditions:

* The trie is mostly static (key insertions to or deletions from a pre-filled trie are disabled).[[*citation needed*](https://en.wikipedia.org/wiki/Wikipedia:Citation_needed)]
* Only lookups are needed.
* The trie nodes are not keyed by node-specific data, or the nodes' data are common.[[15]](https://en.wikipedia.org/wiki/Trie#cite_note-15)
* The total set of stored keys is very sparse within their representation space.[[*citation needed*](https://en.wikipedia.org/wiki/Wikipedia:Citation_needed)]

For example, it may be used to represent sparse [bitsets](https://en.wikipedia.org/wiki/Bitset" \o "Bitset), i.e., subsets of a much larger, fixed enumerable set. In such a case, the trie is keyed by the bit element position within the full set. The key is created from the string of bits needed to encode the integral position of each element. Such tries have a very degenerate form with many missing branches. After detecting the repetition of common patterns or filling the unused gaps, the unique leaf nodes (bit strings) can be stored and compressed easily, reducing the overall size of the trie.

Such compression is also used in the implementation of the various fast lookup tables for retrieving [Unicode](https://en.wikipedia.org/wiki/Unicode) character properties. These could include case-mapping tables (e.g. for the [Greek](https://en.wikipedia.org/wiki/Greek_language) letter [pi](https://en.wikipedia.org/wiki/Pi_(letter)), from Π to π), or lookup tables normalizing the combination of base and combining characters (like the a-[umlaut](https://en.wikipedia.org/wiki/Umlaut_(diacritic)) in [German](https://en.wikipedia.org/wiki/German_language), ä, or the [dalet](https://en.wikipedia.org/wiki/Dalet" \l "Hebrew_Dalet" \o "Dalet)-[patah](https://en.wikipedia.org/wiki/Patah" \o "Patah)-[dagesh](https://en.wikipedia.org/wiki/Dagesh)-[ole](https://en.wikipedia.org/wiki/Ole_(cantillation)) in [Biblical Hebrew](https://en.wikipedia.org/wiki/Biblical_Hebrew), דַּ֫‬). For such applications, the representation is similar to transforming a very large, unidimensional, sparse table (e.g. Unicode code points) into a multidimensional matrix of their combinations, and then using the coordinates in the hyper-matrix as the string key of an uncompressed trie to represent the resulting character. The compression will then consist of detecting and merging the common columns within the hyper-matrix to compress the last dimension in the key. For example, to avoid storing the full, multibyte Unicode code point of each element forming a matrix column, the groupings of similar code points can be exploited. Each dimension of the hyper-matrix stores the start position of the next dimension, so that only the offset (typically a single byte) need be stored. The resulting vector is itself compressible when it is also sparse, so each dimension (associated to a layer level in the trie) can be compressed separately.

Some implementations do support such data compression within dynamic sparse tries and allow insertions and deletions in compressed tries. However, this usually has a significant cost when compressed segments need to be split or merged. Some tradeoff has to be made between data compression and update speed. A typical strategy is to limit the range of global lookups for comparing the common branches in the sparse trie.[[*citation needed*](https://en.wikipedia.org/wiki/Wikipedia:Citation_needed)]

The result of such compression may look similar to trying to transform the trie into a [directed acyclic graph](https://en.wikipedia.org/wiki/Directed_acyclic_graph) (DAG), because the reverse transform from a DAG to a trie is obvious and always possible. However, the shape of the DAG is determined by the form of the key chosen to index the nodes, in turn constraining the compression possible.

Another compression strategy is to "unravel" the data structure into a single byte array.[[16]](https://en.wikipedia.org/wiki/Trie#cite_note-16) This approach eliminates the need for node pointers, substantially reducing the memory requirements. This in turn permits memory mapping and the use of virtual memory to efficiently load the data from disk.

One more approach is to "pack" the trie.[[4]](https://en.wikipedia.org/wiki/Trie#cite_note-Liang1983-4) Liang describes a space-efficient implementation of a sparse packed trie applied to automatic [hyphenation](https://en.wikipedia.org/wiki/Hyphenation_algorithm), in which the descendants of each node may be interleaved in memory.

### External memory tries[[edit](https://en.wikipedia.org/w/index.php?title=Trie&action=edit&section=12)]

Several trie variants are suitable for maintaining sets of strings in [external memory](https://en.wikipedia.org/wiki/Auxiliary_memory), including suffix trees. A combination of trie and [B-tree](https://en.wikipedia.org/wiki/B-tree), called the *B-trie* has also been suggested for this task; compared to suffix trees, they are limited in the supported operations but also more compact, while performing update operations faster.[[17]](https://en.wikipedia.org/wiki/Trie#cite_note-17)

## Overview[[edit](https://en.wikipedia.org/w/index.php?title=Binary_space_partitioning&action=edit&section=1)]

Binary space partitioning is a generic process of [recursively](https://en.wikipedia.org/wiki/Recursion) dividing a scene into two until the partitioning satisfies one or more requirements. It can be seen as a generalisation of other spatial tree structures such as [*k*-d trees](https://en.wikipedia.org/wiki/K-d_tree) and [quadtrees](https://en.wikipedia.org/wiki/Quadtree), one where hyperplanes that partition the space may have any orientation, rather than being aligned with the coordinate axes as they are in *k*-d trees or quadtrees. When used in computer graphics to render scenes composed of planar [polygons](https://en.wikipedia.org/wiki/Polygon_mesh), the partitioning planes are frequently chosen to coincide with the planes defined by polygons in the scene.

The specific choice of partitioning plane and criterion for terminating the partitioning process varies depending on the purpose of the BSP tree. For example, in computer graphics rendering, the scene is divided until each node of the BSP tree contains only polygons that can render in arbitrary order. When [back-face culling](https://en.wikipedia.org/wiki/Back-face_culling) is used, each node therefore contains a convex set of polygons, whereas when rendering double-sided polygons, each node of the BSP tree contains only polygons in a single plane. In collision detection or ray tracing, a scene may be divided up into [primitives](https://en.wikipedia.org/wiki/Geometric_primitive) on which collision or ray intersection tests are straightforward.

Binary space partitioning arose from the computer graphics need to rapidly draw three-dimensional scenes composed of polygons. A simple way to draw such scenes is the [painter's algorithm](https://en.wikipedia.org/wiki/Painter%27s_algorithm), which produces polygons in order of distance from the viewer, back to front, painting over the background and previous polygons with each closer object. This approach has two disadvantages: time required to sort polygons in back to front order, and the possibility of errors in overlapping polygons. Fuchs and co-authors[[2]](https://en.wikipedia.org/wiki/Binary_space_partitioning#cite_note-fuchs80-2) showed that constructing a BSP tree solved both of these problems by providing a rapid method of sorting polygons with respect to a given viewpoint (linear in the number of polygons in the scene) and by subdividing overlapping polygons to avoid errors that can occur with the painter's algorithm. A disadvantage of binary space partitioning is that generating a BSP tree can be time-consuming. Typically, it is therefore performed once on static geometry, as a pre-calculation step, prior to rendering or other realtime operations on a scene. The expense of constructing a BSP tree makes it difficult and inefficient to directly implement moving objects into a tree.

BSP trees are often used by 3D [video games](https://en.wikipedia.org/wiki/Video_game), particularly [first-person shooters](https://en.wikipedia.org/wiki/First-person_shooter) and those with indoor environments. [Game engines](https://en.wikipedia.org/wiki/Game_engine) using BSP trees include the [Doom](https://en.wikipedia.org/wiki/Doom_engine), [Quake](https://en.wikipedia.org/wiki/Quake_engine), and [Source engines](https://en.wikipedia.org/wiki/Source_engine). In them, BSP trees containing the static geometry of a scene are often used together with a [Z-buffer](https://en.wikipedia.org/wiki/Z-buffer), to correctly merge movable objects such as doors and characters onto the background scene. While binary space partitioning provides a convenient way to store and retrieve spatial information about polygons in a scene, it does not solve the problem of [visible surface determination](https://en.wikipedia.org/wiki/Hidden_surface_determination).

## Generation[[edit](https://en.wikipedia.org/w/index.php?title=Binary_space_partitioning&action=edit&section=2)]

The canonical use of a BSP tree is for rendering polygons (that are double-sided, that is, without [back-face culling](https://en.wikipedia.org/wiki/Back-face_culling)) with the painter's algorithm. Each polygon is designated with a front side and a back side which could be chosen arbitrarily and only affects the structure of the tree but not the required result.[[2]](https://en.wikipedia.org/wiki/Binary_space_partitioning#cite_note-fuchs80-2) Such a tree is constructed from an unsorted list of all the polygons in a scene. The recursive algorithm for construction of a BSP tree from that list of polygons is:[[2]](https://en.wikipedia.org/wiki/Binary_space_partitioning#cite_note-fuchs80-2)

1. Choose a polygon *P* from the list.
2. Make a node *N* in the BSP tree, and add *P* to the list of polygons at that node.
3. For each other polygon in the list:
   1. If that polygon is wholly in front of the plane containing *P*, move that polygon to the list of nodes in front of *P*.
   2. If that polygon is wholly behind the plane containing *P*, move that polygon to the list of nodes behind *P*.
   3. If that polygon is intersected by the plane containing *P*, split it into two polygons and move them to the respective lists of polygons behind and in front of *P*.
   4. If that polygon lies in the plane containing *P*, add it to the list of polygons at node *N*.
4. Apply this algorithm to the list of polygons in front of *P*.
5. Apply this algorithm to the list of polygons behind *P*.

The following diagram illustrates the use of this algorithm in converting a list of lines or polygons into a BSP tree. At each of the eight steps (i.-viii.), the algorithm above is applied to a list of lines, and one new node is added to the tree.

|  |  |  |
| --- | --- | --- |
|  | Start with a list of lines, (or in 3D, polygons) making up the scene. In the tree diagrams, lists are denoted by rounded rectangles and nodes in the BSP tree by circles. In the spatial diagram of the lines, the direction chosen to be the 'front' of a line is denoted by an arrow. | [Example of BSP tree construction - step 1.svg](https://en.wikipedia.org/wiki/File:Example_of_BSP_tree_construction_-_step_1.svg) |
| **i.** | Following the steps of the algorithm above,   1. We choose a line, A, from the list and,... 2. ...add it to a node. 3. We split the remaining lines in the list into those in front of A (i.e. B2, C2, D2), and those behind (B1, C1, D1). 4. We first process the lines in front of A (in steps ii–v),... 5. ...followed by those behind (in steps vi–vii). | [Example of BSP tree construction - step 2.svg](https://en.wikipedia.org/wiki/File:Example_of_BSP_tree_construction_-_step_2.svg) |
| **ii.** | We now apply the algorithm to the list of lines in front of A (containing B2, C2, D2). We choose a line, B2, add it to a node and split the rest of the list into those lines that are in front of B2 (D2), and those that are behind it (C2, D3). | [Example of BSP tree construction - step 3.svg](https://en.wikipedia.org/wiki/File:Example_of_BSP_tree_construction_-_step_3.svg) |
| **iii.** | Choose a line, D2, from the list of lines in front of B2 and A. It is the only line in the list, so after adding it to a node, nothing further needs to be done. | [Example of BSP tree construction - step 4.svg](https://en.wikipedia.org/wiki/File:Example_of_BSP_tree_construction_-_step_4.svg) |
| **iv.** | We are done with the lines in front of B2, so consider the lines behind B2 (C2 and D3). Choose one of these (C2), add it to a node, and put the other line in the list (D3) into the list of lines in front of C2. | [Example of BSP tree construction - step 5.svg](https://en.wikipedia.org/wiki/File:Example_of_BSP_tree_construction_-_step_5.svg) |
| **v.** | Now look at the list of lines in front of C2. There is only one line (D3), so add this to a node and continue. | [Example of BSP tree construction - step 6.svg](https://en.wikipedia.org/wiki/File:Example_of_BSP_tree_construction_-_step_6.svg) |
| **vi.** | We have now added all of the lines in front of A to the BSP tree, so we now start on the list of lines behind A. Choosing a line (B1) from this list, we add B1 to a node and split the remainder of the list into lines in front of B1 (i.e. D1), and lines behind B1 (i.e. C1). | [Example of BSP tree construction - step 7.svg](https://en.wikipedia.org/wiki/File:Example_of_BSP_tree_construction_-_step_7.svg) |
| **vii.** | Processing first the list of lines in front of B1, D1 is the only line in this list, so add this to a node and continue. | [Example of BSP tree construction - step 8.svg](https://en.wikipedia.org/wiki/File:Example_of_BSP_tree_construction_-_step_8.svg) |
| **viii.** | Looking next at the list of lines behind B1, the only line in this list is C1, so add this to a node, and the BSP tree is complete. | [Example of BSP tree construction - step 9.svg](https://en.wikipedia.org/wiki/File:Example_of_BSP_tree_construction_-_step_9.svg) |

The final number of polygons or lines in a tree is often larger (sometimes much larger[[2]](https://en.wikipedia.org/wiki/Binary_space_partitioning#cite_note-fuchs80-2)) than the original list, since lines or polygons that cross the partitioning plane must be split into two. It is desirable to minimize this increase, but also to maintain reasonable [balance](https://en.wikipedia.org/wiki/Binary_tree#Types_of_binary_trees) in the final tree. The choice of which polygon or line is used as a partitioning plane (in step 1 of the algorithm) is therefore important in creating an efficient BSP tree.

## Traversal[[edit](https://en.wikipedia.org/w/index.php?title=Binary_space_partitioning&action=edit&section=3)]

A BSP tree is [traversed](https://en.wikipedia.org/wiki/Tree_traversal) in a linear time, in an order determined by the particular function of the tree. Again using the example of rendering double-sided polygons using the painter's algorithm, to draw a polygon *P* correctly requires that all polygons behind the plane *P* lies in must be drawn first, then polygon *P*, then finally the polygons in front of *P*. If this drawing order is satisfied for all polygons in a scene, then the entire scene renders in the correct order. This procedure can be implemented by recursively traversing a BSP tree using the following algorithm.[[2]](https://en.wikipedia.org/wiki/Binary_space_partitioning#cite_note-fuchs80-2) From a given viewing location *V*, to render a BSP tree,

1. If the current node is a leaf node, render the polygons at the current node.
2. Otherwise, if the viewing location *V* is in front of the current node:
   1. Render the child BSP tree containing polygons behind the current node
   2. Render the polygons at the current node
   3. Render the child BSP tree containing polygons in front of the current node
3. Otherwise, if the viewing location *V* is behind the current node:
   1. Render the child BSP tree containing polygons in front of the current node
   2. Render the polygons at the current node
   3. Render the child BSP tree containing polygons behind the current node
4. Otherwise, the viewing location *V* must be exactly on the plane associated with the current node. Then:
   1. Render the child BSP tree containing polygons in front of the current node
   2. Render the child BSP tree containing polygons behind the current node

[![Example of BSP tree traversal.svg](data:image/png;base64,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)](https://en.wikipedia.org/wiki/File:Example_of_BSP_tree_traversal.svg)

Applying this algorithm recursively to the BSP tree generated above results in the following steps:

* The algorithm is first applied to the root node of the tree, node *A*. *V* is in front of node *A*, so we apply the algorithm first to the child BSP tree containing polygons behind *A*
  + This tree has root node *B1*. *V* is behind *B1* so first we apply the algorithm to the child BSP tree containing polygons in front of *B1*:
    - This tree is just the leaf node *D1*, so the polygon *D1* is rendered.
  + We then render the polygon *B1*.
  + We then apply the algorithm to the child BSP tree containing polygons behind *B1*:
    - This tree is just the leaf node *C1*, so the polygon *C1* is rendered.
* We then draw the polygons of *A*
* We then apply the algorithm to the child BSP tree containing polygons in front of *A*
  + This tree has root node *B2*. *V* is behind *B2* so first we apply the algorithm to the child BSP tree containing polygons in front of *B2*:
    - This tree is just the leaf node *D2*, so the polygon *D2* is rendered.
  + We then render the polygon *B2*.
  + We then apply the algorithm to the child BSP tree containing polygons behind *B2*:
    - This tree has root node *C2*. *V* is in front of *C2* so first we would apply the algorithm to the child BSP tree containing polygons behind *C2*. There is no such tree, however, so we continue.
    - We render the polygon *C2*.
    - We apply the algorithm to the child BSP tree containing polygons in front of *C2*
      * This tree is just the leaf node *D3*, so the polygon *D3* is rendered.

The tree is traversed in linear time and renders the polygons in a far-to-near ordering (*D1*, *B1*, *C1*, *A*, *D2*, *B2*, *C2*, *D3*) suitable for the painter's algorithm.

## Timeline[[edit](https://en.wikipedia.org/w/index.php?title=Binary_space_partitioning&action=edit&section=4)]

* 1969 Schumacker et al.[[1]](https://en.wikipedia.org/wiki/Binary_space_partitioning#cite_note-schumacker69-1) published a report that described how carefully positioned planes in a virtual environment could be used to accelerate polygon ordering. The technique made use of depth coherence, which states that a polygon on the far side of the plane cannot, in any way, obstruct a closer polygon. This was used in flight simulators made by GE as well as Evans and Sutherland. However, creation of the polygonal data organization was performed manually by scene designer.
* 1980 [Fuchs](https://en.wikipedia.org/wiki/Henry_Fuchs) et al.[[2]](https://en.wikipedia.org/wiki/Binary_space_partitioning#cite_note-fuchs80-2) extended Schumacker's idea to the representation of 3D objects in a virtual environment by using planes that lie coincident with polygons to recursively partition the 3D space. This provided a fully automated and algorithmic generation of a hierarchical polygonal data structure known as a Binary Space Partitioning Tree (BSP Tree). The process took place as an off-line preprocessing step that was performed once per environment/object. At run-time, the view-dependent visibility ordering was generated by traversing the tree.
* 1981 Naylor's Ph.D thesis provided a full development of both BSP trees and a graph-theoretic approach using strongly connected components for pre-computing visibility, as well as the connection between the two methods. BSP trees as a dimension independent spatial search structure was emphasized, with applications to visible surface determination. The thesis also included the first empirical data demonstrating that the size of the tree and the number of new polygons was reasonable (using a model of the Space Shuttle).
* 1983 [Fuchs](https://en.wikipedia.org/wiki/Henry_Fuchs) et al. described a micro-code implementation of the BSP tree algorithm on an Ikonas frame buffer system. This was the first demonstration of real-time visible surface determination using BSP trees.
* 1987 Thibault and Naylor[[3]](https://en.wikipedia.org/wiki/Binary_space_partitioning#cite_note-thibault87-3) described how arbitrary polyhedra may be represented using a BSP tree as opposed to the traditional b-rep (boundary representation). This provided a solid representation vs. a surface based-representation. Set operations on polyhedra were described using a tool, enabling [constructive solid geometry](https://en.wikipedia.org/wiki/Constructive_solid_geometry) (CSG) in real-time. This was the fore runner of BSP level design using "[brushes](https://en.wikipedia.org/wiki/Brush_(video_game))", introduced in the Quake editor and picked up in the Unreal Editor.
* 1990 Naylor, Amanatides, and Thibault provided an algorithm for merging two BSP trees to form a new BSP tree from the two original trees. This provides many benefits including: combining moving objects represented by BSP trees with a static environment (also represented by a BSP tree), very efficient CSG operations on polyhedra, exact collisions detection in O(log n \* log n), and proper ordering of transparent surfaces contained in two interpenetrating objects (has been used for an x-ray vision effect).
* 1990 [Teller](https://en.wikipedia.org/wiki/Seth_J._Teller) and Séquin proposed the offline generation of potentially visible sets to accelerate visible surface determination in orthogonal 2D environments.
* 1991 Gordon and Chen [CHEN91] described an efficient method of performing front-to-back rendering from a BSP tree, rather than the traditional back-to-front approach. They utilised a special data structure to record, efficiently, parts of the screen that have been drawn, and those yet to be rendered. This algorithm, together with the description of BSP Trees in the standard computer graphics textbook of the day ([*Computer Graphics: Principles and Practice*](https://en.wikipedia.org/wiki/Computer_Graphics:_Principles_and_Practice)) was used by [John Carmack](https://en.wikipedia.org/wiki/John_D._Carmack)in the making of [*Doom* (video game)](https://en.wikipedia.org/wiki/Doom_(1993_video_game)).
* 1992 [Teller](https://en.wikipedia.org/wiki/Seth_J._Teller)'s PhD thesis described the efficient generation of potentially visible sets as a pre-processing step to accelerate real-time visible surface determination in arbitrary 3D polygonal environments. This was used in [*Quake*](https://en.wikipedia.org/wiki/Quake_(video_game)) and contributed significantly to that game's performance.
* 1993 Naylor answered the question of what characterizes a good BSP tree. He used expected case models (rather than worst case analysis) to mathematically measure the expected cost of searching a tree and used this measure to build good BSP trees. Intuitively, the tree represents an object in a multi-resolution fashion (more exactly, as a tree of approximations). Parallels with Huffman codes and probabilistic binary search trees are drawn.
* 1993 Hayder Radha's PhD thesis described (natural) image representation methods using BSP trees. This includes the development of an optimal BSP-tree construction framework for any arbitrary input image. This framework is based on a new image transform, known as the Least-Square-Error (LSE) Partitioning Line (LPE) transform. H. Radha's thesis also developed an optimal rate-distortion (RD) image compression framework and image manipulation approaches using BSP trees.
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