1. **String Compression - Implement a method to perform String Compression.**

Ans- In the given solution, the time complexity is O(n^2) because nested loop has been used and space complexity is O(1). The time complexity can be improved by using a single loop to iterate over the string as shown in the code below:-

public class Main

{

public static String compress1(String str) {

if(str.length()==0){

return "";

}

String output=str.charAt(0)+"";

int count=1;

for(int i=1;i<str.length();i++){

char curr=str.charAt(i);

char prev=str.charAt(i-1);

if(curr == prev){

count++;

}else{

output=output+count+curr;

count=1;

}

}

return output+count;

}

public static String compress2(String str) {

if(str.length()==0){

return "";

}

String output=str.charAt(0)+"";

for(int i=1;i<str.length();){

if(i+2<str.length() && str.charAt(i) == str.charAt(i+2)){

output+=str.charAt(i+1)+""+str.charAt(i);

i=i+2;

}else{

if(output.charAt(output.length()-1)== str.charAt(i)){

i=i+1;

}else{

output+=str.charAt(i);

i=i+1;

}

}

}

return output;

}

public static void main(String[] args) {

System.out.println(compress1("aabbcccaaa"));

}

}

**Bonus:1 The answer should be taken into second compressor and compress further.**

Ans-

public class Main

{

public static String compress1(String str) {

if(str.length()==0){

return "";

}

String output=str.charAt(0)+"";

int count=1;

for(int i=1;i<str.length();i++){

char curr=str.charAt(i);

char prev=str.charAt(i-1);

if(curr == prev){

count++;

}else{

output=output+count+curr;

count=1;

}

}

return output+count;

}

public static String compress2(String str) {

if(str.length()==0){

return "";

}

String output=str.charAt(0)+"";

for(int i=1;i<str.length();){

if(i+2<str.length() && str.charAt(i) == str.charAt(i+2)){

output+=str.charAt(i+1)+""+str.charAt(i);

i=i+2;

}else{

if(output.charAt(output.length()-1)== str.charAt(i)){

i=i+1;

}else{

output+=str.charAt(i);

i=i+1;

}

}

}

return output;

}

public static void main(String[] args) {

String output1=compress1("aabbcccaaa");

System.out.println(compress2(output1));

}

}

**Bonus:2 Decompress ab2c1ac3 into aabbcaaaccc.**

Ans-

import java.util.\*;

public class Main {

public static void main(String[] args) {

String str = "ab2c1ac3";

String output="";

int count=0;

for(int i=str.length()-1;i>=0;i--){

char ch=str.charAt(i);

if(Character.isDigit(ch)){

count = ch-'0';

continue;

}

for(int j=0;j<count;j++){

output=str.charAt(i)+output;

}

}

System.out.print(output);

}

}

1. **Find a way to find the kth to last element in a given linked list(Assuming length of Linked List is not known).**

Ans-

public class LinkedListNode

{

int data;

LinkedListNode next;

LinkedListNode(int data, LinkedListNode next)

{

this.data = data;

this.next = next;

}

}

public class Main

{

public static LinkedListNode findKthNode(LinkedListNode head, int k)

{

LinkedListNode curr = head;

for (int i = 0; curr != null && i < k; i++) {

curr = curr.next;

if (curr == null && i != k-1) {

return null;

}

}

while (curr != null)

{

head = head.next;

curr = curr.next;

}

return head;

}

public static void main(String[] args)

{

int[] keys = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10};

LinkedListNode head = null;

for (int i = keys.length - 1; i >= 0; i--) {

head = new LinkedListNode(keys[i], head);

}

int k = 6;

LinkedListNode node = findKthNode(head, k);

if (node != null) {

System.out.println("k-th node from the end is " + node.data);

}

}

}

**Bonus-1:Minimizing the number of times running through the loop.**

Ans-Using Recursion

public class LinkedListNode

{

int data;

LinkedListNode next;

LinkedListNode(int data, LinkedListNode next)

{

this.data = data;

this.next = next;

}

}

public class Main

{

public static int findKthNode(LinkedListNode node, int k)

{

if (node == null) {

return 0;

}

int count = findKthNode(node.next, k) + 1;

if (count == k) {

System.out.println("k'th node from the end is " + node.data);

}

return count;

}

public static void main(String[] args)

{

int[] keys = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

LinkedListNode head = null;

for (int i = keys.length - 1; i >= 0; i--) {

head = new LinkedListNode (keys[i], head);

}

int k = 6;

findKthNode(head, k);

}

}

1. **Stack minimum - Stack has functions of push and pop. Can you also add a function ‘min’ to the stack and it should also execute in O(1).**

Ans-

import java.util.\*;

public class MyStack {

Stack<Integer> stack;

Integer minElement;

MyStack () {

stack = new Stack<Integer>();

}

void getMin()

{

if (stack.isEmpty())

System.out.println("Stack is empty");

else

System.out.println("Minimum Element in the "

+ " stack is: " + minElement);

}

void pop()

{

if (stack.isEmpty()) {

System.out.println("Stack is empty");

return;

}

System.out.print("Top Most Element Removed: ");

Integer t = stack.pop();

if (t < minElement) {

System.out.println(minElement);

minElement = 2 \* minElement - t;

}

else

System.out.println(t);

}

void push(Integer x)

{

if (stack.isEmpty()) {

minElement = x;

stack.push(x);

System.out.println("Number Inserted: " + x);

return;

}

if (x < minElement) {

stack.push(2 \* x - minElement);

minElement = x;

}

else

stack.push(x);

System.out.println("Number Inserted: " + x);

}

};

public class Main {

public static void main(String[] args)

{

MyStack s = new MyStack ();

s.push(3);

s.push(5);

s.getMin();

s.push(2);

s.push(1);

s.getMin();

s.pop();

s.getMin();

}

}

**Bonus:1** Real world use case where stack is better than the array is

**Undo/Redo Functionality:**

In many applications, such as text editors or image editing software, undo/redo functionality is implemented using a stack. Each action performed by the user is added to the stack, and can be undone by popping the last action off the stack. In this case, a stack is more suitable than an array because it provides efficient push and pop operations.

1. **Given an array of integers representing the elevation of a roof structure at various positions, each position is separated by a unit length, Write a program to determine the amount of water that will be trapped on the roof after heavy rainfall.**

Ans-

import java.lang.Math;

import java.util.Scanner;

public class Main {

public static int findWater(int[] arr,int n){

int[] left=new int[n];

int[] right=new int[n];

int total\_water=0;

left[0]=arr[0];

for(int i=1;i<n;i++){

left[i]=Math.max(left[i-1],arr[i]);

}

right[n-1]=arr[n-1];

for(int i=n-2;i>=0;i--){

right[i]=Math.max(right[i+1],arr[i]);

}

for(int i=0;i<n;i++){

total\_water+=Math.min(left[i],right[i])-arr[i];

}

return total\_water;

}

public static void main(String[] args) {

Scanner sc=new Scanner(System.in);

int n=sc.nextInt();

int[] arr=new int[n];

for(int i=0;i<n;i++){

arr[i]=sc.nextInt();

}

System.out.print(findWater(arr,n));

}

}

1. **You will be given a list coin denominations that you can use to tender change to your customers, find the most optimum way to tender the exact change to your customers, the optimum is when you use the least number of coins.**

Ans-

import java.util.ArrayList;

public class Main{

public static void coinChange(int val,int[] deno){

ArrayList<Integer> ans=new ArrayList<>();

int temp=val;

for(int i=deno.length-1;i>=0;i--){

while(temp >= deno[i]){

temp-=deno[i];

ans.add(deno[i]);

}

}

for(int i=0;i<ans.size();i++){

System.out.print(ans.get(i)+" ");

}

}

public static void main(String[] args){

int n=7;

int[] arr={1, 2, 5, 8, 10};

coinChange(n,arr);

}

}

**Explain all the scenarios in better words and simpler to understand format compared to explanation available in the link below:**

**<https://www.geeksforgeeks.org/coin-change-dp-7/>**

Ans-

Given Problem- Given an integer array of coins[ ] of size N representing different types of currency and an integer sum, The task is to find the number of ways to make sum by using different combinations from coins[].

Note: Assume that you have an infinite supply of each type of coin.

Solution using Recursion-

We need to find all possible ways to make sum by using different denominations of coins, at each step we can either include or exclude a particular denomination.We can start the problem by creating a recursion tree

C({1,2,3}, 5)

                           /                     \      
                         /                         \

             C({1,2,3}, 2)                   C({1,2}, 5)

    /       \                          /    \           
             /              \                   /            \

C({1,2,3}, -1)  C({1,2}, 2)        C({1,2}, 3)    C({1}, 5)  
                       /    \                  /     \           /     \  
                     /       \                /       \         /        \

    C({1,2},0)  C({1},2)   C({1,2},1) C({1},3)    C({1}, 4)  C({}, 5)

                        / \           / \          /\           /     \           
                     /      \      /     \       /   \        /        \

                .      .  .     .   .     .              C({1}, 3)      C({}, 4)

                                                           / \    
                                                          /   \                                                 .

* We have 2 choices for a coin of a particular denomination, either i) to include, or ii) to exclude.
* If we are at coins[n-1], we can take as many instances of that coin ( unbounded inclusion ) i.e count(coins, n, sum – coins[n-1] ); then we move to coins[n-2].
* After moving to coins[n-2], we can’t move back and can’t make choices for coins[n-1] i.e count(coins, n-1, sum).
* Finally, as we have to find the total number of ways, so we will add these 2 possible choices, i.e count(coins, n, sum – coins[n-1] ) + count(coins, n-1, sum );

As we can see in the above recursion tree that there are overlapping sub-problems so we can solve the problmem in a more optimum way using dynamic programming.

To solve the problem using dynamic programming we can follow the below steps-

* Using 2-D vector to store the Overlapping subproblems.
* Traversing the whole array to find the solution and storing in the memoization table.
* Using the memoization table to find the optimal solution.

**Explain what is greedy algorithm and how dynamic programming helps in this case.**

Ans- A greedy algorithm is an approach for solving a problem by selecting the best option available at the moment. It doesn't worry whether the current best result will bring the overall optimal result.

In the above problem, we can see that the problem has been solved using greedy algorithm but it does not give the most optimal solution in every case.

For example, it doesn’t work for denominations {1, 5, 7} and V = 18. The above approach would print 7, 7, 1, 1, 1 and 1. But we can use 4 denominations 5, 5, 7 and 1.

This problem can more optimally be solved using dynamic programming technique as in this technique we can get the best solution from all possible solutions.

**Bonus Ques: Given a number N, remove one digit and print largest possible number.**

Ans-Since in the given question, It was asked to remove one digit and print the largest possible number but the examples given in the question show that we need to remove the smallest digit and print the rest of the digits in the same order as they were occurring in the original number so I have solved both types of question.

First part- Remove the smallest digit present in the given number and print the largest possible number.

import java.lang.Math;

import java.util.Arrays;

import java.util.Scanner;

public class LargestNum {

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

int num = sc.nextInt();

int temp1 = num;

int temp2 = num;

int newNum = 0;

int count = 0;

int min = Integer.MAX\_VALUE;

while (temp1 > 0) {

int rem = temp1 %10;

if (rem < min) {

min = rem;

}

temp1 = temp1 / 10;

count++;

}

int[] arr = new int[count];

int i=0;

while(temp2>0){

arr[i]=temp2%10;

i++;

temp2=temp2/10;

}

Arrays.sort(arr);

for(int j= arr.length-1;j>0;j--){

if(arr[j] != min){

newNum+=(int)Math.pow(10, (count-2))\*arr[j];

count--;

}

}

System.out.println(newNum);

}

}

Second Part- Remove the smallest digit and print the rest of the digits in the same order as they are occurring in the original number.

import java.lang.Math;

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner sc=new Scanner(System.in);

int num=sc.nextInt();

int temp=num;

int newNum=0;

int power=0;

int min=Integer.MAX\_VALUE;

while(temp>0){

int rem=temp%10;

if(rem<min){

min=rem;

}

temp=temp/10;

}

System.out.println(min);

while(num>0){

int rem=num%10;

if(rem != min){

newNum +=Math.pow(10,power)\*rem;

power++;

}else{

num=num/10;

continue;

}

num=num/10;

}

System.out.print(newNum);

}

}

1. **What is dot product and cross product?Explain use cases of where dot product is used and cross product is used in graphics environment.**

Ans-

Dot Product

The Dot Product is a vector operation that calculates the angle between two vectors. The dot product is calculated in two different ways.

Version 1

![IMG_256](data:image/png;base64,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)

In the above equation, information about the angle between the vectors is missing. However, the result from this equation can tell us the direction of each vector. For example, if the dot product is equal to 1, it means that both vectors have the same direction. If the dot product is 0, it means that both vectors are perpendicular on each other. Finally, if the dot product is -1, it means that both vectors are heading in opposite directions.

Version 2

If we are interested in finding the angle between two vectors, the dot-product equation below can be used.
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In graphics, the dot product is used to determine the angle between two vectors, the projection of one vector onto another, and the determination of whether two vectors are perpendicular.For example, in lighting calculations, the dot product is used to determine the amount of light that hits a surface. The dot product of the light vector and the surface normal vector gives the cosine of the angle between them, which represents the amount of light that is reflected by the surface.

Cross Product

Two vectors produces a plane. A cross product operation produces a vector that is perpendicular to both vectors. The cross product of two vectors is calculated as follows:
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In graphics, the cross product is used to determine the orientation of surfaces, the direction of rotations, and the determination of whether two vectors are parallel.For example, in calculating the normal vector of a surface, the cross product is used to find the vector that is perpendicular to the surface. This normal vector is important for shading calculations and for determining how light interacts with the surface.

Source - <https://www.haroldserrano.com/blog/vectors-in-computer-graphics#:~:text=They%20have%20two%20distinct%20type,the%20multiplicand%20and%20multiplier%20vectors.>

1. **Explain a piece of code that you wrote which you are proud of? If you have not written any code, please write your favorite subject in engineering studies. We can go deep into that subject.**

Ans- I felt really proud when I build my first React App.It was a Cart App.I learnt lot of new things while making this app like how to use the component cards, how to use props and state, the code reuseability, learnt how to connect my project to the firebase database, rendering the App.

1. **Random crashes- you are given a source code to test it and randomly crashes and it never crashes at the same place(you have attached a debugger and you find this).Explain what all you would suspect and how would you go about with isolating the cause.**

Ans- To debug random crashes in a source code the following steps can be taken:

1. Collect data: First, you need to collect data about the crashes that are occurring. You can use logging, crash reports, or debuggers to collect this data. Look for patterns in the data, such as common error messages or the same set of variables being involved in multiple crashes.

2. Exception Handling: Exception handling can be done at every possible step to catch the different exceptions in the code.

3. Memory management issues: One common cause of random crashes is memory management issues, such as accessing memory that has already been freed, writing to memory that has not been allocated, or accessing memory beyond the bounds of an array.

4. Race conditions: Another possible cause of random crashes is race conditions, which occur when multiple threads or processes access the same resources in an unpredictable order.

5. Compiler or optimization issues: Occasionally, random crashes can be caused by issues with the compiler or optimization settings used to build the code. These issues can be related to the way that the compiler and hardware interact to generate executable code.

**Declaration-** I declare that I have done the above work by myself and not worked with anyone or got help from any individual on the internet.