**LAB6 - A Game: Dots and Boxes**

**Introduction**

Ever had a couple of minutes to spare? We all have. Chances are, during many such moments as a child, you decided to play a game. In this lab, you are going to write a command-line version of [this game](http://www.math.ucla.edu/~tom/Games/dots&boxes.html).

**Rules**

Dots and Boxes is a two-player game played on a variable-size grid of dots. For this assignment, the playing board is a 4x4 grid of dots, and the two players are denoted by two symbols: 1 and 2.

The rules are as follows:

* Player 1 always goes first.
* Each player takes a turn drawing a horizontal or vertical line between two adjacent dots.
* A player cannot draw a line between two dots that are already connected by a line.
* If a player completes a box (or boxes) by drawing the fourth side of it, the player writes his number (1 or 2) in the box and gets to draw another line.
* The game ends when all the adjacent dots have been connected with horizontal or vertical lines.
* The player with the most boxes at the end of the game wins.

**Game Board**

The game board is a 4x4 grid of dots, which are represented by the ASCII character '\*' (asterisk, ASCII code x002A). Vertical lines are represented by the ASCII character '|' (pipe, ASCII code x007C), and horizontal lines are represented by the ASCII character '-' (hyphen, ASCII code x002D). The rows of the grid are labeled with numbers 0 to 6, and the columns of the grid are labeled with letters A to G. When the game starts, the board looks as follows:

ABCDEFG

0 \* \* \* \*

1

2 \* \* \* \*

3

4 \* \* \* \*

5

6 \* \* \* \*

A move is specified by a two-character input pair designating the space between two adjacent dots. The first character should be a capital letter (A-G) specifying the desired column, and the second character should be a number (0-6) specifying the desired row. For example, an input move of A1 would result in the following board:

ABCDEFG

0 \* \* \* \*

1 |

2 \* \* \* \*

3

4 \* \* \* \*

5

6 \* \* \* \*

If the next move was D4, the board would now look as follows:

ABCDEFG

0 \* \* \* \*

1 |

2 \* \* \* \*

3

4 \* \*-\* \*

5

6 \* \* \* \*

The initial data structure of the game board is stored in memory using 7 .STRINGZ pseudo-ops, one for each row. During the execution of the program, we will modify the contents of these memory locations to reflect each player's move.

**Algorithm**

In order to design a Dots and Boxes game, or any other software project, we must break the problem into small pieces. To this effect, we have created the following flow chart for Dots and Boxes.

![http://ww3.sinaimg.cn/mw690/534218ffgw1ebo3e9qz45g206r0lqa9x.gif](data:image/gif;base64,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)

You will use this flowchart as the basis for designing the program. The blocks that you must implement are in bold.

**Your Job**

An example of the input/output for a game being played can be found [here](http://acsa.ustc.edu.cn/ics/downloads/lab5/example1.txt) and [here](http://acsa.ustc.edu.cn/ics/downloads/lab5/example2.txt). The following [starter code](http://acsa.ustc.edu.cn/ics/downloads/lab5/dots.asm) provides a general framework for the Dots and Boxes game, plus a few subroutines that we have provided for you. Your job is to complete the Dots and Boxes game by writing the following subroutines:

**DISPLAY\_PROMPT**

This subroutine prompts the current player for an input move. The current player, 1 or 2, is defined by the contents of the memory location labeled CURRENT\_PLAYER, which is initially set to 1.

Memory[CURRENT\_PLAYER] = 1 for player 1

2 for player 2

Based on the current player, this subroutine should print one of the following messages

Player 1, input a move (or 'Q' to quit):

Player 2, input a move (or 'Q' to quit):

**IS\_INPUT\_VALID**

This subroutine checks to see if the player's move is valid.

When this subroutine is called, R0 contains the ASCII code for the second character the player typed (the row), and R1 contains the ASCII code for the first character the user typed (the column). This subroutine

* checks if the character in R0 is between '0' and '6'. If it is not, the input is invalid.
* checks if the character in R1 is between 'A' and 'G'. If it is not, the input is invalid.
* checks if the (row, column) pair specified by (R0, R1) is the position corresponding to a '\*' (asterisk) in the game board. If it is, the input is invalid.
* some other invalid cases ...
* If the input is valid, the value 0 (zero) is returned in R3.
* If the input is invalid, the value -1 is returned in R3.

**TRANSLATE\_MOVE**

When this subroutine is called, R0 contains the ASCII code for a row number ('0'-'6'), and R1 contains the ASCII code for a column letter ('A'-'G'). This subroutine should

* convert the ASCII code for the row number to the binary representation of the number (0-6) and return the result in R0.
* convert the ASCII code for the column letter to a binary number between 0 and 6 (where 'A' corresponds to 0, 'B' corresponds to 1, ... , 'G' corresponds to 6) and return the result in R1.

For example, if R0 contains the ASCII code for '5' (x0035) and R1 contains the ASCII code for 'C' (x0043) when the subroutine is called, then R0 should contain the value 5 and R1 should contain the value 2 when the subroutine returns.

**IS\_OCCUPIED**

When this subroutine is called, R0 contains a row number (0-6, which you have previously provided from TRANSLATE\_MOVE), and R1 contains a column number (0-6, which also came from TRANSLATE\_MOVE). You should check the board position corresponding to the (row, column) pair and see if this position is already occupied.

* If the position is occupied, you should return the value -1 in R3.
* If the position is not occupied, you should return the value 0 (zero) in R3.

**NOTE:** If it is not occupied the ASCII code for space (x0020) will be stored there.The values in R0 and R1 when the subroutine returns MUST be EXACTLY the same as they were when the subroutine was called.

**GET\_ADDRESS**

This subroutine determines the address in memory of the position specified by a (row, column) pair. When this subroutine is called, R0 contains a row number (0-6) and R1 contains a column number (0-6). When this subroutine returns, R3 should contain the address in the game board data structure corresponding to this (row, column).

**NOTE:** The string for each row takes up 8 consecutive locations in memory (7 for the characters in the string + 1 for the NULL termination). Since in our assembly file we have placed the 7 strings for the board sequentially, this means that each row is 8 memory locations apart. Suppose that R5 contains the starting address of the the string for row 0. If you add 24 (i.e., 8\*3) to R5, what address do you now have in R5? If you now add 4 to R5, what is the significance of the value in R5? **You will probably need to call this subroutine from many of the other subroutines.**

**APPLY\_MOVE**

This subroutine applies a player's move to the game board by writing either a '-' (hyphen, ASCII code x002D) or a '|' (pipe, ASCII code x007C) in the correct position.

When this subroutine is called, R0 contains a row number (0-6) and R1 contains a column number (0-6) that have been provided by TRANSLATE\_MOVE. The position specified by the (row, column) pair is guaranteed to be unoccupied (if you have written IS\_OCCUPIED correctly). This subroutine should

* based on the (row, column) pair, determine if the character to be written should be a '-' or a '|'.
* write the character into the correct location in the game board data structure.

**NOTE:** You do not need to do error checking on the (row, column) pair; this has already been done by IS\_INPUT\_VALID. The values in R0 and R1 when the subroutine returns MUST be EXACTLY the same as they were when the subroutine was called.

**FILL\_BOX**

This subroutine writes the current player's number in a completed box and will be called from the BOXES\_COMPLETED subroutine (which we have provided).

When this subroutine is called, R0 contains a row number (0-6) and R1 contains a column number (0-6). The (row, column) pair specifies the position of the center of a box that has just been completed. This subroutine should

* determine which player completed the box.
* write the ASCII code for the player's number in the center of the completed box.

**NOTE:** The values in R0 and R1 when the subroutine returns MUST be EXACTLY the same as they were when the subroutine was called.

**UPDATE\_STATE**

This subroutine updates the score and player, if necessary. When this subroutine is called, R0 contains the number of boxes that the current player has just completed. This value is provided by the BOXES\_COMPLETED subroutine (which we have provided), and will be either 0, 1, or 2. This subroutine should

* update the memory location containing the current player's score to reflect the number of boxes he has just completed.
  + The score for player 1 is stored in the memory location labeled SCORE\_PLAYER\_ONE.
  + The score for player 2 is stored in the memory location labeled SCORE\_PLAYER\_TWO.
* update the contents of the memory location CURRENT\_PLAYER to reflect which player's turn is next. Remember that if a player has just completed a box, he gets to go again.

**IS\_GAME\_OVER**

This subroutine determines if the game is over or not. The game ends when all of the boxes on the game board have been completed.

* If the game is over, you should
  + determine the winner.
  + print one of the following messages
* Game over. Player 1 is the winner!

Game over. Player 2 is the winner!

* + return the value 0 (zero) in R3.
* If the game is not over yet, you should return the value -1 in R3.

**HINT:** What will the combined score of the two players be when the game is over?

We have provided the following subroutines for you:

**DISPLAY\_BOARD**

This subroutine prints the game board and the current score for both players to the screen.

**BOXES\_COMPLETED**

This subroutine determines if a box (or two) was completed in this move.

When this subroutine is called, R0 contains a row number (0-6) and R1 contains a column number (0-6) that correspond to the move that was just applied to the game board. For each box that was completed, FILL\_BOX is called with the (row, column) pair that specifies the center of the completed box.

**NOTE:** You must correctly implement FILL\_BOX for BOXES\_COMPLETED to work correctly. The number of boxes completed (0, 1, or 2) is returned in R3.

**Submission**

Please hand in a LAB5\_ID.asm file and a report as well.