# Week 4 - Sorting and Searching Algorithms

This lab sheet will introduce two algorithms from computer science. After this session you will be able to sort and search lists using the two following algorithms:

* Insertion and Bubble sort algorithm;
* Binary search.

## Sorting Algorithms

1. **TICKABLE** The following code create a list of digits from 1 to 31.

* l = range(1, 31)print l
* If we import the random library we can pick a random sample of the list and shuffle this it (do not worry too much about this):
* import randomjumbledlist = random.sample(range(1, 31), 20)random.shuffle(jumbledlist)print jumbledlist
* Using pen and paper, sort the above list, attempting to understand a general approach to doing this. Write a function jumbledlist that takes as arguments: maximumnumber and sizeoflist which returns a jumbled list of integersas above.

1. **TICKABLE** Python has a built in method on lists to sort them: sort():

* l = jumbledlist(30, 20) # Use the function you created above.print ll.sort()print l
* In this question we will take a look at one type of algorithm that can be used to sort a list: "Selection sort".
* The main idea behind this algorithm is to create a new (empty at first) list and go through the old list and slowly pick out the 'next' element to go in the new list.
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* Here is some **pseudo code** that describes this:
* INITIATE NEWLISTWHILE MORE ELEMENTS IN NEWLIST THAN IN OLDLIST: FIND SMALLEST ELEMENT IN OLDLIST MOVE THAT ELEMENT TO NEWLIST
* It should be straightforward to see that at every step of this algorithm we the total size of NEWLIST and OLDLIST stay the same. As such we can simply put the NEWLIST at the beginning of the OLDLIST so that at each step of our algorithm we are basically moving elements from the unsorted part of the list to the sorted part of the list.
* ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjMAAAGfCAMAAACduqP4AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAALRQTFRF////AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEQ4ORDY2/8zMu5aWMykpJR4eiW5uKSkzNjZEGxsiDg4SBAQFlpa7zMz/X193d19fIhsbKCgygoKibm6JjIyveHiWRkZXLCw4ZlJSDg4R////qYRyTwAAACB0Uk5TAES7M2nfdexQyFUi7t2ImRHMqndmp9b62lzHl7fv8NVlepVdAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAABLAAAASwAc4jpUgAACUtJREFUeNrt3G1708gBhtHYhgSIcZxsQkug7WzY7hK6u9D3dv//D2vo9gKROHafWKPB8rk/ShcmM3NiyZHkgwPtaJPSpmnrgevBTcq3Vw1iZoeblKs3DWJmh2NGacwojRmlMaM0ZpTGjNKYURozSmNGacwojRmlMaM0ZpTGjNKYURozSmNGacwojRmlMaM0ZpTGjNKYURozSmNGacwM0bRRsyqjedToee3HrZdx0Bp9kUKZVBnNYaPRHLVexkEr5bsG/bGSmSfl+x8aVJ62XsZBK6XFCcBVJTPOZ4aIGWbSmGEmjRlm0pipaqbOnxQax0xNM7PyrPUCV4iZmmaO589bL3CFmKlp5mBRTlqvcP8xU9XMwbQsWi9x7zFT18zydHxomKlr5iOas2XrVe43Zvoxs/YS5vy49TL3GjMDmBnZJ25mejJz3+FpeVJOx/U2w0xtM9Nysmy9yD3HTF0zJyP8Aw0zVc18U85ar3D/MVPTzHL+fNl6hfuPmZpmJuW89QJXiJmaZg7GSKatmVnfcr46M6OsqZnnfU80M0PU0syi98t3zAxRQzPPSu83JDEzRO3MzObz3u+WZWaImpk5r0CGmUFqZeaiVCDztZpZNHqMvNLdXo1Gs74H/862e8Z/g5m318P3rp6ZPzXox5t5fnHf14ycPtzMo/Jji+GUx5vM/PTz8L2vZ6bBaH6+Lo/m945o8nAzk3LdYjibj03MbN11mdx/czUz/TQ+Mx9vrl59NYaZfhqhmYPl89X3VjPTT2M0c7PCK+9hY6afRmnmYLryJjZm+mmcZpaOTRUbp5n7Fp6ZPmKGmTRmmEljhpk0ZphJY4aZNGaYSWOGmTRmmEljhpk0ZphJY4aZNGaYSWOGmTRmmEljhpk0ZphJY4aZNGaYSWOGmTRmmEljhpk0ZphJY4aZNGaYSWOGmTRmmEljhpk0ZphJY4aZNGaYSWOGmTRmmEljhpk0ZphJY4aZNGaYSWOGmTRmmEljhpk0ZphJY4aZNGaYSWOGmTRmmEljhpk0ZphJY4aZNGaYSWOGmbSKZtp0WMXMYaPR7JuZqwZ9W8nMo/Kbo//2eNrpqNOLzvan2+14+nn7Ys/MvGnQVSUzW/zTbVqcM8NMOIn7dmxiZvtJZGZ3zcymlaZpwyQys7tmGsUMM/EkMsNMOonMMJNOIjPMpJPIDDPpJDLDTDqJzDCTTiIzzKSTyAwzYZMZMwOY2XA7ys7FTH0zv52u6cFjXd78xreJmfpmDrf/0VfU7rDGDDPxPDLDTDqPzDCTziMzzKTzyAwz6Twyw0w6j8wwk84jM8yk88gMM0meiWMmnsR9u679oUF/rmTmZXm8+LWLy06vFp/7Ykdn++J1vOPTxvJiz8y0qZaZNh3tmZmfGvSX8qTKaCbl7f/+h7/+rdPfO//1Fzu6P9M/4h2fNpane2amwWjWf2fRVmZ8Z9GnmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbS+jCzcpl21szxjJn19WBmUp6NyczZfMnM2nowc1xOx2TmfNWMMNOpj2PTopyMyMzB6Yr3TWY69XIOPC3fjMjMbD6/c0rDTKdezCxP777K7pr5iOb2Ow0znfr5rH2D5mw5GjM3aG6/cTLT6baZ8uDmx1+fmcnDh3PGzH31aGZ264VaTHJ/Zr78LMhMJ8emFd0cm27NCjOdnAOvIuMceF09fda++yK7a8Zn7Q35m96dTsv5nW3MdHLt4HauHWzKNcrbnZUlM2tzL8Tt3AuxKfdc/V8x04kZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo2ZXTZzUf75fvj+VS5qmWkwmvfvKpl5Wd61GM4mM5cPfx59qy5rmWlTHTOHjUaz0cy/PwzfVT0zl7+26PT6stN9O153d1ymO463/9FX9LL8bsPPcNHZ/mq7Ha8+bz/fZOa7N8P3oZ6ZOq+7vsV0tv2LrGiydumqNV0wU3+Sq50DNzGz+djEzNYxs8tmJnUWb0O1zCwndY55G9ozM22qZaZRzAwQM8ykMcNMGjPMpDHDTBozzKQxw0zaCM3Mp/f3e2a2b4Rm1seM7jRZ1x+YUdjIzmcWle4ZbdPx4nz7F+m/kZlpc127Vo2ua2+Kma84ZphJY4aZNGaYSWOGmTRmmEljhpk0ZphJY2a8Zsb3rMramOmhvTPTppE9439YZTStnvE/YmaA6ph50mg0G8z4zqIeGt93FjFTO2YGiBlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmGEmjRlm0phhJo0ZZtKYYSaNGWbSmNltM2+vh+9dPTMNRnP9SzUzv7QYzmYzbapmpk21zLRp+h/N3JhzpZDtvgAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxMy0wOC0wN1QyMToyNjo1MCswMTowMC6PqtAAAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTMtMDgtMDdUMjE6MjY6NTArMDE6MDBf0hJsAAAAFHRFWHRwZGY6VmVyc2lvbgBQREYtMS41IAVcCzkAAAAASUVORK5CYII=)
* Here is some **pseudo code** that describes the 'insertion sort' algorithm:
* SET FIRSTUNSORTED TO 0WHILE NOT SORTED: FIND SMALLEST UNSORTED ITEM SWAP FIRST UNSORTED ITEM WITH EARLIEST UNSORTED ITEM SET FIRSTUNSORTED TO FIRSTUNSORTED + 1
* Here is some python code that carries out the above algorithm, experiment with it and include comments:
* def insertionsort(data): firstunsorted = 0 while firstUnsorted < len(data) - 1: indexOfSmallest = firstUnsorted index = firstUnsorted + 1 while index <= len(data) - 1: if data[index] < data[indexOfSmallest]: indexOfSmallest = index index += 1 data[firstUnsorted], data[indexOfSmallest] = data[indexOfSmallest], data[firstUnsorted] firstUnsorted += 1

1. Pseudo code for bubble sort asking student to code it themselves.
2. Timeing module to compare both of the above algorithms on a series of data files...

## Searching algorithms

1. **TICKABLE** Search a list by hand.
2. **TICKABLE** Code for iterative binary search.
3. Code for recursive binary search.