![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAApAAAAB0CAIAAAC9nZW6AAAAAXNSR0IArs4c6QAAEzxJREFUeF7tnT124j4Xh513LTBFDivgvwJIQ5U2HSmhSZcyXRpShi5tqjSBFQwryEkxsBdeffhDNraxsWRkeFzMGWzr6uqR4p91JUs3+/0+4IAABCAAAQhAwG8C//PbPbyDAAQgAAEIQEASQLBpBxCAAAQgAIEOEECwO1BJuAgBCEAAAhBAsGkDEIAABCAAgQ4QQLA7UEm4CAEIQAACEECwaQMQgAAEIACBDhBAsDtQSbgIAQhAAAIQQLBpAxCAAAQgAIEOEECwO1BJuAgBCEAAAhBAsGkDEIAABCAAgQ4QQLA7UEm4CAEIQAACEECwaQMQgAAEIACBDhBAsDtQSbgIAQhAAAIQQLBpAxCAAAQgAIEOEECwO1BJuAgBCEAAAhBAsGkDEIAABCAAgQ4Q8E6w1483N/+97TqADhchAAEIQAAC7RGwLNi7t/9uGgnu7t9Pe4UnJwhAAAIQgEBXCNzs93t7vgq97v8Opsuf2+3fWa+SXdGjHger/fuo0t3cBAEIQAACELhOAlZ72OvX+WY6ebodbuav6+vkSakhAAEIQAACTgjYFOz11zKYTka9u/thsPw6VGw5PB0eapRaxc/HyyBYjuVpPXKdHcPWQfboeEysqguPa+O6cdEJK4xCAAIQgAAEzkbAnmDv3l6UXgeBVuyX1MwxqcPjn8VWRODl8RF8r4Pe7O9+v5oGwXQlz+UE0UWq/nygrspju/gZp2ekLccPwYe6Juwsx0j22RoSGUMAAhCAgFsC1gR79/250XodKvbm8zue663FfJVIcm82Oz5ovX4cL4eLbTK83Zt9LNLh9uHiIxwrHz0t8vv1bvlhHQIQgAAEINAKAVuCLYevI72OFDseyDbFvHqp1ITxwZ/U3LXen0EQ/PyL3wQyl6sb504IQAACEIBApwhYEmw5fB2NRcvx5r6Qb/E7ZyC7U3RwFgIQgAAEIOAJASuCrSLeIngdjTWHA87xQHa2X1yt7Hmp8nrd1axxFwQgAAEIQKDLBGwIto54P2c+vO7NnqdBOJAtB5g3834yJ2z9aM4PM2LcJsucVKLnPl3xzXaXWxy+QwACEIDASQQsCHZ6+NrwYjQRiq0HsuWE8NVUf74lj69JpLqj99VUaHnu+mjZVGqaOXJ9UkWTqEUC6gPG2p8syC8UWZW3xWoiKwh0jYDdlc66Vnr8hYADAkKvX36Gm8Hz0bdLuTTg5324LGDqhwO3MAkBCHScAILtqgJFH8uVaew6IGBtjV61Pu/z9vZF/HtMsdFoBzWJSQhcLAELIfGLZdO4YKlJePzwmEDjqk4MyBkd4Xp/2a8kMqvyqWWBNmLUSA4IiQB6KiRurvAXB9flSWNxP+LnFusNUxDoAAEEuwOVhIvdIRDqtV6LwFzuL7Vq3/b23zoYvYu1+4bh5xWpqRmy4x2v8KfW90sGxOPF/eTcjwc2ou1O08BTCDQmgGA3RogBCMQEYr3Wih0v9ye/fDRW7Stf6U9tohN/DKE+t0g66/Hifuojit8t8CEAgashgGBfTVVTUPcE1BcT0ccQKt4dLtC7/d1kV+0r9EYuNjC87SfX+7fDZHm/a1vcz9j6h/+2TcD9Xww51COAYNfjxd0QKCag9quL96pRW9KEip3S3CMI5YpBqa5zHbW/xOrxePLDJbt2iU2p82VCsDtfhRTAFwLh/rKGO2IpAr0SgYqPJ0POu7c3tVHsgTartHIBg2TrOR1Nfzq+WY4vGPADAhBwRADBdgQWs1dH4FCvQ+2VS+qrRYAGakK4OB6COy3AWpuzy6yI6WjJMkPJh9pXR5QCQwACKQJ8h+2qQYiHsLVPe135iN2QAJXlbVOgas5VNZA/F/mSfOlhe1gpuAQBCEAAAhDIEkCwaRMQgAAEIACBDhDosGDHnzh0ADMuQgACEIAABJoR6LBgi4LrjyoyHyc2A0JqCEAAAhCAgI8Eui3YmmjmW0hTv31Ejk8QgAAEIACB+gQuQbAzpTb1+4I733LP5dpbLtdvIF1LIbGwKUbXag1/IQCBKgQuULDNYnel823uzaRfMrquxWcqkVzWkwMCEIDARRK4cMHuUudb7A1hvF+kdm/qatNLLdPppkSZQINcn2T/d9brKjH8hgAEIFBI4Lhgt73efOX8GtZqVzrfDYtJ8iskcMEjQVdYmxQZAjGB44ItbvV2hXuLFenlyLeKKz+ujfByNlJecMkMSMdJjlqTvdXwMIeBTWPGeT1avJYuVh82zg4xG79ru6cSjJdBuD2Wdi2bQTo0b+BLZScSdn8UIvXXUNKe+R7S4nMDUxBok0AlwW7TIR/y8qvzvRw/BB/KpZW5J4QElbkUqenu7TVMsd8uhsuxqb5F1qTQjX/iqPxH8K12p5ACKBez1ki2i2DeN61t5uPfZ3nFVhS6jnsq/C2YhBtk5bggnZ8P4u2ztoufcXpGWpSdKGiWrQ8N0ZIPRS/cRcEsS9k6MpN+Bas1wbCliZrZ+Rul81HkzV2fsOKopjGbQ+Bo79nnHvZR563fkCFYYr8WN6Gract69FedNsa21e9wYFgqVcGllFeJopVYMw2bqeX51EC0PBHmKg2nL2ZTpoqkzWS8Nn+f4F5o0PTQyCCbVwQ0h63wtAiB9SbUgsFabe/Qn6IHZQue5zqTPmm2yZqVlvwtOC2K8UdyPJ+DP7HjSVq6o2ErasnLK8uGHna917hM87D5zXdq0pkxQ2vwp3AKVfGlJLotY8bGkZtk9/25CaaTgx0c1Xm1mVR09Ocbc6/m4W2/jJ+ppNXmnNVyr7zq1ITxjD25nWXw80/GztWRzS5V1sqzKby7sV6bPri7Oz3y3ux5atZnw4KT/FwE2h2m8T9IU1gPCHajJmo+2ryZ6aOi28tILFVHuMmR6mGrAlfT3iZ5ni1tHD7v+ou7C4LeC3nymmoEmY2TXzGVdHA8/StvXsihZR3K1uerhLT1/bHtTCg/yTOxleNHmRE3brtoR/k2detq7SkaPdbUMF+VCmyPRFlOCLaTehAtz4ndKkbltsyitx6qaqUPk7MdzyibovNV3Mi/p387NHvo1Qyd5kZeqrxedzUfuKuYwPmEfP04Xg7v71QISghWNAlDTlbQimic3G9vf9LRprwSpaY9bG//yZkcuZZl4uX4a1LwBruJtj435TyeobGabuYPykF1GOeD5Ut4fv0dTUSRe6MnkpJrxJbbZ2/mDkOY+WXrWJAGwT69iWZeBs2mdrpROyk3v1tlaPf2IGLYx4/R02IoHjHJU2H9qP5/cF48uxq9jSoVXX7pCW1iRlsmYF/gaZF74e1GjNs0kJNKRPSnqwsOEByv6TbvcCfk0dDFy+02mu+4fhV1+6y/wO/d3Q83n9+7wDwZqEdz+bF7e1kmL7sixUwME+VaVnaGi6eDYaQwA2OAK2lvw8WHdlA1zfBvVNnJOT+aRcsJyLfcpI3n3GzP7TabR5W8Wg9h+hykkcAQ7CrNJrnHFOnM86ieocO7jXfyqmG23CxH72pquPJUzC+vFhKXM67li3xUvq+JfsyI84k1bbCZ3pne3XxNqnkn3ch1Tzz63mVvpZ/7ZVk2leqANXO/aSWTXhCoJeS5xKIZjEk/VcVO4vYrp1qIQ548Ms0ibX77uzmY15BrWScrmV6S63bR/XnnjQh3WJrQZM7NztxubXZGlb8LN51vf4M0+UyOjtWV/IEdTXsBN2SoVS/RlXOrDsqHO3VlUWXnrYuip3baK3NadfqbgPRagTJVZlp48jN9If6VO79bXD20rL7gOJzeoVzNtZK+P/lVcN50MLFXcLMdt7OVr6vjvE2iYu5my6mQxPwox6jaVKOImNpqQkljiWur1tcEYbHoYec8JRx2o6u8SXIPBC6aQFG/LfdRW0pCx1fUaPBoYo4LR0M6E/F5fTwobAzAyChzNDIjA8phLiqWnowu797exOBNruUWK0iG5Muz89LtFgml3ioqTlvraJCmkmC3Fhipm5GtNuHxaLStImIHAm0TqCXMJ87T1BMVpGTLwRYx4VdnGg3pmCfNAZje7MMYN7qPx7bVKMogsvIQ3MmBoVzLR2CaA1y1FncJ7cpyhRH+r9vsKg0HeVtzu+0m4iC/WpFz440vkPNr0qEUsRaTPGnMNjjub3rCgb4/1/JxU7l3VAggeHpLw3BNzShKbQgN3audHwkaENCVRZWdhrDo0XOatUwqKsUKxhOM6Go9IaG3SeKGmhrOSMZVUkstraaHaz3pKTfGykvhoIiOseetdrVdLOSnormWT1kzp1IP+8R3Ac+S0Y32rEJ8dKdujMfb+13AbaPH7MJvbF4xgbzxTf0JTXT4GqTJrbSbEyNRHrQAURNHnRf3xJ4evdlumaq4ZzdHrJ1M4MIqq2FxzL8aE2nLf0E664ZlOblJkFA3g7NUehP4mdbbOf/Ly35c85qwc5o29y/Zn9riQeO09u0av7DKqlgcr4S5qEIrlsVue8CaflXqimCfsWPWclO5BMH2s7Z40LTclJtkd2GVlSlOJ4QZwW7SgF2kLWo2LvKq+2bgT8fMEY3CP4fuRgziOvOzCBemAS23y5azu7DKuqTH2YVVTcsNu0l2bZKvkpefHbMmhE9I2+Ee9gmlbTNJlSbYpj/kVUKAyvK2eVA156qaNsl7Pr55rio4zPeKZon7Ax1PIAABCEDgkIBQ7vg4/MAPYgg2bQACEIAABM5MQOu0KdJndsjL7BFsL6sFpyAAAQhcDYFYp6+mxCcWFME+ERzJIAABCEAAAm0SQLDbpG0nL7lla+HyxGpXvsItq1NXS+3YcRUrEIAABCBgiwCCbYtkIzvh5rcFMqw3VY9UWO3PywEBCEAAAldGAMH2psKHw+Hm81tsFJg55O5/4lp8Vu7Msxf7yHjjOI5AAAIQgEALBBDsFiBXy2IzGIgdfV/FBrypY/f9uZkOBkd2xK2WBXdBAAIQgEBnCSDYHlXdRO6B+yK29jUOsXt9sHiapE5lxrB1xFwfj9/Z8pRfNe8O4/LKThScz4xz5/wMI/Vm4mQIXd+/luPqxrh7XkYeVQOuQAACEPCSAILtU7X0Zs/TVFhchsOnz2XhbyGJ42W4K6vYdjWYz82+ePnVzFtA//N+qz+v2C6CeV9p9mgyDRKP1l/LwPgpR9Onk5Ews3t7DT6itMPl2ByM38zHv8/ymg7jC5fyMvKpGvAFAhCAgI8EEGy/akUIpBEWF93rjVbEgmP9OF4OF9v36JbRu95KXR/lV9Oda/FisIoHxnuzj0U4oK4U+1dvICv12hhpl8H64W1fXunN3qO3CvnSEadQyaar2D+h7EUZ+VUPeAMBCEDAOwIItmdVIndTj8LiQiCHi6cSvVYTxgd/CuaflV9N6bWQ3mA5NlYF7IuOutZpqdjLLzmyrjrUzx/3oZQrvb6/izJPQu9j0Q03jlDT1RmZpigjzyoCdyAAAQh4RgDB9qxCgt5dqIhqdngiiM79jOPq8apDumPcvx0GP/92SmxFd1/5J6V8+xvrtRTrJDC/mpb7WpSR8xKSAQQgAIEuE0Cwvas9NZA9f32U4fDS4WsRif4zCJSYJoeQ0ehH+VWz3Dl3JpfDN4i11muRqVBs0eWW3f/wdUKFyuPAfNl34qUZeVcTOAQBCEDAJwIItk+1EfqiwuLLI+Fwda8aYZ4/xBPL5ah1UqDyq2bBZY6beT+Z3i0mcsc/dJ/66zcaTleK/fLyk+r+R+Pcu7eH1LS3DN7SjDysClyCAAQg4A0BBNubqjAckZIYVAqHj973K9Ef74fDz18Tc9JZUH411cee/RUpk2Hsh+AjmSmmFHq5jKe/KQXfBHG4Xk11C9OKhKUhcbHsS3FGPtYFPkEAAhDwhIDczswTVy7MjTa3f78wdO0Xh8pqn3nFHKmaiqCs3wZ560ibG6SH3ZwhFiAAAQhAAALOCSDYzhGTAQQgAAEIQKA5AQS7OUMsQAACEIAABJwTQLCdIyYDCEAAAhCAQHMCCHZzhliAAAQgAAEIOCeAYDtHTAYQgAAEIACB5gQQ7OYMsQABCEAAAhBwTgDBdo6YDCAAAQhAAALNCbBwSnOG+RbEsgOuTGPXAQFWEHIA1YJJlu+wAPEkE5A/CZvbRAi2W75YhwAEmhBANprQa5IW8k3oOUqLYDsCi1kIQMACASJVFiCeaoKw06nkXKVDsF2RxS4EIAABCEDAIgEmnVmEiSkIQAACEICAKwIItiuy2IUABCAAAQhYJIBgW4SJKQhAAAIQgIArAgi2K7LYhQAEIAABCFgkgGBbhIkpCEAAAhCAgCsCCLYrstiFAAQgAAEIWCSAYFuEiSkIQAACEICAKwIItiuy2IUABCAAAQhYJIBgW4SJKQhAAAIQgIArAgi2K7LYhQAEIAABCFgkgGBbhIkpCEAAAhCAgCsCCLYrstiFAAQgAAEIWCSAYFuEiSkIQAACEICAKwIItiuy2IUABCAAAQhYJIBgW4SJKQhAAAIQgIArAgi2K7LYhQAEIAABCFgkgGBbhIkpCEAAAhCAgCsCCLYrstiFAAQgAAEIWCSAYFuEiSkIQAACEICAKwIItiuy2IUABCAAAQhYJIBgW4SJKQhAAAIQgIArAv8HnegqdrVApSYAAAAASUVORK5CYII=)

Reducer在redux中的作用为，接受一个action并且更新Redux的dataStore.

在此基础上，Reducer Enhancer是定义的一种方法，这个方法接收reducer作为参数，并且返回一个新的方法。该新方法接受两个参数(storeData, action)，该新方法返回storeData经过action过后新的状态对象。可以看出返回的方法实际上便也是一个Reducer方法，接受代表现有状态的storeData以及Action，返回代表新状态的对象。

例如：

export function customReducerEnhancer(originalReducer){ //ReducerEnhancer为一个方法，接受reducer作为参数

let initialState = null;

return (storeData, action)=> { //ReducerEnhacner最终返回一个新的方法，该方法接受两个参数storeData,以及action,并且该新方法返回storeData经过action过后新的状态对象。

if (action.type === STORE\_RESET && initialData != null){

return initialState

}

else{

const result = originalReducer(storeData, action);

if(initialState === null){

initialState = result

}

return result

}

}

}

Reducer Enhance的作用是action在达到reducer前先经过Reducer Enhancer的预处理。可以达到在Reducer Enhancer中对action进行先行拒绝，添加属性等，再分派到reducer中。

Redux的combineReducers便是Redux自带的Reducer Enhancer, 它的作用是将action分发给多个Reducer处理。 Reducer Enhancer对于Redux的dataStore来说是透明的，dataStore并不会知道是否采用了Reducer Enhancer. 它总体遵循的流程还是，action最终交付到Reducer，然后进而reducer更新dataStore.