🡪

前端的三大框架angular （Google Supported）， react （Facebook Supported）， vue。

React的优势：

使用虚拟DOM （操作React虚拟DOM, 比操作实际DOM花费少）

性能性很高。

解决各终端的问题包括PC，移动端问题

React的缺点：

需要插件的支持。

学习曲线高

P.s 网页的发展从以前的单网页开始，当数据进行变化或者用户点击进行交互以后，以前的网页需要整体的整份的网页进行更新。 后来为了简化，我们想要网页进行部分更新， 例如Jquery的插件的引入。 再后来随着交互的程度越来越高，我们想当数据变化的时候以最少代价自动更新部门网页，此时React技术出现。我们通过将网页进行控件化，并且和数据进行绑定，并且使用React的虚拟DOM技术，可以最快,花费最少的改变网页。

React Native用于开发移动端手机应用。

🡪

JavaScript库和同框架的区别。库是封装了原生的Javascript，还是使用原js的思想，例如JQuery, Zepto等。而框架则是从本质上修改了思想，以不同的方式去操作。

🡪

React有自己自定义的语法JSX，JSX语言可以允许将HTML，XML等一些其他语言混合Javascript一起写。遇到 HTML 标签（以 < 开头），就用 HTML 规则解析；遇到代码块（以 {开头），就用 JavaScript 规则解析。并且JSX语言不能直接被识别，需要最终转化为Javascript语言才可以。（并且我们在JSX语法中写入的形似html标签，在经过编译以后，将变为javascript语法给浏览器，而不会因为像html语言而不变）

这个转化的过程，如果我们只是随手写一个小型的React,我们可以通过外置引入额外的JS文件来帮助我们完成这个过程，例如babel/browser.js.

如果是比较有规模的react app, 或者是标准做法应该是通过特定的构建工具，例如React推荐的webpack来有结构的进行打包转化处理。(其中Webpack配置中，我们便会配置jsx通过babel来进行转化为Javascript)

🡪

一些React的基本规则：

定义html标签的时候不需要引号， 即 let a = <div>hellow react!</div> 便可以。

React要求每一个组件必须返回**一**个Top-Level的html元素。在书写多便签的时候必须包含根元素，并且允许自由缩进，即是对缩进没有要求。

例如：

let a = <div>AAA</div><span>BBB</span> 🡪不合法，必须有根元素

let a = <div>

<div>AAA</div>

<span>BBB</span>

</div> 🡪 合法并且缩进被允许， 并且可以在根元素的前后加括号表示整体

P.s React从16版本开始为我们提供了<React.Fragment>。<React.Fragment>的引入主要可以解决2个问题，第一个是使得语义更加清晰，不需要引入无实际意义的Top-level包裹元素。第二个原因是有些情况下无法添加一个包裹元素。例如一个组件的返回是多个<td>用于插入父组件中。我们如果像这个组件加入一个包裹元素，则不符合html表格的定义。

P.s 另外<React.Fragment></React.Fragment>也可以使用<></>代替

例如

render () {

return （

<React.Fragment> // 不需要引入无实际意义的Top-level包裹元素

<div>1</div>

<div>2</div>

<div>3</div>

</React.Fragment>

）

}

例如：

export function Summary(props){

//无法提供一个额外的Top-Level包裹元素而不违反html表格的定义，使用<React.Fragment>才可以解决

return <React.Fragment>

<td>A</td>

<td>B</td>

</React.Fragment>

}

书写**单标签**的时候，必须在结尾加上/

<img>不合法 一定要<img/>

<input>不合法 一定要<input/>

<br>不合法 一定要<br/>

指定class类型的时候， 要使用 className关键字， <div class=’aaa’></div>不合法，<div className=’aaa’></div>才合法.

->React的JSX使用className来指定HTML的元素的根本原因是，JSX最终会转为JS语言。JS语言会使用DOM API去进行创建元素，配置元素的class。而DOM API配置元素的class便是使用element.className.所以JSX也使用className来进行配置html元素的class.

***在jsx中使用单花括号{}，将会认为花括号中的语法为javascript语法。JSX会对其进行渲染，运行求值。***

***例如 let b= <div>{a}</div> 🡪 a为js变量. 并且这个b所代表的不是普通的html标签，是React所构建的虚拟DOM.我们通常只在html标签中加入{}***

🡪

React开发模式

第一种是直接引入React.js启动React。并且引入react-dom.js启用虚拟DOM， 引入babel使得可以在<script>中写入jsx语言。在Html中引入的顺序必须为react.js, react-dom.js, babel里面的browser.js

另一种一种是脚手架模式基于webpack.

🡪

一个重要的react渲染方法ReactDOM.render(插件，目标)

例如：

<script type=”text/babel”> 🡪不使用text/javascript, 如果申明javascript那么浏览器将认为是javascript语法，将会报错。使用babel表示这不是普通的js语法

ReactDOM.render( 🡪 React渲染方法

<h1>hello world! </h1> 🡪 插入的内容

documents.getElementById(‘xx’)) 🡪插入的目标

🡪

Jsx的style里面使用组件样式对象， 所以指定时候需要两层花括号。第一层告诉JSX使用javascript解析，第二层表示这是个对象

例如 {{‘background’:’red’}}， 第一层的花括号是告诉jsx这将会是一个js代码，第二层的花括号则是js中的对象定义中的花括号。

🡪

Jsx中对控件事件的指定使用的是驼峰命名法（也就是第一个单词小写，以后的每个单词的首字母大写）

例如 onClick, onMouseOver

🡪

JS中的两种面向对象

第一种是ES6规则之前的：不是严格的OOP语言，定义类的时候，通过Function关键字来定义,通过原型链的方法来实现继承

第二种是ES6规则，也就是可以使用class来定义类，然后在class中定义有初始化方法constructor，以及定义各种方法。使用extends关键字来继承等（并且在子类的constructor函数中必须调用super（）父类方法先）。使用new来新建对象。需要注意的是ES6虽然采用了类似于JAVA, C++这些class的关键字，使得更加容易被接受，但是这些语法等同于语法糖，真正Javascript底层上的实现还是通过原型链来实现的。

例子：

class Person {

constructor(name, age){ 🡪定义初始变量

this.name = name;

this.age = age;

}

say(){ 🡪 申明方法的时候不需要function关键字。定义为实例方法，需要实例化以后使用

console.log ('my name is ' + this.name + ', ' + this.age + ' years old');

}

static print(){ 🡪定义静态方法，不需要实例化类便可以使用

return 'hello world';

}

}

🡪ES6中，没有静态属性，只有静态方法

🡪类中的方法互相调用，需要使用this.方法名()

🡪extends可以继承方法和私有属性

🡪React.js推荐使用ES6规则编写组件

🡪

基本的例子使用React的组件

<div id=’app’></div> 🡪定义一个HTML用于渲染的元素

<script type=”text/babel”>

Class MyComponents extends React.Component{ 🡪 定义一个组件，并且**组件名的首字母一定要大写**， 并且最主要是继承React中的组件.组件中定义render方法，在render方法中return需要显示的内容。

render(){ 🡪 render方法用于组件渲染

return (<div>Hellp React</div>) 🡪用于返回此组件渲染的内容

}

}

ReactDOM.render(<MyComponents/>, app) 🡪使用此组件对id为app的html元素进行渲染，并且单标签闭合

</script>

🡪

Javascript中this的多变性

--普通函数中的this表示调用此函数时的对象，即是指向调用者。

--this指向的可变性。

--如果javascript内嵌在html中，例如onClick=”…”那么此时的调用者是Window和在外部写是一样的。

当在全局作用域时，this指向全局；

当在某个对象中使用this时，this指向该对象；

当把某个对象的方法赋值给另外一个对象时，this会指向后一个对象。

例如:

var a = {

user:"管理员",

fn:function(){

console.log(this.user);

}

}

var b = a.fn;

b (); //undefined

当b=a.fn的时候，我们把a对象的方法fn赋值给方法对象b, 在执行的时候，由于是window对象调用的，所以this将向全局，也就是window对象，而window对象中没有user, 所以为undefined.

例子2:

var a =5;

var b= {

a: 12,

show () {

alert(this.a);

}

};

b.show(); 🡪为12因为是b调用，那this就是b,所以为12

c = b.show;

c(); 🡪 现在是window调用，所以为5

c = b.show.bind(b);

c(); 🡪现在为window调用，但是改变了this为b,所以为12

--this的使用场合有：在全局环境中使用；在构造函数中使用，在对象的方法中使用。

--this的使用注意点，最重要的一点就是要避免多层嵌套使用this对象。

为了固定this的指定，我们可以使用call, apply 以及bind方法来规定this的指向。

Call🡪**第一个参数为this所应该指向的对象，**剩下的参数为函数所需要的参数，以形参的方式“x，x, x..”指定，并且马上执行。

Apply🡪**第一个参数为this所应该指向的对象**，剩下的参数为函数所需要的参数，以数组[]方式指定，并且马上执行。

Bind🡪**第一个参数为this所应该指向的对象**，剩下的参数才为函数所需要的参数，以形参的方式“x，x, x..”指定，并且不会马上调用函数，而是返回的是指定过this作用域的函数。

🡪

ReactDOM.render(<MyComponents a=’12’/>, app)

这样a=12将会传入组件当中，React将其看作是key=a, value=12的参数。存在参数中的props的字典当中。使用this.props.a获取。

🡪

在react.js中自定义组件的时候，我们会在render写入代码，在组件中定义其他方法。需要注意的是在定义的方法中，和render当中，this默认的指向不同，有时候需要在调用其他定义方法的时候使用call,apply,bind方法改变指向。

🡪

JavscriptScirpt的两大开发IDE, WebStrom由Jetbrains开发，付费软件以及Atom由Github上的开源软件。

在本地的IDE调试JS代码的时候，需要node.js的支持。

🡪

React组件中props和state的区别：

--props是一个从外部传进组件的参数，主要作用就是从父组件向子组件传递数据，它具有可读性和不可变性，只能通过外部组件主动传入新的props来重新渲染子组件，否则子组件的props以及展现形式不会改变。

--props主要有两种类型。一种是Data Props，父组件用于传递某些变量给子组件。第二种是Function Props, 父组件定义的回调函数用于传递给子组件调用。

--

state的主要作用是用于组件保存、控制以及修改自己的状态，它只能在constructor中初始化，它算是组件的私有属性，不可通过外部访问和修改，只能通过组件内部的this.setState({})来修改，修改state属性会导致组件的重新渲染。或者this.setState = {},或者通过this.state.field = xxx 修改state中属性，但是这样不会重新渲染组件,并且React不推荐使用this.state.field去改变state.

state不同于props的一点是，state是可以被改变的。

🡪

Javascript中的箭头函数主要有两个作用：

第一是箭头函数可以相当于申明一个默认函数，使其更加简洁的语法。

***第二是由箭头函数所申明的函数，不会改变this本来的绑定。***

🡪

React获取元素的其中三种方法：

--获取事件源元素，使用事件对象e.target属性

--获取非事件源元素，通过React提供的ref机制。

例如，<input ref=”input\_ref” />, 然后通过this.refs返回的字典形式中，以this.refs.input\_ref获取

--使用原生的Javascript获取函数获取

例如函数，getElementbyId, getElementByTagName,等等

🡪

事件冒泡：底层元素的事件冒泡将事件传到父类组件

首先在react中的事件对象e,是经过React封装过的，不是原生的事件对象。而e.nativeEvent才是原生的事件对象。所以阻止事件冒泡时，通过e.nativeEvent.stopImmediatePropagation()

🡪

我们在JSX语法范围中创建的HTML元素，是经过React封装过的，不是最原生HTML DOM元素，是React的虚拟DOM.

例如：

在JSX范围中 <li>ABC</li> 在浏览器中可以看到这个元素是React元素(Symbol(react.element))，而不是原始的HTMLDOM.

🡪

react组件中的render方法将会在几种情况调用：

1. 首次加载

2. setState({})改变组件内部state。

注意： 此处是说通过setState({})方法改变。通过this.setState = {}, 或者this.state.field都不会调用redner方法

3. 接受到新的props, 例如从父组件更新的子组件的props值

4. 调用this.forceUpdate

🡪

当我们在componentWillMount以及componentDidUpdated中使用改变状态的方法时候，注意是否会引入死循环。

在这两个方法中使用this.state.field是可以的，因为不会调用render函数，使用this.setState = {}也是可以的因为也不会调用render方法。但是使用this.setState({})是不行的，因为产生死循环。

死循环为：componentWillMount或者compoenentDidUpdated -> this.setState({})->render() -> componentWIllMount/compomentDidUpdated…..

🡪

判断是否可以做为一个state的条件:

  1、变量如果是通过props从父组件中获取，就不是一个状态，它会是一个props

  2、如果这个变量可以通过其他的状态state或者属性props 通过数据处理得到，就不是一个状态

　　3、如果变量在render中没有使用到，那就不是一个state

  4、变量在整个生命周期中都保持不变时，也不是一个状态

其实使用的时候最多的使用到的就是state和props，他们两个是有很大的区别的，最主要的区别就是：

　　State是可变的，是组件内部维护的一组用于反映组件UI变化的状态集合；

　　而Props对于使用它的组件来说，是只读的，要想修改Props，只能通过该组件的父组件修改。在组件状态上移的场景中，父组件正是通过子组件的Props,传递给子组件其所需要的状态。

　　在使用state的时候， 如果我们企图直接修改state中的某一个值之后立即直接打印（使用）他，就会发现，他其实并没有改变。

　　就像下面的例子，企图通过点击事件之后就使用修改之后的state的值，但是会发state中的并没有被立即修改，还是原先的值，那是因为setState就相当于是一个异步操作，不会立即被修改

![https://img2018.cnblogs.com/blog/1459640/201811/1459640-20181124215251258-1267537233.png](data:image/png;base64,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)

🡪

React在html元素中加入**自定义的属性**的时候，遵循html5的方法，需要全部小写，并且采用前缀为data-自定义属性名。

例如：

非法：<input myindex=”AAA” type=”button” value=”Click me”/>

合法：<input data-myindex=”AAA” type=”button” value=”Click me”/>

🡪

**函数多次bind以后，this的指向只遵从第一次bind**.例如：

function say () {

alert(this.x);

};

var a = say.bind({x: 1});

var b = a.bind({x: 2});

这里的输出将会是1，不是2. 在bind了第一次以后，第二次的bind中的this不会被设置。

🡪

ReactJS中如果我们需要循环生成html元素，例如<a>, <li>等元素，我们需要为其制定key属性，这样在React才不会有警告each child in an array or iterator should have a unique "key" prop. 对于非循环的html元素，我们不需要指定其key值也可以。

🡪

如果我们在html中，想要渲染Javascript内容，我们需要花括号{变量名}, 如果没有加入花括号则会报错SyntaxError: Unterminated JSX contents

🡪

注意React的this.state={}和this.setState()的不同.this.state通常用于设置控件的初始化状态所以是将一个字典赋值给this.state={“A”:”B”}属性，而this.setState是更新状态，是调用setState方法，所以是将一个代表状态更新的字典赋值给setState方法, this.setState({“A”:”B”})。

🡪

React的事件指派原理，当我们向React中添加事件指派的时候，React会将事件处理器安放在document的根节点当中，然后当事件被触发的时候，React将事件给对应的控件并且当控件unmount的时候，React也会自动的把事件触发器移除。

React的事件指派采用的是驼峰命名发例如onClick而不是html中的onclick, onMouseMove而不是html中的onmousemove等。

常用的方法是我们在html标签中制定onClick = {this.xxx.bind(this)}，然后在控件中定义xxx事件处理方法，而不是直接在onClick中写事件处理函数逻辑。

🡪

JSX语言中需要注意的几点：

**--Tag Attributes are camel cased所有的标签属性都必须遵循驼峰命名法**

例如 HTML中<input type=”text” maxlength=”30” />

JSX中是<input type=”text” maxLength=”30” />

**--All elements must be balanced（所有的标签都必须闭合）**

例如 HTML中可以<br>. <img>

JSX中必须<br/>, <img/>

**--Atrribute Names are based on the DOM API(标签的属性名将根据JSX 虚拟DOM更改)**

例如 HTML中<div id=’box” class=”some-class”></div>

JSX中<div id=’box’ className=”some-class”></div>

**--JSX中返回中必须有一个根节点**

例如：render方法中return (<h1>AAA</h1><h2>BBB</h2>)是非法的

Render方法中return (<div>(<h1>AAA</h1><h2>BBB</h2>)</div>)才是合法的，通过div包裹成只有一个根节点

**--不允许if关键字出现在jsx语言的html标签当中**

例如 <div className={if (condition) {“salutation”}}>Hello</div>

解决办法有两种：

--使用三元操作符号，如果逻辑并不复杂，那么我们可以使用三元操作符号，从而不出现if关键字

<div className= {condition? “salutation”:””}>Hello</div>

--将判断逻辑移出标签中判断。用于比较复杂的逻辑判断。

render () {

let className=””;

If(condition) { # 如果condition为false时候，React也不会产生空的className

className=” salutation”;

}

return (

<div className={className}>Hello</div>

)

}

**--使用javascript的字典来定义样式，同样的样式中的属性采用驼峰命名法则**

例如 <div style={{‘width’:100, ‘backgroundColor’:’#ee9900’}} >Hello World</div>

也可以

let styleDict = {

‘width’:100,

‘backgroundColor’: #ee9900

}

<div style={styleDict}>Hello World</div>

🡪

React的JSX语法的注释格式为 {/\* 注释内容 \*/}

32.

React中使用Markdown语言范例：

首先什么是Markdown语言：

Markdown是一种「标记语言」，通过在纯文本中加入特殊的标记，便可以让文字渲染出特定的格式。并且在跨平台上的支持度很高，可以快速的打包成HTML文档等格式。

例如规则是：

|  |  |
| --- | --- |
| #，##，###，####，#####，###### | 一级标题，二级标题，三级标题，四级标题，五级标题，六级标题 |
| ##  -  -  -  … | 无序列表  项1  项2  项3 |
| ##  1.。。。  2.。。。  3.。。。 | 有序列表  项1  项2  项3 |
| [显示文本](链接地址) | 插入超链接 |
| ！[](链接地址) | 插入超链接所指向的图片 |
| >引用 | 插入引用的内容 |
| \*文字 | 该文字显示斜体效果 |
| \*\*文字\*\* | 该文字为粗体效果 |
| | **Tables** | **Are** | **Cool** | | --- | --- | --- | | col 3 is | right-aligned | $1600 | | col 2 is | centered | $12 | | zebra stripes | are neat | $1 |   表格：  | Tables | Are | Cool |  | ------------- |:-------------:| -----:|  | col 3 is | right-aligned | $1600 | 成为  | col 2 is | centered | $12 |  | zebra stripes | are neat | $1 | | |

并且还可以进行流程图等高级图标的绘制。

在React中我们使用markdown语言时， 首先需要安装marked包，我们可以在package.json中安装marked包，然后在JSX中引入。最后需要注意的是，由于React处于安全性的考虑，默认是不允许例如markdown这样动态生成内容的语句，因为这样有可能遭到插入式语句的攻击。我们需要使用dangerouslySetInnerHtml={{\_\_html: markdown的内容}}来让React特殊允许的生成。

🡪

**React的Key和Ref**

**Key属性:** React在更新状态的时候，有React自己的算法让自己的虚拟DOM最快更新。但是为了达到最好的效果，我们需要在进行循环生成节点的时候，为**每一个最外层的节点**提供key属性来帮助React识别(如果不提供，React也会给出警告) 。

需要Key的原因时，以后更新组件的时候。如果key相同则React可以认为是更新。如果是Key新增则是增加新的元素，如果Key不存在了则删除该元素。

例如：

render () {

let tasks = this.props.tasks.map(task=> (

<li key={task.id} ….> //为每一个最外层的节点提供key属性

<input type=” checkbox” defaultChecked=…. /> //非最外层可以不需要指定key属性

</li>

));

}

**Ref属性：**一般来说，我们都会使用React的虚拟DOM来操作DOM, 在极少情况下我们会去操作原生的DOM. 如果特殊情况下我们想获取原生的DOM, React使用this.refs.ref值来让我们获取原生的DOM对象。

例如：

<input ref=” myInput”>

我们可以使用this.ref.myInput来获取到input的原生DOM对象。

🡪

组件的属性申明验证(Props Validation)

由于我们的组件是本着重用的原则，所以当被别人复用或者再次检测组件的时候，我们希望通过某些方法规定组件需要哪些属性以及类型，或者为组件某些属性在非指定的情况下提供默认值。

(在React15.5以后propsTypes提供在props-types库中)

**propTypes（申明组件属性的类型以及要求）**

例如：

class Greeter extends Component {

render () {

return(<h1>{this.props.salutation}</h1>)

}

}

Greeter（组件类名）.propsTypes= {

salutation: PropTypes.string.isRequried

//表示这个组件需要salutation这个属性，类型为字符串并且必须指定，如果创建组件的时候没有指定将会有警告

salutation2: PropsTypes.string

//表示salutation2作为组件属性，类型为字符串但是非必要

}

一些常用的PropType规定

|  |  |
| --- | --- |
| PropTypes.array | 属性必须是数组 |
| PropTypes.bool | 属性必须是布尔值 |
| PropTypes.func | 属性必须是方法 |
| PropTypes.number | 属性必须是数字 |
| PropTypes.object | 属性必须是对象 |
| PropTypes.string | 属性必须是字符串 |
| PropTypes.oneofType | 属性必须是所列举的类型范围之一 |
| PropTypes.arrayOf | 属性必须是数组并且数组中的元素类型为指定的类型 |
| PropTypes.objectof | 属性必须是对象且其所含的属性必须是指定类型 |
| PropTypes.shape | 属性必须是对象，且必须包含所列举出的属性 |
| PropTypes.element | 属性必须是React元素 |
| PropTyoes.instanceof | 属性必须是所指定类的实例对象 |

除此之外，我们还可以**自定义propTypes**的检查,规则为将提供三个参数. props为所有属性的字典， propName验证的属性名， componentName组件名。当符合规则的时候propTypes不需要返回，当不符合规则的时候，应该返回Error对象。

例如:

let titlePropType = (props, propName, componentName) => {

if (props[propName] {

let value = props[propName]

if (typeof value! == ‘string’ || value.length> 80){ //条件为字符串并且长度小于80

return new Error(`${proName} in ${componentName} is longer than 80`) // ES6的模板字符串写法

}

}

}

**defaultProps（申明组件属性的默认值，如果父组件不提供值）**

Greeter.defaultProps = {

Salutation3: “Hello World” //如果父组件不提供Greeter组件的Salutation3属性，那么默认值为Hello World

}

🡪

React设计中其中很重要的一个方面是，我们将为控件设置多少个state, 以及将这些state放在哪个空间当中。

**识别state:**

State将设置在引起变化的起点，它的变化将引起其他变化。例如一个变量变化，将引起显示的文字不同， 搜索出来的结果不同。那么该变量作为一个state.

**放置state:**

State通常放置在公共组件当中，放置在层次化的上层。例如state变量，将引起组件1，组件2的变化，那么该state放置在包裹组件1，组件2的父组件当中，通过props传给子组件1，子组件2.同时子组件1，子组件2也通过父组件提供的回调函数在自身组件中调用，反向改变父组件中的这个state.

🡪

**React中的一个重要原则，state只应该被拥有它的组件更改**，如果是作为props传到其他组件进行修改的时候，也应该在子组件中使用拥有该state的父组件所提供的回调函数进行修改。

🡪

React中的一个设计原则，当我们的组件需要从远端进行获取数据的时候，例如restful等方法，我们一般会设计一个包裹控件 (container component)。这个控件包裹其他控件，并且不含有任何的业务逻辑。它的逻辑只是调用restful来获取数据，作为自己的state然后传递给其他业务逻辑控件作为他们的props.

🡪

Babel在React中承担了两个作用. Babel会将JSX语法变为浏览器所识别的Javascript语法， 另一方面Babel会将ES6的语法变为ES5语法，从而使对ES6支持度不好的浏览器也可以执行。需要注意的是Babel转换的是Es6的语法，但是并不转换ES6的API.需要转换ES6的API时，需要使用Babel-pollyfill.

ES6的语法和API区别：

(x => x \* 2) (1); //这是ES6的语法，新添的箭头写法

var b = Array.of(1,2,4); //这是ES6 Array新添的API

所以我们使用React开发前端，我们可以在开发的时候使用ES6的语法和API, 使用React的JSX语言， 当Babel转移以后给浏览器的是ES5规格的纯Javascript语法。 所以大部分甚至只支持ES5的浏览器都可以运行。

🡪

在React中，我们不应该直接使用this.state.field = xx来直接改变state的值。但是有些时候，我们会不小心使用其他方法，其效果也等同于直接使用了this.state.field的方式来直接改变了控件的state.

例如:

Constructor () {

this.state = {

info = {

“name”: Hui

}

}

}

let newInfo = this.state.info

newInfo.name = “NewName” // 这步实际上等于直接更改， 相当于this.state.info.name = “NewName”

this.setState({info:info});

由于在Javascript中对象，数组，字典都是引用类型。所以我们新的变量名都是指向同一个对象， 我们使用新的变量名进行改变的时候，实际上便等于直接对控件的状态进行直接的更改。

解决方法：

对于这些引用类型的state进行更改的时候， 我们需要使用ES6提供的non-destrutive, immuntable方法（例如Object.assign, filter, concat等）， 这些方法的本质是，不改变原对象并且该需要的更改应该在原对象一模一样的内容上并且返回。

例如上述例子：

//我们使用assgin 这个non-destructive, immuntable方法来更改

let newInfo = Object.assign({}, this.state.info, {“name”: “NewName”})

// assgin方法将所有对象逐一放入到目标对象当中， 并且当后面有相同的域指定时， 覆盖前面的值。

this.setState({“info”: newInfo}

这样我们通过获得全新的newInfo变量指向不同的对象， 便不会影响原控件中的状态并且通过this.setState方法来改变控件的状态。

**修改状态中的内嵌引用型变量(Nested Object)**

当我们修改state中的简单类型（数字， 字母等）， 或者非内嵌引用型变量的时候，我们可以通过直接修改或者non-destructive方法来避免调用this.state.field来修改。但是如果是内嵌引用类型变量，例如字典中的域对应另一个引用类型，我们要修改其中的值时，我们默认使用assign或者其他non-destructive方法时候，由于默认使用的都是浅层拷贝，所以还是会直接使用了this.state.field来进行修改。

我们可以使用深拷贝然后进行修改，虽然可行但是比较复杂操作。React为我们提供了add-ons package（update 包）来帮助我们去修改这样的内嵌引用型变量。

安装update包： npm install react-addons-update;

引用update包：import update from ‘react-addons-update‘;

Update包引用的update方法，需要两个参数，第一个参数是哪一个对象需要改变， 第二个参数是哪里需要改变（描述数据结构）以及需要进行的操作关键字，以及改变以后的值。

例如：

Let newStudent = update (student, {grades: {$push: [‘A’]}}

// 从而对student对象中的第一层grades所对应的array的域加入新的元素” A”, 不影响原对象的情况下， 返回新的对象newStudent

Let newStudent = update (student, {grades: {$set: [‘A’,’A’,’B’]}})

//对student对象中的第一层grades所对应的array的域，设置值其值为” A”,”A”, “B”

Let newTicket = update (originalTicket, {

arrival: {

airport: {$set: “MCO”}})

//对originalTicket对象中的第一层arrival所对象的对象中的airport所对的值设置为” MCO”, 不影响原对象的情况下， 返回新的对象newTicket

Update方法的操作关键字：

|  |  |
| --- | --- |
| $push | 将元素放入数组尾部当中  Let initialArray = [1,2,3]  Let newArray = update (initialArray, {$push: [4]});  // newArray为[1,2,3,4] |
| $unshift | 将元素放入数组头部当中  Let initialArray = [1,2,3];  Let newArray = update (initialArray, {$unshift:[0]}}  // newArray = [0,1,2,3] |
| $splice | 讲元素切片或者从切片出插入元素代替  Let initialArray = [1,2,’a’];  Let newArray = update(initialArray, {$splice: [[2,1,3,4]]});// 从2开始切，切1个，加入元素3,4  //newArray为[1,2,3,4] |
| $set | 改变数值 |
| $merge | 将对象放入对象当中 |
| $apply | 将原对象的元素放入指定的方法当中,设置为方法的返回值  Let obj = {a:5, b:3}  Let newObj = update (obj, {b: {$apply:(value) =>value\*2}});  //newObj为{a:5, b:6} |

🡪

onChange={this.toggleTodo} 与onChange={this.toggleTodo()}的异同

因为onChange需要指定一个函数，所以this.toggleTodo是可以的传入一个function引用。 但是this.toggleTodo()是不行的，因为这个意思是调用函数。

另外onChange={this.toggleTodo}也适用于toggleTodo需要参数的时候，加入toggleTodo需要一个参数，那么我们通过这样将toggleTodo引用传递时，在调用的时候toggleTodo(参数1)传入参数也可以顺利调用。

🡪

一个组件的状态(states)和属性(props)：

原则是一个组件的状态只可以自己修改，并且通过自身的this.setstate({})来修改。一个组件的属性，不能自己直接修改。子组件的属性通过父组件传递的方法来修改。

🡪

关于React什么时候需要的是方法的定义，什么时候需要调用方法

<input …. onChange={(e)=> this.props.callback(e.target.checked) } …/>

# 表示onChange的时候，通过箭头函数整体**定义了一个方法, 并没有马上调用**。 这个方法由于是(e),所以传入参数e到方法体中，这个方法体只有一句话，便是调用this.props.callback方法，使用e.target.checked作为参数。

<input .. onChange={()=>this.props.callback(this.props.item)}/>

# 表示onChange的时候，通过箭头函数整体**定义了一个方法, 并没有马上调用**。 这个方法由于是(),所以没有传入参数到方法体中，这个方法体只有一句话，便是调用this.props.calback方法，使用this.props.item作为参数。

render = () => {

return (

Number of things {this.isEven()} #马上调用。并且使用返回值插入HTML当中。没有问题。

Number of things {() = >this.isEven()} #定了一个不改变this的方法， 这个方法的方法体只有一句话，调用isEven方法。但是这是定义方法不是马上调用，所以出错，我们需要返回值。只定义方法不调用是非法的在这里。

Number of things {this.isEven} # 定义方法，并没有马上调用。非法原因和上句相同。

)

}

🡪

this.setState({  
 count: this.state.count ++ # 应该改为count: this.state.count + 1只是读取this.state.count  
})

这样会得到非法的警告。Do not direct mutate the state. 因为我们使用了this.state.count++,这句话相当于this.state.count = this.state.count + 1.

🡪

React的虚拟DOM设计：

所有的 DOM 变动，都先在虚拟 DOM 上发生，然后再将实际发生变动的部分，反映在真实 DOM上，这种算法叫做 [DOM diff](http://calendar.perfplanet.com/2013/diff/) ，它可以极大提高网页的性能表现。

🡪

React使用循环生成元素，实现将元素放到**数组**当中。然后在render方法return的时候，使用{layout}, 也就是数组，每个元素都是虚拟DOM, 来集体生成。

另外在JSX中，<div>AAA</div>是React的虚拟DOM, 而”<div>AAA</div>”是字符串不是React 虚拟DOM不会生成HTML元素。

**for**(**let** i =0; i< **this**.props.squares.length; i = i+3){  
 layout.push(<div className="board-row" key={i}>  
 {**this**.renderSquare(i)}  
 {**this**.renderSquare(i+1)}  
 {**this**.renderSquare(i+2)}  
 </div>  
 );  
}

🡪

status = <div>;  
status += <p style={{"display":"inline"}}> {"Next Play: " + (**this**.state.xIsNext? "X": "O")}</p>;  
status += <button style={{"display":"inline"}}>Reverse Order</button>;  
status += </div>;

这样React无法正常工作。因为第一步status= <div>; 此时status的类型是React**虚拟DOM对象，不是字符串**。所以后续 status += 的拼接操作是无法成立的，字符串才可以这样。

正确写法是：

status = <div>  
 <p style={{"display":"inline"}}> {"Next Play: " + (**this**.state.xIsNext? "X": "O")}</p>  
 <button style={{"display":"inline"}}>Reverse Order</button>  
 </div>

🡪

ReactJS根据条件指定样式：

<button  
 className="square"  
 style = {**this**.props.winningcell? {"backgroundColor": "yellow"}:{}}  
 onClick={()=>**this**.props.onClick()}>  
 {**this**.props.value}  
</button>

正确的写法是style=。。。条件在后面，无论如何都会有style属性给ReactDOM.

而不是在条件中再去定是否有style属性，错误写法如下：

<button  
 className="square"  
 {**this**.props.winningcell? style = {"backgroundColor": "yellow"}:{}}  
 onClick={()=>**this**.props.onClick()}>  
 {**this**.props.value}  
</button>

🡪

Style属性对HTML元素的ReactDOM有效，而对于自定义的组件无效。

例如：

<button  
 className="square"  
 style = {**this**.props.winningcell? {"backgroundColor": "yellow"}: {}}  
 onClick= {() =>**this**.props.onClick()}>  
 {**this**.props.value}  
</button>

是有效的，对应HTML元素button.

**return** <Square  
 style = {**this**.props.winningcell? {"backgroundColor": "yellow"}: {}}  
/>;

而对于自己定义的React组件Sqaure, style效果只是props而已。

🡪

npx create-react-app [app名称] ， 创建一个React App里面并且预先安装一定JS包用于快速开发， 例如， react本身打包工具webpack, 转译器babel等。如果还需要其他包我们可以自行安装，例如bootstrap, redux, react-redux, react-router等。

🡪

React组件无状态函数式组件申明：

React组件的申明可以采用 class 组件名 extends React.Component的类的申明写法，除此以外我们还可以使用无状态函数式组件方式。它本质上就是一个常规的函数，接收一个 props 参数并返回一个元素。返回元素的方式便是JS函数的return方式。

# 例如：

function Item(props) {//接收props参数

return (

<div className='item'> //返回一个组件

{props.title}

<span

className='deleteItem'

onClick={props.remove(props.id)}

> x </span>

</div>

)

}

同时使用ES6 的箭头函数和解构，我们也可以这样编写：

const Item = ({id, title, remove}) =>

<div className='item'>

{title}

<span

className='deleteItem'

onClick={remove(id)}

> x </span>

</div>

函数式组件，有时也被称为无状态组件，没有任何生命周期方法，意味着每次上层组件状态发生变更时它们都会重新渲染，这就是因为缺少 shouldComponentUpdate 方法导致的。这也同样意味着您不能定义某些基于组件挂载和卸载的行为。

在函数式组件中既不能使用 this 关键字，也没有this.props或this.states或访问到 ref。

无状态函数式组件主要的设计概念是使得容器型组件 (container component) 和 展示型组件 (presentational component) 的概念就会变得非常清晰。通过将逻辑和数据处理与 UI 展示剥离开来，我们就可以避免在展示型组件中处理任何的状态。无状态函数式组件强制实施了这样的风格，因为您无论如何都没有办法处理本地状态了。它强制您将任何的状态处理移交至上层的组件树，而让下层的组件只做它们所做的——关注 UI 的展示。

P.s 无状态组件(stateless component)由于无自身状态，所以在给定props的前提下，生成的html元素都肯定是一样的。而相比之下，有状态组件(stateful component)在给定自身的props前提下，可以使用自己独立的state生成不同的html元素，所以生成的html元素可以不一样。

P.s函数式组件和有状态组件语法上的区别

函数式组件，使用return返回要生成的内容。有状态组件则是以render()方法中的return方式。

函数式组件由于没有this,使用props.xxx来使用props。有状态组件则是以this.props.xxx来使用props.

🡪

我们可以使用create-react-app来快速开发react项目。使用create-react-app会默认为我们创建node\_modules文件夹，public文件夹，src文件夹以及在此文件夹下的App.css, App.js, index.css, index.js以及项目文件夹下的package.json

node\_moduels为create-react-app默认安装的包，其中必须JS模块包括react.js, react-dom.js包，Babel, webpac, react-development web server等。

Public文件夹包括了我们稍后为项目添加的静态文件。

src文件夹下：

App.css 为此项目由开发者开发的最顶层组件的CSS文件。

App.js 为此项目由开发者开发最顶层组件代码

index.css 为默认样式。

index.js 为默认的js文件，同时也是webpack打包的入口。指定默认行为渲染APP组件到index.html, id为root的元素中。

项目文件夹下：

.gitignore为我们向Git保存代码默认忽略文件清单

package.json 配置本地npm配置。

P. s一般结构为一个页面就是一个整体的App组件.在App.js渲染出其他所有的子组件。在index.js中规定在某个地方渲染出一个App整体组件。

🡪

React项目使用静态文件的方式

如果不放在public文件夹下：我们可以在JS文件中进行引入。

例如

import “./App.css” # 从App.css引入，并且不需要在JS文件中引用css的内容，引入的时候无须命名

import reactLogo from “./logo.svg” #从logo.svg引入一张图片，由于需要在JS文件中的HTML标签中引用所以需要加入命名reactLogo

🡪引入的文件大小不超过10Kb,则该文件会被Webpack打包在bundle.js中。

🡪引入的文件超过10Kb,则该文件会在用户访问页面时，单独请求，并且文件名将自动加入checksum

🡪index.css会自动加入

如果放在public文件夹下则在JS文件中使用process.env.PUBLIC\_URL + 文件名获取

🡪

状态型组件应该有其构造方法constructor,并且构造方法接受一个参数props.并且在构造方法第一句中调用super(props),如果需要定义初始状态，也在constructor当中。

🡪

对于有状态组件我们使用React的this.setState({}) 来更新它的状态。需要注意的是React在我们调用this.setState({})的时候，并不总是马上更新。React根据自身情况，会将其异步自动分组的的更新。这有时会产生和我们预想结果不一样的情况。

例如：

情景1：依赖一个state的值，设置另一个state的值

handleClick = () => {

this.setState({counter: this.state.counter +1});

this.setState({hasButtonClicked: this.state.counter > 0});

}

由于React并不总是进行同步一次次的更新，所以执行handleClick时，设置hasButtonClicked的时候，设置counter可能还没有生效，导致hasButtonClicked并不会设为true.

解决办法：使用setState的回调函数设置

我们可以在setState方法中，传入回调函数作为其第二个参数。这个回调函数会在React设置完state以后才调用。

handleClick = () => {

this.setState ({counter: this.state.counter +1 },

() => this.setState({hasButtonClicked: this.state.counter > 0})); //采用回调函数

}

情景2: 多次的对同一个state进行更新

handleClick = () => {

for (let i=0; i< 5; i++) {

this.setState({counter: this.state.counter + 1});

}

}

由于React并不总是进行同步一次次的更新，所以产生的效果只会让this.state.counter增加1.

解决办法：

我们可以在调用setState方法时，传入回调函数[第一个参数为现在的state, 第二个参数为props,要求返回一个对象字典代表改变后的状态]作为其第一个参数。这样React便可以多次重复的对同一个state进行修改。

handleClick = () => {

for (let i=0; i<5; i++) {

this.setState((state, props) => {return (counter: state.counter + 1)});

}

}

🡪

<React.StrictMode>为React的严格模式，与 Fragment 一样，StrictMode 不会渲染任何可见的 UI。它为其后代元素触发额外的检查和警告。严格模式检查仅在开发模式下运行；它们不会影响生产构建。

需要注意的是开启严格模式会有可能引起某些副作用，例如生命周期会被调用两次，多次调用setState方法等。