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# Introduction

The purpose of this user’s guide is to illustrate how to use PersonAlytics to analyze

1. Single case time series data, also known as single subject or N-of-1 studies. Interrupted time series design designs can be used to introduce one (or more) interventions which results in two (or more) phases (e.g., pre-intervention and post-intervention).
2. Small sample intensive longitudinal design data.
3. Idiographic clinical trial data (ICT), which uses a single-case or small sample longitudinal data set where all participants experience two or more treatment phases (e.g., baseline and follow-up).

These three types of data are analyzed using longitudinal mixed effects models, also known as hierarchical linear models, multilevel models, latent growth curve models, or mixed method trajectory analysis.

While there are already several R packages such as nlme and gamlss that can be used to implement these models, the purpose of the PersonAlytics package is to automate the following aspects of analyzing these types of data:

1. Model selection for detecting the shape of the trajectory of the dependent variable over time. Using a good fitting trajectory shape yields parameters that correspond to the shape and improve interpretability. Current options include polynomial growth (e.g., linear, quadratic, cubic, etc.) and piecewise growth (e.g., linear growth within each phase).
2. Model selection for detecting an appropriate time series model for the residuals. Getting a good fitting residual correlation model improves standard error estimation.
3. Analysis of mixed effects models in situations where the combination of predictors, outcomes, and/or individuals (i.e., in the case where individual level models are desired such as in personalized medicine) yields a number of analyses to unwieldy implement manually. This is especially true if the model selection process for the trajectory shape and the residual correlation model is conducted for each combination of predictors, outcomes, and/or individuals. High throughput analyses are achieved in PersonAlytics through parallelization. Jobs are split among two or more processors on a computer and run in parallel. Results are recombined at the end of the process. Included in PersonAlytics are options for the user to specify Type I error rate or False Discovery Rate (FDR) corrections. See the section title “High Throughput Examples” for details on implementing high throughput analyses.

**High Throughput**. The PersonAlytics package automates the task of conducting large numbers of analyses using high throughput computation. A large number of analyses may be required when the combination of predictors, outcomes, and/or individuals yields a number of analyses to unwieldy implement manually.

**Parallelization**. High throughput analyses are achieved through parallelization. Jobs are split among two or more processors on a computer and are run in parallel to each other. Results are recombined at the end of the process.

**High Throughput Example 1: Migraine Triggers**. 346 migraine patients were followed for 90 days. They recorded information on 71 potential migraine and non-migraine headache triggers such as alcohol, weather, and exercise. Individual models were required to determine the five person-specific triggers with the largest effect size. Even though 90 time points is large, it was deemed to small to estimate all 71 trigger effects simultaneously, so trigger effects were estimated one at a time. The analysis required 346 patients X 2 outcomes X 71 triggers = 49,132 PersonAlytic runs.

**High Throughput Example 2: THC Metabolomics**. 17 patients participated in a two-phase design. The baseline phase had 2 hours of observation. The intervention was 25mg of THC and the intervention phase had 6 hours of observation. A total of 20 time points generated blood metabolomic data and outcomes including sleepiness, reaction time, memory, and behavior. The analysis required 18,023 chemical compounds (the metabolites) X 8 outcomes = 144,184 PersonAlytic runs.

# The PersonAlytic framework

Ty to write content here

# Installing PersonAlytics

*Note. It is assumed that the user has basic familiarity with R. If needed, there are numerous online tutorials to help the user become familiar with R.* That said, we will define a few key terms here that are used throughout this document:

* Console: This is the part of R that can be used interactively. Code can be typed in and results will be displayed in the console.
* Object: Anything saved to R’s memory. For example, if you type x <- 1in the console, you have created an object x which has a value of 1. If you then type x into the console and press enter, x’s value of 1 will be printed to the console.
* Environment: This is R’s current “active memory” that stores all of the objects you have created or loaded into R. Type ls() to view them all.
* Function: An R object that takes in other R objects (called parameters), performs some computation on them, and may (or may not) return a new object. A simple example is the mean() function. The parameter is some numeric data called a vector such as x <- c(1,2,3). Passing x to the mean function mean(x) returns a value of 2.
* Parameter: Named R objects that are passed to an R function.
* R documentation: R functions, including the functions of PersonAlytics are documented. This includes a descriptions of their parameters and how they should be used. The documentation can be accessed by typing a questions mark followed by the name of the function (e.g., ?mean).
* Working directory: The directory on your computer where R is “working”. An R function may return objects to the environment or they may save results to the working directory. To see the current working directory type ‘getwd()’.

First the user must install R, available at <https://cran.r-project.org/>. It is also suggested that the user install a modern code editor such as Rstudio available at [https://www.rstudio.com/](%60https://www.rstudio.com/%60). It is assumed that the reader is familiar with basic R use. If needed, an internet search will provide tutorials to help the user become familiar with R. The RTools software (which is not an R package) should be also installed from <https://cran.r-project.org/bin/windows/Rtools/> prior to installing Personalytics.

Installing PersonAlytics is done using the install\_github function of the devtools package. First install devtools using

install.packages('devtools')

After re-starting R, type the following into the console:

devtools::install\_github("ICTatRTI/PersonAlytics", build\_opts = c("--no-resave-data", "--no-manual"), build\_vignettes = TRUE)

The install\_github function may give the user the option to update other R packages needed by PersonAlytics that are already installed by the user. Unless the user is experienced with R package versions and updates, it is recommended that the user ignore this step and press enter without selecting an option to update packages. If the user does decide to update packages and runs into an error, they may need to restart R, manually update the package in the error message, and then rerun the install\_github command. If a newer version of a package is required by PersonAlytics the install\_github will attempt to install it.

Once install\_github starts running, it will install all the other R packages required by PersonAlytics if the user does not already have them. Building of the vignettes (such as this one) can take several minutes.

# Starting PersonAlytics

Now we can load PersonAlytics using

library(PersonAlytics)

After loading all of the R packages that PersonAlytics requires, you’ll see instructions to bring up this document by typing the following in the console (assuming you left build\_vignettes = TRUE when installing PersonAlytics):

vignette("PersonAlytics\_Users\_Guide")

*Note: If you are using Rstudio the R documentation, such as accessed by typing ?PersonAlytic in the console, will appear under the “Help” tab. Included in most documentation pages is an example section. If you highlight code in the example and press ctrl+enter, than code will run in the R console. Typing vignette("PersonAlytics\_Users\_Guide") will bring up this user’s guide in the “Viewer” tab. Although highlighted code cannot be run from the viewer, you can copy/paste from the guide into the console to run the examples herein.*

# Basic PersonAlytics Use

The PersonAlytic() function is the primary user interface for the PersonAlytics package and the user can access the documentation for PersonAlytic() by typing

?PersonAlytic

## The OvaryICT Data

We will illustrate the basic parameters of the PersonAlytic() function using a data set called OvaryICT, which contains data modified from the Ovary data in the nlme package. A description is available by typing ?Ovary in the R console. The OvaryICT data set was modified to include a phase variable to represent the structure of an ICT. A description of the modifications are available by typing ?OvaryICT in the R console. The OvaryICT data come with the PersonAlytics package and are used in most of the documentation examples. A phase variable is an essential component of an ICT. A typical phase variable represents pre- and post-treatment phases of a study, and more that two phases are an option in PersonAlytics.

The first six rows of the OvaryICT data are shown in Table x. Note that the data are in ‘long format’. In the example below, Mare 1’s first six time points are represented in separate rows. The time points are days prior to ovulation (for negative values), at ovulation (for values of 0 or 1) or between ovulations (for positive values other than 0 and 1). In addition to the phase variables (phase 1 and phase 2), the OvaryICT data also includes six randomly generated predictors (or independent variables) named Target1 to Target6 which will be used to illustrate other PersonAlytics features.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | Mare | Time | follicles | Phase | Phase2 | Target1 | Target2 | Target3 | Target4 | Target5 | Target6 |
| 83 | 1 | -0.14 | 9 | 0 | 1 | 3 | 3 | 4 | -0.53 | 0.18 | 0.74 |
| 84 | 1 | -0.09 | 9 | 0 | 1 | 3 | 1 | 4 | -1.37 | 1.34 | 0.63 |
| 85 | 1 | -0.05 | 7 | 0 | 1 | 1 | 4 | 4 | -2.21 | 1.20 | 1.24 |
| 86 | 1 | 0.00 | 6 | 0 | 1 | 4 | 2 | 4 | 1.82 | 0.87 | 0.23 |
| 87 | 1 | 0.05 | 7 | 0 | 1 | 1 | 1 | 2 | -0.65 | -0.12 | -0.31 |
| 88 | 1 | 0.09 | 6 | 0 | 1 | 4 | 3 | 4 | -0.28 | 0.34 | 1.50 |

## Required PersonAlytics Parameters

The four required parameters for PersonAlytic() are

1. data: the name of the user’s data set. This data needs to have been read into R prior to using PersonAlytic(). A web search can be used to learn how to read in multiple types of data into R, including (but not limited to) csv, xlsx, sas, stata, spss, and most database formats. The data must be structured in ‘long format’ where time points are repeated within individual as was illustrated above for the OvaryICT data. The examples in this user’s guide are based on the OvaryICT data.
2. ids: the name of the identification variable for individuals. This must be a quoted variable name matching the user’s ID variable in the data set that the user provided to the parameter data.
3. dvs: the name of the dependent variable. This must be a quoted variable name matching the user’s dependent variable in the data set that the user provided to the parameter data. If the user has multiple dependent variables, PersonAlytics will iterate over them one at a time. Multiple dependent variables are specified as a character list, e.g., dvs=list('dv1', 'dv2', etc.). This is a high throughput option that will be described in more detail in the section titled “High Throughput Options”.
4. time: the name of the time variable. This must be a quoted variable name matching the user’s dependent variable in the data set that the user provided to the parameter data.

**list()**. In R, a list is a collection of variables or R objects that may or may not be of the same type. For example, a list might all be character strings, as is the case with dvs=list('dv1', 'dv2', etc.). In other situations, a list may mix data frames, character vectors, or other data types.

We now illustrate using the four basic parameters with the OvaryICT data. This example also includes setting autoSelect=NULL, which turns off automated model comparisons for selecting the trajectory shape and residual correlation structure, options that are discussed in the “Autoselection” section.

eg\_required <- PersonAlytic(data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 time="Time",  
 autoSelect=NULL)

It is important to assign the results of a call to PersonAlytic to an R object. In the example above, the object is named eg\_required. If the user neglects to assign the results to an R object, minimal output will be printed to the screen and the remaining results will be lost. If high throughput is initialized by including more than one dependent variable, including more than one target independent variables (see parameter target\_ivs below), or if requesting individual models (see parameter individual\_mods below), the resulting object is a data.frame concatenating results across the parameters submitted to the high throughput run. Reading the output is detailed in the section titled “Reading PersonAlytics Output”.

## Commonly Used Optional PersonAlytics Parameters

In this section we introduce commonly used optional PersonAlytics parameters.

### The phase variable

The phase parameter specifies the phase variable. While a phase variable is required for an ICT, the PersonAlytic() function does not require a phase variable to allow for other analyses such as time series analyses and small sample intensive longitudinal data. The phase parameter must be a quoted variable name matching phase variable in the data set that the user provided to the parameter data.

eg\_phase <- PersonAlytic(data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 autoSelect=NULL)

By default, the phase by time interaction will be included in the model. However, if the parameter alignPhase=piecewise, a piecewise growth model is fit instead and the time by phase interaction will be dropped if it model fails to converge with the interaction term. The ‘alignPhase’ parameter is described in the section on other optional parameters.

### The Shape of the Trajectory

By default, a linear growth model is fit to the data (time\_power=1). Any integer may be supplied to time\_power to specify the corresponding trajectory shape (e.g., linear, quadratic, cubic, etc.). Alternatively, PersonAlytics can automatically detect the order for time using the TO parameter of the autoSelect parameter as described in the section on autoselection.

Here is an example of a quadratic growth trajectory specified using time\_power=2:

eg\_time\_power <- PersonAlytic(output="MyResults",  
 data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 time\_power=2,  
 autoSelect=NULL)

### Residual Correlation Structure

The residual autocorrelation structure can be specified by the user using the correlation parameter. The correlation parameter default is NULL, corresponding to no within-group correlations.

Any option listed in the ?corStruct documentation of the nlme package can be specified (see also the correlation parameter in ?lme). When specifying a correlation structure, the parameters P and Q must be specified explicitly and the entire correlation structure must be in quotes. Alternatively, PersonAlytics can automatically detect the values for P and Q for an ARMA(P,Q) model using the AR option of the autoSelect parameter as described below.

Here is an example specifying an ARMA(3,4) residual correlation structure:

eg\_correlation <- PersonAlytic(output="MyResults",  
 data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 correlation="corARMA(p=3,q=4)",  
 autoSelect=NULL)

Note that the parameters p and q must be lower case and the entire correlation structure must be in quotes. Alternatively, PersonAlytics can perform automatic model selection for the values for p and q in an ARMA(p,q) model using the AR parameter of the autoSelect parameter as described in the section on autoselection.

*Note: For users unfamiliar with residual correlation structures (or other features of the nlme package), a helpful reference is the book “Mixed-Effects Models in S and S-PLUS” by Pinheiro and Bates (2000).*

### Distributional Assumptions

By default, a linear mixed effects model is fit assuming a normal distribution for the outcome (or, more precisely, for the residuals). If the package parameter is set to 'gamlss', the family parameter can be used to specify any of the distributions available in the ?gamlss.family package. Once a model is fit, the plot function can be used to examine the residuals if a single model is fit (i.e., dvs has only one variable, target\_ivs is not used, and individual\_mods is FALSE).

Here is an example of a normal model fit using gamlss.

eg\_normal <- PersonAlytic(data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 family=NO(),  
 package="gamlss",  
 autoSelect=NULL)

plot(eg\_normal)

![](data:image/png;base64,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)

## \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
## Summary of the Quantile Residuals  
## mean = 4.314702e-17   
## variance = 1.003257   
## coef. of skewness = 0.02660023   
## coef. of kurtosis = 2.684892   
## Filliben correlation coefficient = 0.998804   
## \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Here, the above example is repeated, this time using a Weibull Type 2 distribution:

eg\_weibull2 <- PersonAlytic(data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 family=WEI2(),  
 package="gamlss",  
 autoSelect=NULL)

plot(eg\_weibull2)
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## \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
## Summary of the Quantile Residuals  
## mean = 0.1554844   
## variance = 0.680279   
## coef. of skewness = -0.2875389   
## coef. of kurtosis = 3.794029   
## Filliben correlation coefficient = 0.9942695   
## \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Alternatively, the PersonAlytic() function can automatically select the best fitting distribution using the DIST parameter described in the autoselection section below.

# High Throughput Options

High throughput automation is invoked by any combination of the following:

1. Multiple dependent variables, which are analyzed one at a time.
2. Multiple target independent variables, which are included one at a time. This is often necessary when there are too many independent variables to be analyzed simultaneously as illustrated in the two high throughput examples (migraine triggers and THC metabolomics).
3. Individual level models, in which separate models are fit for each participant in the data set. This is necessary when it is unrealistic to expect each individual to have the same residual correlation structure or if it is expected that each participant will have a unique set of target independent variables that have the biggest effects on their outcomes as is the case in the migraine triggers example.

## Multiple Dependent Variables

Here we illustrate a high throughput example by first creating two additional outcomes and fitting a basic growth model to each outcome. Note that creating variables that are the square and the root of the outcome is not advised unless the user has substantive reasons to do so, this is simply for illustration purposes:

OvaryICT$follicles2 <- OvaryICT$follicles^2  
OvaryICT$folliclesr <- sqrt(OvaryICT$follicles2)  
eg\_htp <- PersonAlytic(output="htp\_example",  
 data=OvaryICT,  
 ids="Mare",  
 dvs=list("follicles", "follicles2", "folliclesr"),  
 phase="Phase",  
 time="Time",  
 autoSelect=NULL)

##   
##   
## Model fitting starting...

##   
 |   
 |========================== | 33%  
 |   
 |==================================================== | 67%  
 |   
 |==============================================================================| 100%

##   
##   
## Model fitting took:  
## Time difference of 4.714972 secs.

## Independent Variables and Target Independent Variables

Independent, or predictor, variables can be added using the ivs parameter. This might be a grouping variables (e.g., treatment/control) or demographic variable (e.g., age or sex). If there are more than one dependent (or outcome) variables in dvs, the variables in ivs will be included as predictors for each dependent variable.

eg\_ivs <- PersonAlytic(output="MyResults",  
 data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 ivs=list("Target1", "Target2", "Target3"),  
 autoSelect=NULL)

If the user wishes to iterate over multiple independent variables one at a time, use target\_ivs. This is a high throughput option.

eg\_target\_ivs <- PersonAlytic(output="MyResults",  
 data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 target\_ivs=list("Target4", "Target5", "Target6"),  
 autoSelect=NULL)

##   
##   
## Fitting models of the dependent variable `follicles` for 11 cases in `Mare`  
## and for 3 target independent variables in `target\_ivs`.

##   
 |   
 |========================== | 33%  
 |   
 |==================================================== | 67%  
 |   
 |==============================================================================| 100%

##   
##   
## Model fitting for the dependent variable `follicles` took:  
## Time difference of 4.517 secs.

If the user has some independent variables that should be in every model and some that should be added one at a time, both ivs and target\_ivs can be used. Here, Target1-3 will be included in every model, but Target4-6 will be added one at a time.

eg\_target\_ivs2 <- PersonAlytic(output="MyResults",  
 data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 ivs=list("Target1", "Target2", "Target3"),  
 target\_ivs=list("Target4", "Target5", "Target6"),  
 autoSelect=NULL)

##   
##   
## Fitting models of the dependent variable `follicles` for 11 cases in `Mare`  
## and for 3 target independent variables in `target\_ivs`.

##   
 |   
 |========================== | 33%  
 |   
 |==================================================== | 67%  
 |   
 |==============================================================================| 100%

##   
##   
## Model fitting for the dependent variable `follicles` took:  
## Time difference of 4.496002 secs.

If the user wants variables to be dummy coded, the user should first specify this in the data set. For example, this code specifies that the Target1 variable should be treated as a categorical variable and dummy coded in any future analyses:

OvaryICT$Target1 <- factor(OvaryICT$Target1)

For more information about factors in R, users can read the documentation by typing ?factor in the console or conducting an internet search for tutorials in factors in R.

The interactions parameter can be used to specify pairs of independent variables to be included in interaction terms. Main effects for all variables in the interaction terms will be estimated even if they are not listed in the ivs or target\_ivs parameter as shown in this example.

eg\_interactions <- PersonAlytic(output="MyResults",  
 data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 interactions=list(c("Target1", "Target2"), c("Target1", "Target3"),   
 c("Target2", "Target3")),  
 autoSelect=NULL)

## Individual Level Models

PersonAlytics can automate the task of fitting individual models to each case in the data set. This is useful for applications such as individualized medicine such as the migraine data example in the introduction. In that example, the investigators wanted to find the most potent migraine triggers for each patient (an individual level question), not the triggers that were most common across all patients (a sample level question). The option of fitting individual models is enabled by setting individual\_mods=TRUE. The resulting output will be the data.frame saved to the assigned object in your R session. This will also be saved to a csv file named using the output parameter. In each of these two equivalent forms of output, each row corresponds to a separate case.

## Combinations of dvs, target\_ivs and individuals\_mods

Any combination of dvs, target\_ivs and individuals\_mods can be specified. The migraine triggers example uses all three types of variables, and the THC metabolomics example uses both target independent variables (the metabolites) and dependent variables (the 8 outcomes). The PersonAlytic function sets up the parallelization to minimize redundant operations depending on which combination of high throughput parameters the user requests.

# Reading PersonAlytics Output

The parameter output is a character string that is used to name a file for saving output. If left NULL, the default is ‘PersonAlytic\_Output’. Do not give a file extension, these will be added automatically depending on whether a single analysis was run (yielding a .txt file) or high throughput parameters were invoked (yielding a .csv file).

## Single Analysis Output

Here we fit the same model using nlme and gamlss and illustrate options for viewing and manipulating the output. Documentation for these R packages can be obtained by typing

library(nlme)  
?lme  
library(gamlss)  
?gamlss

The nlme package implements the linear (normal) mixed effects model using the lme() function. The gamlss package generalizes the mixed effects model for over 80 non-normal distributions. Typing ?gamlss.family in the console will bring up the full list of distributions.

In PersonAlytics, using the package parameter can be used to specify the gamlss package instead of nlme, which is the default. When package="gamlss", the family parameter is used to specify the distribution using the “R names” column in the documentation for ?gamlss.family (e.g., family=BE() for beta regression). The family parameter is described in more detail in the section titled “Distributional Assumptions” above. The default distribution assumed when using package="gamlss" is the normal distribution (i.e., family=NO()).

In the current example we first run the model using package="nlme". Since this is the default, we do not need to explicitly specify the package parameter though we do so in this example. The output will be saved the the R object eg\_nlme for further use inside the R console. In addition, output="nlme\_example" will create a file in the working directory named ‘nlme\_example.txt’. If the user are unsure what the user’s current working directory is, type getwd() into the R console. A full path using forward slashes ‘/’ instead of backslashes ’\' can also be used. For example, output='C:/MyResults'. For convenience, we will also turn off the autoSelect parameter by setting it to NULL. The autoSelect parameter is discussed in detail below.

eg\_nlme <- PersonAlytic(output="nlme\_example",  
 data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 package="nlme",  
 autoSelect=NULL)

Then we run the same model using package="gamlss". The output will be saved the the R object eg\_gamlss for further use inside the R console. In addition, output="gamlss\_example" will create a file in the working directory named ‘gamlss\_example.txt’.

eg\_gamlss <- PersonAlytic(output="gamlss\_example",  
 data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 package="gamlss",  
 autoSelect=NULL)

In these examples, the R object eg\_nlme is a class lme object, and the R object eg\_gamlss is a class gamlss object.

class(eg\_nlme)

## [1] "lme"

class(eg\_gamlss)

## [1] "gamlss" "gam" "glm" "lm"

Both lme and gamlss objects have a summary() method which prints detailed results to the R console. For the nlme example we get the following.

summary(eg\_nlme)

Linear mixed-effects model fit by REML  
 Data: tempData   
 AIC BIC logLik  
 1670.449 1700.185 -827.2244  
  
Random effects:  
 Formula: ~Time | Mare  
 Structure: General positive-definite, Log-Cholesky parametrization  
 StdDev Corr   
(Intercept) 2.751709 (Intr)  
Time 3.871676 -0.202  
Residual 3.317972   
  
Fixed effects: follicles ~ Time \* Phase   
 Value Std.Error DF t-value p-value  
(Intercept) 10.66163 0.9016267 294 11.824883 0.0000  
Time -0.86898 1.7667760 294 -0.491845 0.6232  
Phase 10.97209 1.3126329 294 8.358845 0.0000  
Time:Phase -8.64385 1.9742483 294 -4.378299 0.0000  
 Correlation:   
 (Intr) Time Phase   
Time -0.318   
Phase -0.105 0.135   
Time:Phase 0.175 -0.504 -0.817  
  
Standardized Within-Group Residuals:  
 Min Q1 Med Q3 Max   
-2.49764683 -0.65159342 -0.01330142 0.61976543 2.61092061   
  
Number of Observations: 308  
Number of Groups: 11

The fixed effects results in the section titled ‘Fixed Effects’ is what gets saved to the file ‘nlme\_example.txt’. For the gamlss example we get the following:

summary(eg\_gamlss)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
Family: c("NO", "Normal")   
  
Call: gamlss::gamlss(formula = self$formula, sigma.formula = sigma.formula,   
 family = currentFamily, data = tempData, control = ctrl)   
  
Fitting method: RS()   
  
------------------------------------------------------------------  
Mu link function: identity  
Mu Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 10.6898 0.3404 31.402 < 2e-16 \*\*\*  
Time -0.8637 1.2787 -0.675 0.5   
Phase 10.9725 1.2654 8.671 3.28e-16 \*\*\*  
Time:Phase -8.6439 1.9033 -4.541 8.25e-06 \*\*\*  
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
------------------------------------------------------------------  
Sigma link function: log  
Sigma Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 1.16333 0.04029 28.87 <2e-16 \*\*\*  
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
------------------------------------------------------------------  
NOTE: Additive smoothing terms exist in the formulas:   
 i) Std. Error for smoothers are for the linear effect only.   
ii) Std. Error for the linear terms may not be reliable.   
------------------------------------------------------------------  
No. of observations in the fit: 308   
Degrees of Freedom for the fit: 23.39381  
 Residual Deg. of Freedom: 284.6062   
 at cycle: 2   
   
Global Deviance: 1590.679   
 AIC: 1637.467   
 SBC: 1724.728   
\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

The fixed effects results in the section titled ‘Mu Coefficients’ and the variance coefficients in the section titled ‘Sigma Coefficients’ is what gets saved to the file ‘gamlss\_example.txt’.

It is beyond the scope of this document to detail the differences between the nlme and gamlss approaches, but we will highlight one important difference. Notice that the parameter estimates in the ‘Value’ column of the ‘Fixed Effects’ section of the eg\_nlme output and the ‘Estimate’ column of the ‘Mu Coefficients’ section of the eg\_gamlss output are very similar. However, the standard errors are of the gamlss model are lower. This is because the gamlss approach models not only the mean, but also the variance. If there is any heteroscedasticity of variance, the gamlss results will consequently have lower standard errors than the nlme results. In the gamlss output, the variance parameter(s) are in the ‘Sigma Coefficients’ section.

**Heteroscedasticity**. heteroscedasticity occurs in data when the variability of the dependent variable is unequal across the range of values of one (or more) predictors. In this example, the the variance of y gets larger as values of the predictor x get larger.

![](data:image/png;base64,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)

## Multiple Analysis/High Throughput Analysis Output

For this section we will reuse the “Multiple Dependent Variables” example of the “High Throughput Options” section:

OvaryICT$follicles2 <- OvaryICT$follicles^2  
OvaryICT$folliclesr <- sqrt(OvaryICT$follicles2)  
eg\_htp <- PersonAlytic(output="htp\_example",  
 data=OvaryICT,  
 ids="Mare",  
 dvs=list("follicles", "follicles2", "folliclesr"),  
 phase="Phase",  
 time="Time",  
 autoSelect=NULL)

The output will be saved in the R object eg\_htp for further use inside the R console and output="htp\_example" will create a file in the working directory named ‘htp\_example.csv’ that is a saved version of the R object eg\_htp. This csv file can be opened in any spreadsheet program. The rows are all possible combinations of dvs, target\_ivs, and ids (if individual\_mods=TRUE). The column variables are listed below and come in five sets:

1. Variables identify the combination of user inputs that lead to a given row’s analysis. Most column names correspond to their respective parameter name in PersonAlytic. Other variables include information on the version of PersonAlytics, date, time, and the directory in which the models were run.
   * ‘Mare’: This is is the name of the id variable passed to the ids parameter. In the current example, the value is ‘All Cases’. If individual models are requested by setting individual\_mods=TRUE, this column will give the id for each case in the data set.
   * ‘ids’: This is the name of the ids variable which is the column name of column 1.
   * ‘dv’: The name of the dependent variable.
   * ‘time’: The name of the time variable.
   * ‘ivs’: The names of the indepedent variables (describe below).
   * ‘target\_iv’: The name of a target independent variable (described below).
   * ‘interactions’: The names of the interaction terms (described below).
   * ‘time\_power’: The shape of the trajectories over time (described below).
   * ‘alignPhase’: How time was realigned by phase, if any (described below).
   * ‘correlation’: The residual correlation structure (described below). If the value is NULL, this corresponds to no within-group correlations (see ?lme).
   * ‘family’: The distribution for the dependent variable (described below).
   * ‘standardize’: Which variables were standardized (described below).
   * ‘method’: The estimation method.
   * ‘package’: Which R package was used to fit the models.
   * ‘PersonAlytics’: The version of the PersonAlytics used for the analysis.
   * ‘Date\_Time’: The date and time the model was run.
2. Variables for checking whether the data were read in correctly.
   * ‘N\_participants’: The number of participants or cases in the data set.
   * ‘N\_time\_points’: The number of time points for the participant with the longest time series.
   * ‘N\_time\_points\_complete’: The number of time points with complete data.
   * ‘dvVariance’: The variance of the depenent variable.
   * ‘timeVariance’: The variance of the time variable.
   * ‘ivVariance’: The variance of the independent variables.
   * ‘target\_ivVariance’: The variance of the target independent variable.
   * ‘converge’: Model convergence status.
   * ‘estimator’: What model estimator was used (described below).
   * ‘analyzed\_N’: The number of observations analyzed. This is the sum of time points, or the sum of the time points across all participants if multiple cases were analyzed.
3. Information about the analysis
   * ‘call’: The model formula created from the user inputs.
   * ‘wasLRTrun’: If ‘target\_ivs’ were provided, a likelihood ratio test (LRT) for models with and without the target independent variable will be attempted, and if succesfull, ‘wasLRTrun’ will be ‘TRUE’.
   * ‘targ\_ivs\_lrt\_pvalue’: If the LRT was run, the p-value is recorded here.
   * ‘fixed’: The fixed effects portion of the ‘call’.
   * ‘random’: The random effects portion of the ‘call’.
   * ‘formula’: This is similar to the ‘call’ variable which gives the intended formula. If the model will not converge using the intended formula, simplifications of the formula are attempted in the following order:
     + No correlation structure
     + No correlation structure and no random slopes
     + If the model is piecewise, drop the phase by time interaction
   * ‘correlation0’: The correlation portion of the ‘call’.
   * ‘directory’: The directory where model output is saved.
   * ‘date’: The date the output was saved (which may be different from the ‘Date\_Time’ model was run for long runs).
4. Descriptive statistics in pairs with the first column describing the statistic with the prefix statName and the second column in each pair with the prefix statValue giving the statistic’s value.
5. Model results with a parameter estimates, standard error, t-value, degrees of freedom, and p-value.
6. If the finite population correction (FPC) is specified (see below for details), the model results repeated with FPCs for the standard errors (and consequently, the p-values). The example below doesn’t include the FPC, but if it did the parameter estimates, standard errors, t-values, degrees of freedom, and p-values would be repeated with the suffix fpc.

Here are all the column names for the current example:

[1] "Mare" "ids" "dv"   
 [4] "time" "phase" "ivs"   
 [7] "target\_iv" "interactions" "time\_power"   
[10] "alignPhase" "correlation" "family"   
[13] "gamlss.family" "standardize" "method"   
[16] "package" "Personalytics" "Date\_Time"   
[19] "N\_participants" "N\_time\_points" "N\_time\_points\_complete"  
[22] "dvVariance" "timeVariance" "ivVariance"   
[25] "target\_ivVariance" "converge" "estimator"   
[28] "analyzed\_N" "call" "wasLRTrun"   
[31] "targ\_ivs\_lrt\_pvalue" "fixed" "random"   
[34] "formula" "correlation0" "directory"   
[37] "date" "statName1" "statValue1"   
[40] "statName2" "statValue2" "statName3"   
[43] "statValue3" "X.Intercept..Value" "X.Intercept..Std.Error"  
[46] "X.Intercept..DF" "X.Intercept..t.value" "X.Intercept..p.value"   
[49] "Time.Value" "Time.Std.Error" "Time.DF"   
[52] "Time.t.value" "Time.p.value" "Phase.Value"   
[55] "Phase.Std.Error" "Phase.DF" "Phase.t.value"   
[58] "Phase.p.value" "Time.Phase.Value" "Time.Phase.Std.Error"   
[61] "Time.Phase.DF" "Time.Phase.t.value" "Time.Phase.p.value"

# Autoselection of the Residual Autocorrelation Structure, Time Order, and Dependent Variable Distribution

The Autoselection parameters automate the tedious process of conducting ML model comparisons to determine any of three parameters described in this section. The value NULL (autoSelect=NULL), or an empty list (autoSelect=list()) turns all options off. Leaving any parameter out of the list will turn that parameter off (e.g., autoSelect=list(TO=list(polyMax=3)) will only implement Autoselection of the time order). The default is autoSelect=list(AR = list(P = 3, Q = 3), TO = list(polyMax = 3), DIST = list()). As noted above, a list in R is a collection of objects (or variables) that need not be of the same type. In this example,

* autoSelect is a list that has length 3.
* The first object in autoSelect is another list, AR = list(P = 3, Q = 3).
  + AR has length 2
  + The first value is named P and has a value of 3.
  + The second value is named Q and also have a value of 3.
* The second object in autoSelect is also a list, TO = list(polyMax = 3). In this example TO has length 1 containing a value named polyMax with a value of 3.
* The final object in autoSelect is a list DIST = list(). DIST has length 0, i.e., it is an empty list.

This preceding discussion is meant to familiarize new R users with lists, and AR, TO, and DIST are explained in more detail in the remainder of this section.

## Residual Correlation Structure AR

AR is the autoregressive moving-average (ARMA) order of the residual correlation structure. Determining a good fitting correlation structure will provide more accurate standard errors. The default, AR=list(P=3, Q=3) will search all combinations of p=c(0,1,2,3) and q=c(0,1,2,3), as well as the default with no within-group correlations (correlation=NULL), for the best fitting ARMA correlation structure. This is done with a fit index instead of ML likelihood ratio tests (LRT) because not all ARMA models are nested (a requirement of the LRT). The fit index that will be used is set using the whichIC parameter with options BIC or AIC. It is beyond the scope of this document to discuss the LRT or choosing between BIC and AIC, and users should leave the default as BIC until they have familiarized themselves with the differences between them. If or individual\_mods=TRUE, correlation model selection is implemented using the auto.arima function of the forecast package. See ?auto.arima.

Here is an example of using the AR parameter of the autoSelect parameter without the TO or DIST parameters:

eg\_autoSelect\_AR <- PersonAlytic(data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 method="ML",  
 package="gamlss",  
 autoSelect = list(AR=list(P=3, Q=2)))

##   
##   
## PersonAlytics: Automatic detection of the  
## residual correlation structure starting...

##   
 |   
 |========================== | 33%  
 |   
 |==================================================== | 67%  
 |   
 |==============================================================================| 100%

##   
## Automatic detection of the residual  
## correlation structure took: Time difference of 16.179 secs.

##   
## The best correlation structure among those tested is nlme::corARMA(p=0,q=2)

The result is that the best correlation structure is nlme::corARMA(p=0,q=2), an ARMA model with an autoregressive (AR) order of 0 and a moving average (MA) order of 2.

## The Trajectory Shape TO

This parameter sets the shape of the trajectory using the polynomial order of the time/outcome relationship. Determining a good shape for the trajectory over time helps with model interpretation. Automatic detection is implemented using likelihood ratio test of the model with vs. where is the polynomial order of the time variable. The default is TO=list(polyMax=3), where polyMax is the largest values of to test. As noted above, time\_power is used when the user wants to specify a value for , and doing so requires setting TO=list() or leaving it out of the autoSelect parameter.

Here is an example of using the TO parameter of the autoSelect parameter, setting the maximum polynomial order of the time variable to 4 without the AR or DIST parameters:

eg\_autoSelect\_TO <- PersonAlytic(data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 method="ML",  
 package="gamlss",  
 autoSelect = list(TO=list(polyMax=4)))

##   
##   
## PersonAlytics: Automatic detection of the  
## time/outcome relationship starting...

##   
## Automatic detection of the time/outcome  
## relationship took: Time difference of 35.42201 secs.  
##   
## The best polynomial order for time from 1 to 4 was 3

The result is that the best polynomial order is 3, which is a cubic growth model.

An alternative to using a polynomial order for time is to approximate the trajectory shape using a separate linear model within each of the phases. This can be set using the piecewise parameter of the alignPhase parameter as described below.

## Dependent Variable Distributional Assumption DIST

The DIST parameter autoselect the best fitting distribution of the dependent variable using the fitDist function of the gamlss package. To see all of the available options, type

?gamlss.family

into the console. The default is DIST=list(). To turn off Autoselection of the best fitting dependent variable distribution, remove DIST from the autoSelect list.

Here is an example of using the DIST parameter of the autoSelect parameter without the TO or AR parameters:

eg\_autoSelect\_DIST <- PersonAlytic(data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 package="gamlss",  
 autoSelect = list(DIST=list()))

##   
## The variable follicles has the following characteristics:   
## Integer : TRUE   
## Binary : FALSE   
## Proportion : FALSE   
## Positive : TRUE   
## Multinomial : FALSE (integer with >2 & <= 5 categories)   
## Count : TRUE (positive integer)   
## Continuous : FALSE (non-integer)   
##   
## Error in solve.default(oout$hessian) :   
## Lapack routine dgesv: system is exactly singular: U[4,4] = 0  
## Error in solve.default(oout$hessian) :   
## Lapack routine dgesv: system is exactly singular: U[3,3] = 0  
## Error in solve.default(oout$hessian) :   
## Lapack routine dgesv: system is exactly singular: U[4,4] = 0  
## Error in solve.default(oout$hessian) :   
## Lapack routine dgesv: system is exactly singular: U[4,4] = 0  
##   
## Family: c("WEI2", "Weibull type 2")   
## Fitting method: "nlminb"   
##   
## Call: gamlssML(formula = y, family = DIST[i], data = sys.parent())   
##   
## Mu Coefficients:  
## [1] -6.686  
## Sigma Coefficients:  
## [1] 0.9418  
##   
## Degrees of Freedom for the fit: 2 Residual Deg. of Freedom 306   
## Global Deviance: 1856.73   
## AIC: 1860.73   
## SBC: 1868.19

##   
## To explore this distribution install `gamlss.demo` and type  
##   
## dev.new()  
## gamlss.demo::demoDist()  
##   
## into the console, find your distribution, and use the  
## slider bars to select the parameters printed above  
## (mu, sigma, nu, and tau).

##   
## Descriptive statistics by phase:  
## mean median sd skewness kurtosis  
## 0 10.52 10 4.07 0.23 2.92  
## 1 13.65 13 5.47 0.12 2.00  
## OverAll 12.04 12 5.04 0.38 2.54

The output above is printed to the console, and users should focus on the following parts:

* The first section titled “The variable follicles has the following characteristics” describes the variable. If any of these appear incorrect, check your data.
* The next section may contain errors. This occur when distributions are fit to the dependent variable but do not converge. These distributions will be removed from consideration.
* The section starting with “Family:” returns the best fitting distribution. In this example, the best fitting distribution is the “Weibull type 2” distribution. The resulting object eg\_autoSelect\_DIST is a gamlss object fit using the Weibull type 2 distribution. The remaining output gives parameter estimates and descriptive statistics for the best fitting distribution.

# Other Optional PersonAlytic() Parameters

## Subgroup Analysis

The subgroup parameter can be used to fit the model to a subset of the data. A logical (TRUE/FALSE) or binary (0/1) vector can be used to specify which cases to use.

Here is an example restricting the analysis to the first 5 mares in the OvaryICT data set. The code OvaryICT$Mare<6 creates a logical vector which is true if the mare id is less than 6:

eg\_subgroup <- PersonAlytic(data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 subgroup=OvaryICT$Mare<6,  
 autoSelect=NULL)

## Variable Standardization

Variable standardization (mean zero and unit variance) is facilitated using the standardize parameter which is a list with three parameters that can be set to TRUE or FALSE (the default for all three is FALSE):

* dv: if set to TRUE, the dependent variable is standardized. If there are multiple dependent variables in dvs, each dependent variable will be standardized.
* ivs: if set to TRUE, the the independent variables in ivs and target\_ivs are standardized. This is useful for determining which target independent variable has the largest effect size since standardization put their respective effect sizes on the same scale. All continuous variables should be standardized.
* byids: if set to TRUE, standardization is done within each individual. This parameter should be set to TRUE if individual\_mods=TRUE (individual\_mods parameter is discussed in the section on high throughput options).

Here is an example where the target independent variables are standardized:

eg\_standardize <- PersonAlytic(data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 target\_ivs=list("Target1", "Target2", "Target3"),  
 standardize=list(dv=FALSE, ivs=TRUE, byids=FALSE),  
 autoSelect=NULL)

##   
## PersonAlytics is standardizing the variables in `targe\_ivs`.

##   
##   
## Fitting models of the dependent variable `follicles` for 11 cases in `Mare`  
## and for 3 target independent variables in `target\_ivs`.

##   
 |   
 |========================== | 33%  
 |   
 |==================================================== | 67%  
 |   
 |==============================================================================| 100%

##   
##   
## Model fitting for the dependent variable `follicles` took:  
## Time difference of 4.051973 secs.

## Estimation Methods

A challenge of single subject and small sample mixed effect modeling is a lack of statistical power. One result of research in this area recommends that model comparisons be made using maximum likelihood (ML) estimation, while final model results should be estimated using restricted maximum likelihood (REML). The Autoselection parameters detailed below use ML model comparisons by default, and final results reported in the output are estimated using REML by default. This cannot be changed, but for a single model without Autoselection, the method parameter can be used to select ML instead of REML:

eg\_method <- PersonAlytic(data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 method="ML",  
 autoSelect=NULL)

## Dealing with Invalid Variable Names

If the names of the target predictors in target\_ivs had to be edited to make valid variable names (see ?make.names), the charSub parameter allows the user to put the illegal characters back in for the row variable names in high throughput output. For example, if the original variable name was “17.00\_832.2375m/z”, a letter would need to prefix the variable name and the “/” would need to be replaced with another character, (“X17.00\_832.2375m.z”). To get the row names of the output back to original variable name, use charSub=list(c("X", ""), c("m.z", "m/z")).

Note that inputs to charSub must be in double quotes and are case sensitive. All duplicates will be substituted. For example, if the variable name was “X1X23.x” and charSub=list(c(“X”, “”)), the resulting row label for this variable would be “123.x”.

## Type I Error or False Discovery Rate Adjustment

For high throughput analyses, we recommend selecting either a Type I error rate adjustment (such as Bonferonni) or a False Discovery Rate (FDR) adjustments (such as the method of Benjamini, Hochberg, and Yekutieli). This is implemented using the p.method parameter which takes on any value available in the ?p.adjust function. In conjunction with the p.method is the Type I error rate alpha, which has a default of .05. If there are multiple dependent variables in dvs, adjustments are made across target independent variables within each dependent variable. If individual\_mods=TRUE, adjustments are made across target independent variables within each dependent variable within each case.

Here is an example using the method of Benjamini, Hochberg, and Yekutieli (p.method=BY) and a Type I error rate of .1, adjusting for the FDR across the three predictors in target\_ivs:

eg\_p.method <- PersonAlytic(data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 target\_ivs=list("Target1", "Target2", "Target3"),  
 p.method='BY',  
 alpha=.1,  
 autoSelect=NULL  
 )

##   
##   
## Fitting models of the dependent variable `follicles` for 11 cases in `Mare`  
## and for 3 target independent variables in `target\_ivs`.

##   
 |   
 |========================== | 33%  
 |   
 |==================================================== | 67%  
 |   
 |==============================================================================| 100%

##   
##   
## Model fitting for the dependent variable `follicles` took:  
## Time difference of 5.390997 secs.

## Phase Alignment

The alignPhase parameter provides options for aligning the time variable with the phase variable. The default is alignPhase='none' and the time variable is left as-is.

1. alignPhase='align' aligns the time variable at the transition from the first and second phase within each participant. This alignment makes it so the effect at time=0 is the start of the second phase. For example, consider two participants who each have 15 time points of data, but the second phase starts at time 6 for participant A, and at time 8 for participant B:
   * Participant A’s resulting time variable will be -5, -4, -3, -2, -1, 0, 1, 2, 3, 4, 5, 6, 7, 8, 9.
   * Participant B’s resulting time variable will be -7, -6, -5, -4, -3, -2, -1, 0, 1, 2, 3, 4, 5, 6, 7.
2. alignPhase='piecewise' creates a piecewise straight-line growth model within each phase. This parameter can be used to simplify complex trajectories when the within-phase trajectory is approximately linear for each phase. Although this may make results easier to interpret than a curvelinear model (e.g., when time\_power=3), the piecewise model may have many more random effects and therefore be less parsimonious than a model with polynomial time. If alignPhase='piecewise', the TO parameter of the autodDetect parameter and the time\_power parameter are ignored.

## Finite Population Correction

A finite population correction (FPC) can be made if the size of the population from which the user’s sample originated is known. As an example, population sizes may be known for rare diseases. Preliminary simulation studies by the authors of this guide have found that on average, the FPC generally reduces standard errors, but only by a small amount. The parameter fpc has a default of 0, which turns off the FPC. If the user’s population size is known, set fpc to the population size. In this example, the population size is set to 6,000.

Here is an example where the user’s finite population size is 6,000.

eg\_fpc <- PersonAlytic(data=OvaryICT,  
 ids="Mare",  
 dvs="follicles",  
 phase="Phase",  
 time="Time",  
 ivs=list("Target1", "Target2", "Target3"),  
 fpc=6000,  
 autoSelect=NULL  
 )

The argument fpc can be set to the user’s finite population size and an FPC will be included in the analyses and output.

A finite population correction (FPC) can be used when the sample is more than 5% of the population. In this situation the central limit theorem doesn’t hold and the standard errors of the user’s parameter estimates will be too large. It is important to understand the conditions under which a finite population correction may make a difference in a power analysis conducting via simulation in the companion package PersonAlyticsPower. In the simulation, B data sets are simulated, a model is fit to the simulated data, and the proportion of data sets for which is the statistical power. The FPC will only make a difference in situation where a large number of the B replications have p-values just larger than alpha and the FPC results in these p-values being less than alpha. In our experience, this situation is rare but possible. The p-value distributions are usually smoothly positively skewed or near uniform. Neither of this distributions puts enough p-values near alpha for the FPC to have a large effect on power. Users can apply the FPC to real data analyses using the PersonAlytics package but they should not expect the FPC to yield large improvements in power.

## Processors for Paralellization

The cores parameter allows the user to specify how many processors (or cores) on their computer can be devoted to a high throughput PersonAlytics run. By default, the PersonAlytic() function detects the number of cores and uses one fewer than are on the machine, which allows the user to use other programs while PersonAlytics runs. If the user has a machine dedicated to analyses, setting the the number of cores to the maximum available will reduce computation time. Do not set this value to a number greater than the number of processors on the user’s machine or it may cause R or the user’s computer to crash. To determine the number of cores the user has, type the following into the R console:

parallel::detectCores()

## [1] TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE