![](data:image/png;base64,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)

**Licenciatura em Informática de Gestão**

**1º Ano – Pós-Laboral**

**FASES 1 e 2 do trabalho de Algoritmos e Estruturas de Dados  
Junho de 2018**

**SIMPAR**

**Simulação de passageiros em Partida Aérea**

# **ÍNDICE**

[ÍNDICE 2](#_Toc505105017)

[INTRODUÇÃO 3](#_Toc505105018)

[PROBLEMAS E OBJECTIVOS A ATINGIR 3](#_Toc505105019)

[DESCRIÇÃO DAS ESTRUTURAS DE DADOS 4](#_Toc505105020)

[DESCRIÇÃO SUMÁRIA DO CÓDIGO 5](#_Toc505105023)

[MANUAL DO UTILIZADOR 6](#_Toc505105024)

[CONCLUSÕES 10](#_Toc505105025)

[APÊNDICES 11](#_Toc505105029)

[CÓDIGO FONTE 11](#_Toc505105030)

# **INTRODUÇÃO**

## **PROBLEMAS E OBJECTIVOS A ATINGIR**

Com o objectivo de resolver o problema colocado neste trabalho tentamos inicialmente colocar em práctica os conhecimentos, conceitos e competências adquiridos no âmbito desta cadeira nas aulas teoricas e práticas.

Aquando da interpretação do enunciado, é imperativo identificar os parâmetros pelos quais este se rege, estabelecendo desde cedo tarefas e compreender o objectivo final da Simulação. Vários destes parâmetros serão definidos aleatoriamente, outros serão estabelecidos pelo utilizador final.

O principal objectivo a que este grupo se propôs foi o de conseguir finalizar a simulação em código Phyton, através do *interface Spyder*, com todas as funções e correspondendo a todos os requisitos que constam do enunciado.

# **DESCRIÇÃO DAS ESTRUTURAS DE DADOS**

Optámos pela criação de duas classes:

* class **Passageiro**: Descreve um passageiro, número de bagagens, instante em que foi colocado na queue.

* class **Balcao**: Descreve um balcão e a respectiva fila de passageiros.

Nesta classe estão definidas várias funções, para inicializar o balcão, aumular o tempo de atendimento do passageiro. No fim, demonstra o total de passageiros atendidos por balcão, o tempo médio de atendimento e o número médio de bagagens por passageiros.

* class **TreeNode:** Descreve a estrutura de dados da árvore.
* class **BinarySearchTree:** Define como os dados são adicionados na estrutura, e como é feita a sua pesquisa na mesma.

# **DESCRIÇÃO SUMÁRIA DO CÓDIGO**

O código que consta do nosso projecto,foi elaborado com recurso a Classes, como tal criámos duas Classes – *Passageiro* e *Balcao*.

Tem como objectivo simular o atendimento de passageiros num aeroporto. Começa por solicitar ao utilizador os dados para a simulaçao:

- Número máximo de passageiros a atender

- Número máximo e bagagens por passageiro

- Número de balcões de atendimento

- Número de ciclos de tempo a executar (enquanto atende e recebe passageiros nas filas dos balcões).

- Percentagem de passageiros a colocar na fila de espera antes da abertura dos balcões.

O balcões são gerados, sendo guardado o seu numero e o numero de bagagens que atende por ciclo (feito de forma aleatória).

A colocação de passageiros na fila dos balcões, pode ser feita numa fase inicial, consoante escolha do utilizador, utilzando para isso uma determinada percentagem que já estará em fila quando começar o atendimento (como as filas estão vazias, optou-se por colocar lá os passageiros de maneira distribuida uniformemente).

Após este passo iniciamos os ciclos de tempo (cada ciclo de tempo percorre todos os balcões, tanto para colocar passageiros na fila como para atende-los).

Colocamos passageiros na fila de espera (caso existam), segundo uma lógica de procurar as filas fazias ou com menos pessoas e escolher uma delas.

Uma vez iniciado o atendimento, o passageiro é atendido e retirado da fila, se o seu numero de bagagens for menor ou igual ao numero de bagagens que o balcão, ficando para o(s) ciclo(s) seguintes, se for caso disso.

Se todos os passageiros forem atendidos antes dos ciclos chegarem ao fim, não se executam mais ciclos, não se aceitam mais passageiros nas filas e fazemos o output das estatisticas pedidas.

Chegando ao fim dos ciclos previstos, temos de verificar se existe algum balcão, ou balcões, com filas com passageiros por atender. Nesse caso fazemos os ciclos de tempo necessários para poder esvaziar (atender) as mesmas. De notar que não percorremos os balcões à procura de passageiros , e atendemos (isso criaria um numero de ciclos incorrecto), mas percorremos os balcões enquanto existem filas cheias.

Foram criadas 2 classes, *TreeNode* e *BinarySearchTree,* que trabalhando em conjunto, são a base da nossa árvore. O seu principal objectivo é ordenar os nome dos passageiros (gerados aleatoriamente).

No final são apresentados os outputs pedidos, explicados na proxima secção.

# 

# **MANUAL DO UTILIZADOR**

O manual tem como principal objectivo ajudar o utilizador a navegar no programa SIMPAR. A opção **[99]** tem como objectivo sair do menu; e a tecla <ENTER> continuar.

No Menu Inicial de Chegada o utilizador escolhe uma das opções consoante o seu objectivo.
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**[1 – 5]** – Cada número corresponde a um input dado pelo utilizador. Caso não seja introduzido qualquer valor, o programa inclui números pré-definidos.

*[1] Número maximo de passageiros*

*[2] Número máximo de bagagens permitido por passageiro*

*[3] Número de balcões abertos para atendimento*

*[4] Ciclos de tempo em que a simulação decorre*

*[5] Percentagem de passageiros a encher no primeiro ciclo*

Depois de introduzidos os valores requeridos, o programa vai mostrando os mesmos entre as opções [5] e [7].
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**[7] –** Para correr a Simulação com os dados inseridos previamente.
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Durante a execução é mostrado:

««« CICLO n.º 1 »»» - Ciclo a ser executado

Balcão 1 tempo 0 : - [b:1 t:1] [b:3 t:0] [b:1 t:0] – A fila de espera do balcão, com b= bagagens do passageiro e t=ciclo em que foi gerado, neste caso 3 passageiros.

Atendido passageiro com 2 bagagens no balcão 2 com tempo de espera 1 – O atendimento realizado com a informação do numero de bagagens e tempo de espera 1 (ciclos de atendimento).

Balcão 1 despachou 1 bagagens por ciclo: - número de balcão e máximo de bagagens que o balcão despacha por ciclo

8 passageiros atendidos com média de bagagens / passageiro = 2.8 – Total de passageiros atendidos e a média de bagagens por passageiro

Tempo médio de espera = 0.8 – O tempo médio de espera
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**[8] –** Listagem passageiros em ordem alfabética.
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**[9] –** Pesquisa passageiros atendidos.
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**[99] –** Para sair do programa SIMPAR.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGgAAAArCAIAAAAbslo0AAAAAXNSR0IArs4c6QAAAk9JREFUaEPtmT1ug0AQhdc5QQ4BUWT5BPgEkMaV23SmhMZSCpeREskNLu0urSs3MScwJ0COZOjT+gZkBxZMCLZhWGQpzDaRVvP259s3M1jpHY/H+/fv6O2R0ahD4K5OMMWeCBA4pBsIHIFDEkDKyHEEDkkAKSPHETgkAaSMHEfgkASQMnIcgUMSQMrIcQQOSQApI8cROCQBpOwWjgsXw57pIg/cVOaacva+Bbimd8fr+ZMZbLvU8Stkyi6BCxfP9kAONsZaAcfTIRunnIQMjYdqe9nDZZO9LINyyZRP6lzkcBFe8Ux8gkI5cOc2c6Yy3AabtwJOX0ZiBI5vJOd3TZU/dzwdOJq4N5/cz0TolhmXgPBrC3kU7SylfrK5m5U2fkIIy7dqBRynJByXmQuO/ee5w4PPVoYINVYXYah9DUIrNpX46f7UssGDNG6tOM41Dd8JCuYqoxLsPU0ExtGXnKRYOwgZbYBzRXz1bVldcd5xZWUisVLx2IVJ8FGaivO0nHHDeOtPKE1QokWN00cTz56XfJj4h0JkdiFuJZ7pq82Vr5nSc7JkWTnjLLjc9U87VZpUrBnnoYIzXvvOJFEr1ofD4kle1bZikulLKIJpIxElTp+mketxKue4RWeB3oJqjfBKydPJGfw/+ezlKy3m//ovNKVJ0p+aj3aag5w3lb0KuD5t8o3X7hI4KBg7/tUjpbV0Cxz3Ge8u9JOrcb41WKBzjmvA6peUwCFJEjgChySAlJHjCBySAFJGjiNwSAJIGTmOwCEJIGXkOAKHJICU/QBizg+IoHJgeQAAAABJRU5ErkJggg==)

# **CONCLUSÕES**

## **DIFICULDADES**

Desde já uma grande dificuldade que existiu na execução deste trabalho foi conciliar as nossas vidas profissionais e pessoais, com a exigência que este trabalho nos colocou.

A questão dos ciclos foi considerada a mais desafiante. Quando o número de ciclos pré-determinado acaba, mas ainda existirem passageiros por atender causou-nos algum transtorno.

Sentimos algumas dificuldades na interpretação do enunciado e ao decidir o “aspecto final” do programa. Foi tomando diversas formas à medida que fomos progredindo com o mesmo.

Na segunda fase do trabalho, já com recurso de grafo, mais concretamente das árvores, deparámo-nos com algumas dificuldades, especialmente na sua ordenação. Uma vez que código originalmente fornecido utilizava uma *key* para um valor numérico e um *val* para o valor associado, optámos por retirar o *val* do algoritmo que solucionou este problema.

## **METAS ATINGIDAS**

Criação de um menu interactivo permitindo ao utilizador final inserir os dados que desejar. Após a inserção dos mesmos, é possivel calcular o tempo de espera por balcão consoante o número de bagagens; calcular o número de bagagens despachada por balcão por ciclo.

Na segunda fase, conseguimos cumprir os objectivos a que nos propusemos. Criação de uma árvore BST onde o nome de cada passageiro (gerado aleatoriamente) é inserido. É possivel também a pesquisa de passageiros, inserindo o nome no teclado, confirmando se este mesmo existe na árvore.

Por fim, conforme requerido no enunciado, através de um input de menu, afixar os nomes dos passageiros na árvore alfabeticamente.

## **FUNÇÕES E TAREFAS**

Neste trabalho tentámos distribuir ao máximo as tarefas de forma a não sobrecarregar nenhum dos seus elementos.

O Algoritmo base foi efectuado maioritariamente pelo Rui Ramos e pelo Bernardo Gomes com a ajuda dos restantes elementos.

O Menu do utilizador é da autoria do Emanuel Pedrosa. Os relatórios foram efectuados em conjunto com discussão de grupo sobre os seus requisitos pela Rita Carvalho.

# **APÊNDICES**

## **CÓDIGO FONTE**

from pythonds import Queue

from random import randint, choice

from shutil import get\_terminal\_size

import names, pickle, math

class TreeNode:

def \_\_init\_\_(self,key,left=None,right=None,parent=None):

self.key = key

self.leftChild = left

self.rightChild = right

self.parent = parent

def hasLeftChild(self):

return self.leftChild

def hasRightChild(self):

return self.rightChild

def isLeftChild(self):

return self.parent and self.parent.leftChild == self

def isRightChild(self):

return self.parent and self.parent.rightChild == self

def isRoot(self):

return not self.parent

def isLeaf(self):

return not (self.rightChild or self.leftChild)

def hasAnyChildren(self):

return self.rightChild or self.leftChild

def hasBothChildren(self):

return self.rightChild and self.leftChild

def replaceNodeData(self,key,lc,rc):

self.key = key

self.leftChild = lc

self.rightChild = rc

if self.hasLeftChild():

self.leftChild.parent = self

if self.hasRightChild():

self.rightChild.parent = self

def preorder(self):

print(self.key)

if self.leftChild:

self.leftChild.preorder()

if self.rightChild:

self.rightChild.preorder()

def inorder(self):

if self.leftChild:

self.leftChild.inorder()

print(str(self.key))

if self.rightChild:

self.rightChild.inorder()

def postorder(self):

if self.leftChild:

self.leftChild.postorder()

if self.rightChild:

self.rightChild.postorder()

print(self.key)

class BinarySearchTree:

def \_\_init\_\_(self):

self.root = None

self.size = 0

def length(self):

return self.size

def \_\_len\_\_(self):

return self.size

def put(self,key):

if self.root:

self.\_put(key,self.root)

else:

self.root = TreeNode(key)

self.size = self.size + 1

def \_put(self,key,currentNode):

if key < currentNode.key:

if currentNode.hasLeftChild():

self.\_put(key,currentNode.leftChild)

else:

currentNode.leftChild = TreeNode(key,parent=currentNode)

else:

if currentNode.hasRightChild():

self.\_put(key,currentNode.rightChild)

else:

currentNode.rightChild = TreeNode(key,parent=currentNode)

def \_\_setitem\_\_(self,k):

self.put(k)

def get(self,key):

if self.root:

res = self.\_get(key,self.root)

if res:

return res

else:

return None

else:

return None

def \_get(self,key,currentNode):

if not currentNode:

return None

elif currentNode.key == key:

return currentNode

elif key < currentNode.key:

return self.\_get(key,currentNode.leftChild)

else:

return self.\_get(key,currentNode.rightChild)

def \_\_getitem\_\_(self,key):

return self.get(key)

def \_\_contains\_\_(self,key):

if self.\_get(key,self.root):

return True

else:

return False

def delete(self,key):

if self.size > 1:

nodeToRemove = self.\_get(key,self.root)

if nodeToRemove:

self.remove(nodeToRemove)

self.size = self.size-1

else:

raise KeyError('Error, key not in tree')

elif self.size == 1 and self.root.key == key:

self.root = None

self.size = self.size - 1

else:

raise KeyError('Error, key not in tree')

def \_\_delitem\_\_(self,key):

self.delete(key)

def spliceOut(self):

if self.isLeaf():

if self.isLeftChild():

self.parent.leftChild = None

else:

self.parent.rightChild = None

elif self.hasAnyChildren():

if self.hasLeftChild():

if self.isLeftChild():

self.parent.leftChild = self.leftChild

else:

self.parent.rightChild = self.leftChild

self.leftChild.parent = self.parent

else:

if self.isLeftChild():

self.parent.leftChild = self.rightChild

else:

self.parent.rightChild = self.rightChild

self.rightChild.parent = self.parent

def findSuccessor(self):

succ = None

if self.hasRightChild():

succ = self.rightChild.findMin()

else:

if self.parent:

if self.isLeftChild():

succ = self.parent

else:

self.parent.rightChild = None

succ = self.parent.findSuccessor()

self.parent.rightChild = self

return succ

def findMin(self):

current = self

while current.hasLeftChild():

current = current.leftChild

return current

def remove(self,currentNode):

if currentNode.isLeaf(): #leaf

if currentNode == currentNode.parent.leftChild:

currentNode.parent.leftChild = None

else:

currentNode.parent.rightChild = None

elif currentNode.hasBothChildren(): #interior

succ = currentNode.findSuccessor()

succ.spliceOut()

currentNode.key = succ.key

currentNode.payload = succ.payload

else: # this node has one child

if currentNode.hasLeftChild():

if currentNode.isLeftChild():

currentNode.leftChild.parent = currentNode.parent

currentNode.parent.leftChild = currentNode.leftChild

elif currentNode.isRightChild():

currentNode.leftChild.parent = currentNode.parent

currentNode.parent.rightChild = currentNode.leftChild

else:

currentNode.replaceNodeData(currentNode.leftChild.key,

currentNode.leftChild.payload,

currentNode.leftChild.leftChild,

currentNode.leftChild.rightChild)

else:

if currentNode.isLeftChild():

currentNode.rightChild.parent = currentNode.parent

currentNode.parent.leftChild = currentNode.rightChild

elif currentNode.isRightChild():

currentNode.rightChild.parent = currentNode.parent

currentNode.parent.rightChild = currentNode.rightChild

else:

currentNode.replaceNodeData(currentNode.rightChild.key,

currentNode.rightChild.payload,

currentNode.rightChild.leftChild,

currentNode.rightChild.rightChild)

# \*\*\*\*\*\*\*\*\*\*\* O código em baixo vai limpar o ecrã de forma a facilitar a leitura \*\*\*\*\*\*\*\*\*\* #

def limpa():

print("\n" \* get\_terminal\_size().lines, end="")

# \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Menu Inicial de Chegada \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* #

def menu():

limpa()

limpa()

print("\n")

print("####### SIMPAR – Simulação de Passageiros em Partida Aérea ########")

print("\n")

print(""" 2º Semestre - Informática de Gestão

Selecione os parâmetros da simulação:

[1] Número máximo de passageiros

[2] Número máximo de bagagens permitido por passageiro

[3] Número de balcões abertos para atendimento

[4] Ciclos de tempo em que a simulação decorre

[5] Percentagem de passageiros a encher no primeiro ciclo

Passageiros: {} Bagagens: {} Balcões: {} Ciclos: {} Percentagem: {}

[7] Correr a simulação

[8] Listagem passageiros em ordem alfabética

[9] Pesquisa passageiros antendidos

[99] para saír...""".format(passa, bag, balc, cicl, pench))

class Passageiro:

"""

Descreve um passageiro

"""

def \_\_init\_\_(self, bag\_pass, ciclo\_in):

"""

Inicializa um passageiro

:param bag\_pass: número de bagagens do passageiro

:param ciclo\_in: instante em que foi colocado na fila (número do ciclo da simulação)

"""

self.bag\_pass = bag\_pass

self.ciclo\_in = ciclo\_in

# self.atendidos = 0

def obtem\_bag\_pass(self):

"""

Devolve o valor de bag\_pass

:return: bag\_pass

"""

return self.bag\_pass

def obtem\_ciclo\_in(self):

"""

devolve o valor de ciclo\_in

:return: ciclo\_in

"""

return self.ciclo\_in

# def incr\_atendidos(self):

# """

# Incrementa em 1 o passt\_atend - total de passageiros atendidos

# :return: None

# """

#

# self.atendidos += 1

def \_\_str\_\_(self):

"""

Retorna o passageiro como uma string legivel para o utilizador

Output esperado:

[b:4 t:2]

:return: string

"""

return "[b:{} t:{}]".format(self.obtem\_bag\_pass(), self.obtem\_ciclo\_in())

class Balcao:

"""

Descreve um balcão e a respectiva fila de passageiros

"""

def \_\_init\_\_(self, n\_balcao, num\_bag):

"""

Inicializa um balcão com o número indicado

:param n\_balcao: número do balcão

:param num\_bag: o número máximo de bagagens permitido por passageiro

"""

self.n\_balcao = n\_balcao

self.fila = Queue()

self.inic\_atend = 0

self.passt\_atend = 0

self.numt\_bag = 0

self.tempt\_esp = 0

self.bag\_utemp = randint(1, num\_bag)

def obtem\_n\_balcao(self):

"""

Devolve o valor de n\_balcao

:return: n\_balcao

"""

return self.n\_balcao

def obtem\_fila(self):

"""

Devolve o valor da fila

:return: fila

"""

return self.fila

def muda\_inic\_atend(self, tempo\_atendimento):

"""

Acumula em inic\_atend o “valor” do tempo de atendimento do passageiro

:param tempo\_atendimento: tempo de atendimento

:return: None

"""

self.inic\_atend = tempo\_atendimento

def incr\_passt\_atend(self):

"""

Incrementa em 1 o passt\_atend - total de passageiros atendidos por este balcão

:return: None

"""

self.passt\_atend += 1

def muda\_numt\_bag(self, passageiro):

"""

Acumula em numt\_bag do balcão, o bag\_pass do passageiro quando este termina de ser atendido

:param passageiro: passageiro processado

:return: None

"""

self.numt\_bag += passageiro.obtem\_bag\_pass()

def muda\_tempt\_esp(self, tempo\_espera):

"""

Acumula em tempt\_esp o “t” tempo de espera do passageiro

:param tempo\_espera: Tempo de espera

:return: None

"""

self.tempt\_esp += tempo\_espera

def \_\_str\_\_(self):

"""

Retorna o balcão como uma string legível para o utilizador

Output esperado:

Quando tem passageiros na fila:

Balcão 2 tempo 2 : - [b:4 t:1] [b:2 t:2] -

Quando não tem passageiros na fila:

Balcão 0 tempo 1 : -

:return: string

"""

# Formata a lista de passageiros consoante as especificações

if self.fila.isEmpty():

str\_pass = "-"

else:

passageiros\_como\_str = [str(passageiro) for passageiro in self.fila.items]

str\_pass = "- {} - ".format(" ".join(passageiros\_como\_str))

return "Balcão {} tempo {} : {}".format(self.obtem\_n\_balcao(), self.tempt\_esp, str\_pass)

def mostra\_balcoes(balcoes):

"""

Mostra os detalhes dos balcoes

:param balcoes: Lista de balcões

:return: None

"""

for balcao in balcoes:

print(str(balcao))

#ponto 4.3

def atende\_passageiros(tempo, balcoes):

"""

Atende passageiros nos balcões indicados

:param tempo: Ciclo de simulação

:param balcoes: Lista de balcões

:return: Passageiros colocados em fila

"""

atendidos = 0

p\_nome=''

for b in balcoes:

if b.obtem\_fila().isEmpty():

# Sem passageiros a processar

print('BALCÃO ' + str(b) + ' sem passageiros a processar')

b.muda\_inic\_atend(tempo)

continue

fila = b.obtem\_fila()

p = fila.items[-1] # Para ser Fifo, tem de ser desta forma porque Queue.enqueue() acrescenta no inicio da lista

tempo\_atendimento = tempo + b.inic\_atend

ut\_bag = math.ceil(p.bag\_pass / b.bag\_utemp)

if ut\_bag < tempo\_atendimento:

tempo\_de\_espera = tempo - p.ciclo\_in

# p\_nome=names.get\_full\_name()

print("Atendido passageiro {} com {} bagagens no balcão {} com tempo de espera {}".format(

p\_nome,

p.bag\_pass,

b.obtem\_n\_balcao(),

tempo\_de\_espera

)

)

b.muda\_inic\_atend(tempo + 1)

b.incr\_passt\_atend()

b.muda\_numt\_bag(p)

b.muda\_tempt\_esp(tempo\_de\_espera)

fila.items.remove(p)

atendidos += 1

#passTree.put(p\_nome)

return atendidos

#ponto 4.4

def apresenta\_resultados(balcoes):

"""

Apresenta os resultados estatísticos finais

:param balcoes: Lista de balcões

:return: None

"""

lista\_tmp=[]

for i in balcoes:

if i.passt\_atend > 0:

tmp="Balcão {} despachou {} bagagens por ciclo:".format(i.obtem\_n\_balcao(), i.bag\_utemp)

lista\_tmp.append(tmp)

print (tmp)

#print("Balcão {} despachou {} bagagens por ciclo:".format(i.obtem\_n\_balcao(), i.bag\_utemp))

tmp=(

"{} passageiros atendidos com média de bagagens / passageiro = {}".format(

i.passt\_atend,

round(i.numt\_bag / i.passt\_atend, 1)

)

)

lista\_tmp.append(tmp)

print(tmp)

tmp=("Tempo médio de espera = {}".format(round(i.passt\_atend / i.inic\_atend, 1)))

lista\_tmp.append(tmp)

print(tmp)

else:

tmp=("Balcão {} não atendeu passageiros".format(i.obtem\_n\_balcao()))

lista\_tmp.append(tmp)

print(tmp)

return lista\_tmp

#ponto 4.2

def simpar\_simula(num\_pass, num\_bag, num\_balcoes, ciclos, p\_enche):

"""

Corre uma simulação

:param num\_pass: o número de passageiros com bagagem previsto para este voo

:param num\_bag: o número máximo de bagagens permitido por passageiro

:param num\_balcoes: o número de balcões abertos para atendimento e despacho de bagagem

:param ciclos: os ciclos de tempo em que a simulação decorre.

:param p\_enche: % de passageiros a encher de arranque

:return: None

"""

global passTree

atendidos = 0

total = num\_pass

balcoes = []

terco = ciclos / 3

passTree = BinarySearchTree()

for n\_balcao in range(1, num\_balcoes + 1): # gera balcões

balcoes.append(Balcao(n\_balcao, num\_bag))

# passageiros iniciais

enche = int((num\_pass \* p\_enche) / 100)

for i in range(0, enche):

for j in balcoes:

j.obtem\_fila().enqueue(Passageiro(randint(1, num\_bag), 0)) # aqui tempo é 0

num\_pass -= 1

# mostra\_balcoes(balcoes)

# Ocupar das filas

for ciclo in range(0, ciclos):

# Verifica se temos passageiros para criar

if num\_pass > 0:

for n\_balcao in range(1, num\_balcoes + 1): # aqui precorremos todos os balcões para colocar pessoas na fila

# Calcula a probabilidade de acrescentar passageiro

if ciclo <= terco:

probabilidade = 100

elif ciclo <= terco \* 2:

probabilidade = 80

else:

probabilidade = 60

temp = randint(0, 100)

#print('Terço ' + str(terco)+ ' Probabilidade '+str(probabilidade) +' temp '+ str(temp)) #só para perceber como está a funcionar a probabilidade

if probabilidade >= temp:

# Obtem tamanho da fila com menos passageiros

fila\_mais\_curta = min([balcao.obtem\_fila().size() for balcao in balcoes])

# Obtem apenas os balcões com o tamanha de fila mais curto

# (podem por exemplo existir vários balcões com 0 passageiros)

balcoes\_filas\_curtas = [balcao for balcao in balcoes if balcao.obtem\_fila().size() == fila\_mais\_curta]

# E escolhemos de forma aleatória qual usamos

balcao\_pretendido = choice(balcoes\_filas\_curtas)

# Cria passageiro

balcao\_pretendido.obtem\_fila().enqueue(Passageiro(randint(1, num\_bag), ciclo + 1))

num\_pass -= 1

#print('criei um passageiro no b ' + str (balcao\_pretendido)) #este print é de controle

print("««« CICLO n.º {} »»»".format(ciclo + 1))

atendidos = atendidos + atende\_passageiros(ciclo + 1, balcoes)

p\_nome=names.get\_full\_name()

passTree.put(p\_nome)

mostra\_balcoes(balcoes)

if atendidos >= total:

break

print('ATENDIDOS ' + str(atendidos) + ' total ' + str(total))

# Esvaziar das filas

print('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Fechou a chegada de novos passageiros \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*')

conta = 0

esvazia\_ciclo = 1

esvazia = True

while esvazia == True:

for balcao in balcoes: # vamos aos balcões ver se há filas de espera

if balcao.obtem\_fila().isEmpty() == False: # se a fila não estiver vazia

conta += 1 # conta é incrementado

if conta == 0: # Se não há filas cheias, sai

esvazia = False

else:

esvazia\_ciclo += 1

print("««« CICLO ESVAZIA n.º {} »»»".format(ciclo + esvazia\_ciclo))

atendidos = atendidos + atende\_passageiros(ciclo, balcoes)

p\_nome=names.get\_full\_name()

passTree.put(p\_nome)

#atende\_passageiros(ciclo, balcoes)

conta = 0 # Volta a zero para controlar o próximo ciclo

#apresenta resultados balcoes e guarda no fich SimOutput

with open("SimOutput",'wb') as f:

pickle.dump(apresenta\_resultados(balcoes),f)

f.close()

def fazPesquisa():

global passTree

if passTree == None:

print ('Não tem passageiros para pesquisar')

else:

#aqui vai pedir o intput da pesquisa

pesquisa = input(str('Qual o nome do passageiro a pesquisar? \n'))

if passTree.\_\_contains\_\_(pesquisa) == True:

print('Pesquisa - {}:'.format(pesquisa) + ' passageiro embarcado')

else:

print('Pesquisa - {}:'.format(pesquisa) + ' passageiro não embarcado')

def fazListagem():

global passTree

if passTree == None:

print ('Não tem passageiros para listar')

else:

passTree.root.inorder()

if \_\_name\_\_ == "\_\_main\_\_":

passa = 70

bag = 4

balc = 4

cicl = 10

pench = randint(0,100)

passTree = None

invalid = False # Inicialização da variável de verificação de erro na Escolha

while True:

menu() # Chamada do Menu

if invalid: # Verificação se o utilizador escolheu uma opção incorrecta

print('A opção não é válida')

invalid = False # Limpar a variável

try:

print("\n")

escolha = int(input("Escolha uma opção: "))

except ValueError: # Se o Valor não for um inteiro estamos em estado de erro e tentamos novamente

invalid = True

continue # Volta ao início do ciclo While

if escolha == 1:

limpa()

limpa()

# while True:

if invalid: # Verificação se o utilizador escolheu uma opção incorrecta

print('A opção não é válida')

invalid = False

try:

a = passa

aux = int(input("O valor default é " + str(a) + ", indique o novo valor: ")) # display do valor antigo

print("O valor passou de: " + str(a))

print("Para: " + str(aux))

if aux != a: # se diferente substitui

passa = aux

input()

except ValueError: # Se o Valor não for um inteiro estamos em estado de erro e tentamos novamente

invalid = True

continue # Volta ao início do ciclo While

elif escolha == 2:

limpa()

limpa()

# while True:

if invalid: # Verificação se o utilizador escolheu uma opção incorrecta

print('A opção não é válida')

invalid = False

try:

a = bag

aux = int(

input("O valor default é " + str(a) + ", indique o novo valor: ")) # display do valor antigo

print("O valor passou de: " + str(a))

print("Para: " + str(aux))

if aux != a: # se diferente substitui

bag = aux

input()

except ValueError: # Se o Valor não for um inteiro estamos em estado de erro e tentamos novamente

invalid = True

continue # Volta ao início do ciclo While

elif escolha == 3:

limpa()

limpa()

# while True:

if invalid: # Verificação se o utilizador escolheu uma opção incorrecta

print('A opção não é válida')

invalid = False

try:

a = balc

aux = int(

input("O valor default é " + str(a) + ", indique o novo valor: ")) # display do valor antigo

print("O valor passou de: " + str(a))

print("Para: " + str(aux))

if aux != a: # se diferente substitui

balc = aux

input()

except ValueError: # Se o Valor não for um inteiro estamos em estado de erro e tentamos novamente

invalid = True

continue # Volta ao início do ciclo While

elif escolha == 4:

limpa()

limpa()

# while True:

if invalid: # Verificação se o utilizador escolheu uma opção incorrecta

print('A opção não é válida')

invalid = False

try:

a = cicl

aux = int(

input("O valor default é " + str(a) + ", indique o novo valor: ")) # display do valor antigo

print("O valor passou de: " + str(a))

print("Para: " + str(aux))

if aux != a: # se diferente substitui

cicl = aux

input()

except ValueError: # Se o Valor não for um inteiro estamos em estado de erro e tentamos novamente

invalid = True

continue # Volta ao início do ciclo While

elif escolha == 5:

limpa()

limpa()

# while True:

if invalid: # Verificação se o utilizador escolheu uma opção incorrecta

print('A opção não é válida')

invalid = False

try:

a = pench

aux = int(

input("O valor default é " + str(a) + ", indique o novo valor: ")) # display do valor antigo

print("O valor passou de: " + str(a))

print("Para: " + str(aux))

if aux != a: # se diferente substitui

pench = aux

input()

except ValueError: # Se o Valor não for um inteiro estamos em estado de erro e tentamos novamente

invalid = True

continue # Volta ao início do ciclo While

elif escolha == 7:

simpar\_simula(passa, bag, balc, cicl, pench)

elif escolha == 8:

fazListagem()

elif escolha == 9:

fazPesquisa()

elif escolha == 99:

limpa()

limpa()

print("...adeus :( ")

break # Finalizar o programa

else:

invalid = True

continue # Volta ao início do ciclo While

input('Prima <ENTER> para continuar . . .')