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# 图算法例题

## 1000. sicily 1155. Can I Post the lette

Time Limit: 1sec Memory Limit:32MB

Description

I am a traveler. I want to post a letter to Merlin. But because there are so many roads I can walk through, and maybe I can’t go to Merlin’s house following these roads, I must judge whether I can post the letter to Merlin before starting my travel.

Suppose the cities are numbered from 0 to N-1, I am at city 0, and Merlin is at city N-1. And there are M roads I can walk through, each of which connects two cities. Please note that each road is direct, i.e. a road from A to B does not indicate a road from B to A.

Please help me to find out whether I could go to Merlin’s house or not.

Input

There are multiple input cases. For one case, first are two lines of two integers N and M, (N<=200, M<=N\*N/2), that means the number of citys and the number of roads. And Merlin stands at city N-1. After that, there are M lines. Each line contains two integers i and j, what means that there is a road from city i to city j.

The input is terminated by N=0.

Output

For each test case, if I can post the letter print “I can post the letter” in one line, otherwise print “I can't post the letter”.

Sample Input

3

2

0 1

1 2

3

1

0 1

0

Sample Output

I can post the letter

I can't post the letter

Source Code

#include <iostream>

#include <vector>

using namespace std;

int n,m;

vector<int> vout[200];

bool visited[200];

bool flood(int u)

{

visited[u]=1;

if (u==n-1) return 1;

for (int x=0; x<vout[u].size(); x++)

{

int &v=vout[u][x];

if (!visited[v] && flood(v)) return 1;

}

return 0;

}

int main()

{

while (cin>>n, n)

{

fill(vout,vout+n,vector<int>());

fill(visited,visited+n,0);

cin>>m;

while (m--)

{

int u,v;

cin>>u>>v;

vout[u].push\_back(v);

}

cout<<(flood(0)?"I can post the letter\n":"I can't post the letter\n");

}

return 0;

}

## 1001. 无路可逃？

Time Limit: 1sec Memory Limit:256MB

Description

唐僧被妖怪关在迷宫中。孙悟空好不容易找到一张迷宫地图，并通过一个魔法门来到来到迷宫某个位置。假设迷宫是一个n\*m的矩阵，它有两种地形，1表示平地，0表示沼泽，孙悟空只能停留在平地上。孙悟空目前的位置在坐标(sx,sy)处，他可以向上下左右四个方向移动。

请你帮助孙悟空计算一下，迷宫中是否存在一条路从他所在位置(sx,sy)到达唐僧所在位置(tx,ty)？

Input

输入第一行为一个整数t（0<t<=10），表示测试用例个数。

每个测试样例的第1行是2个正整数n (1≤n≤100)，m (1≤n≤100)，表示迷宫是n\*m的矩阵。接下来的n行输入迷宫，每行有m个数字（0或者1），数字之间用一个空格间隔。

接下来的1行是4个整数sx,sy,tx,ty，1≤sx,tx≤n，1≤sy,ty≤m，表示孙悟空所在位置为第sx行第sy列，唐僧所在位置为第tx行第tx列。迷宫左上角编号是(1,1)，右下角编号是(n, m)。

数据保证(sx,sy)格和(tx,ty)必定为平地。

Output

每个样例单独输出一行：1表示路径存在，0表示路径不存在。

Sample Input

2

2 2

1 0

0 1

1 1 2 2

4 4

1 1 1 0

1 0 1 1

1 0 1 1

1 1 1 0

1 1 3 4

Sample Output

0

1

Source Code

#include <cstdio>

#include <cstring>

#include <queue>

using namespace std;

const int MAXN = 110;

int maze[MAXN][MAXN];

struct point {

int x, y;

point(int a=0, int b=0) : x(a), y(b) {}

};

int dx[4] = {1, 0, -1, 0};

int dy[4] = {0, 1, 0, -1};

int main()

{

int i, j, t, sx, sy, tx, ty, head, tail, n, m;

scanf("%d", &t);

while (t--)

{

queue<point> cq;

scanf("%d%d", &n, &m);

for (i=0;i<n;++i) {

for (j=0;j<m;++j) scanf("%d", &maze[i][j]);

}

scanf("%d%d%d%d", &sx, &sy, &tx, &ty);

--sx; --sy; --tx; --ty;

maze[sx][sy] = -1;

cq.push(point(sx,sy));

while (!cq.empty())

{

point cur = cq.front();

cq.pop();

for (i=0;i<4;++i) {

point tar = cur;

tar.x += dx[i];

tar.y += dy[i];

if (tar.x < 0 || tar.x >= n || tar.y < 0 || tar.y >= m) continue;

if (maze[tar.x][tar.y] <= 0) continue;

maze[tar.x][tar.y] = -1;

cq.push(tar);

}

}

if (maze[tx][ty] >= 0) puts("0"); else puts("1");

}

return 0;

}

## 1002. connect components in undirected graph

Time Limit: 1sec Memory Limit:256MB

Description

输入一个简单无向图，求出图中连通块的数目。

Input

输入的第一行包含两个整数n和m，n是图的顶点数，m是边数。1<=n<=1000，0<=m<=10000。

以下m行，每行是一个数对v y，表示存在边(v,y)。顶点编号从1开始。

Output

单独一行输出连通块的数目。

Sample Input

5 3

1 2

1 3

2 4

Sample Output

2

Source Code

#include <queue>

#include <vector>

#include <iostream>

#include <cstdio>

#include <cstdlib>

#include <cstring>

using namespace std;

const int MAXN = 110;

vector<int> graph[MAXN];

int vis[MAXN];

int n, m, u, v;

//int dist[MAXN];

int cc;

void bfs(int i)

{

queue<int> cq;

vis[i] = 1;

cq.push(i); //从顶点i开始遍历

while(!cq.empty())

{

u = cq.front(); cq.pop();

for(int i=0;i<graph[u].size();i++)

{

v = graph[u][i];

if (vis[v]==1) continue;

vis[v] = 1;

cq.push(v);

}

}

}

void bfs()

{

memset(vis,0,sizeof(vis));

cc = 0; //初始设置连通块数目cc=0

for (int i=1; i<=n; i++)

if (vis[i]==0)

{

++cc;

bfs(i);

}

}

int main()

{

cin >> n >> m;

for (int i=1; i<=m; i++)

{

cin >> u >> v;

graph[u].push\_back(v);

graph[v].push\_back(u);

}

bfs();

cout << cc << endl;

return 0;

}

## 1003. bicoloring

Time Limit: 1sec Memory Limit:256MB

Description

输入一个简单（无多重边和自环）的连通无向图，判断该图是否能用黑白两种颜色对顶点染色，使得每条边的两个端点为不同颜色。

Input

输入的第一行包含两个整数n和m，n是图的顶点数，m是边数。1<=n<=1000，0<=m<=10000。

以下m行，每行是一个数对u v，表示存在边(u,v)。顶点编号从1开始。

Output

如果能做到双着色，输出"yes"，否则输出"no"。

Sample Input

3 3

1 2

2 3

3 1

Sample Output

no

Source Code

#include <queue>

#include <vector>

#include <iostream>

#include <cstdio>

#include <cstdlib>

#include <cstring>

using namespace std;

const int MAXN = 1010;

vector<int> graph[MAXN];

int vis[MAXN]; // 0表示未访问，1表示访问过

int n, m, u, v;

int color[MAXN]; // 0表示未染色，1表示染为红色，-1表示染为黑色

bool bfs(int i)

{

queue<int> cq;

vis[i] = 1;

color[i] = 1;

cq.push(i); //从顶点i开始遍历

while(!cq.empty())

{

u = cq.front(); cq.pop();

for(int i=0;i<graph[u].size();i++)

{

v = graph[u][i];

if (vis[v]==1)

{

if (color[v] == -color[u]) continue;

else return false;

}

vis[v] = 1;

color[v] = -color[u];

cq.push(v);

}

}

return true;

}

int main()

{

memset(vis,0,sizeof(vis));

memset(color,0,sizeof(color));

cin >> n >> m;

for (int i=1; i<=m; i++)

{

cin >> u >> v;

graph[u].push\_back(v);

graph[v].push\_back(u);

}

cout << (bfs(1) ? "yes" : "no") << endl;

return 0;

}

## 1004. Knight Moves

Time Limit: 1sec Memory Limit:32MB

Description

A friend of you is doing research on the Traveling Knight Problem (TKP) where you are to find the shortest closed tour of knight moves that visits each square of a given set of n squares on a chessboard exactly once. He thinks that the most difficult part of the problem is determining the smallest number of knight moves between two given squares and that, once you have accomplished this, finding the tour would be easy. Of course you know that it is vice versa. So you offer him to write a program that solves the "difficult" part. Your job is to write a program that takes two squares a and b as input and then determines the number of knight moves on a shortest route from a to b.

Input

There are multiple test cases. The first line contains an integer T, indicating the number of test cases. Each test case consists of one line containing two squares separated by one space. A square is a string consisting of a letter (a-h) representing the column and a digit (1-8) representing the row on the chessboard.

Output

For each test case, print one line saying "To get from xx to yy takes n knight moves.".

Sample Input

8

e2 e4

a1 b2

b2 c3

a1 h8

a1 h7

h8 a1

b1 c3

f6 f6

Sample Output

To get from e2 to e4 takes 2 knight moves.

To get from a1 to b2 takes 4 knight moves.

To get from b2 to c3 takes 2 knight moves.

To get from a1 to h8 takes 6 knight moves.

To get from a1 to h7 takes 5 knight moves.

To get from h8 to a1 takes 6 knight moves.

To get from b1 to c3 takes 1 knight moves.

To get from f6 to f6 takes 0 knight moves.

Source Code

#include <stdio.h>

#include <memory.h>

#include <vector>

using namespace std;

const int MAXN = 8;

int front,rear,minstep;

int color[9][9];

const int searchTable[8][2] = {{-1,-2},{-2,-1},{-2,1},{-1,2},{1,2},{2,1},{2,-1},{1,-2}};

struct node

{

int x,y,step;

}que[100],temp;

int bfs(int sx,int sy,int ex,int ey,int step)

{

if(sx == ex && sy == ey)

{

minstep = step;

return 0;

}

struct node q;

color[sx][sy] = 1;

temp.x = sx;

temp.y = sy;

temp.step = step;

que[rear++] = temp;

while(front < rear)

{

temp = que[front++];

for(int i = 0;i < 8;i++)

{

q.x = temp.x + searchTable[i][0];

q.y = temp.y + searchTable[i][1];

q.step = temp.step + 1;

if(q.x < 1 || q.y < 1 || q.x > 8 || q.y > 8 || color[q.x][q.y]) continue;

if(q.x == ex && q.y == ey)

{

minstep = q.step;

return 0;

}

que[rear++] = q;

color[q.x][q.y] = 1;

}

}

}

int main()

{

char ch1[3],ch2[3];

int sx,sy,ex,ey,t;

scanf("%d",&t);

while(t--)

{

minstep = 0;

scanf("%s%s",&ch1,&ch2);

memset(color,0,sizeof(color));

memset(que,0,sizeof(que));

front = rear = 0;

sx = ch1[0] - 'a' + 1;

sy = ch1[1] - '0';

ex = ch2[0] - 'a' + 1;

ey = ch2[1] - '0';

bfs(sx,sy,ex,ey,0);

printf("To get from %s to %s takes %d knight moves.\n",ch1,ch2,minstep);

}

// system("pause");

return 0;

}

## 1005. 有向图边的分类

Time Limit: 1sec Memory Limit:256MB

Description

输入一个有向图，从顶点1开始做dfs对边进行分类。

Input

输入的第一行包含两个整数n和m，n是图的顶点数，m是边数。1<=n<=100，0<=m<=10000。

接下来的m行，每行是一个数对u v，表示存在有向边(u,v)。顶点编号从1开始。

接下来的1行，包含一个整数k，表示会查询k条边的类型。

接下来的k行，每行是一个数对u v，表示查询边u v的类型。

Output

对每条查询的边，单独一行输出边的类型，参见输出样例。

Sample Input

4 6

1 2

2 3

3 1

1 3

1 4

4 2

4

1 2

3 1

1 3

4 2

Sample Output

edge (1,2) is Tree Edge

edge (3,1) is Back Edge

edge (1,3) is Down Edge

edge (4,2) is Cross Edge

Source Code

#include <cstdio>

#include <cstring>

using namespace std;

const int V = 1110;

int edge[V][V], parent[V], pre[V], post[V], tag;

int n, m, k, u, v;

void read()

{

memset(edge,0,sizeof(edge));

scanf("%d%d",&n,&m);

for(int i=0;i<m;i++)

{

scanf("%d%d",&u,&v);

edge[u][v] = 1;

}

}

/\*

DAG的深度有限搜索标记

INIT: edge[][]邻接矩阵；pre[], post[], tag全置0;

CALL: dfstag(i,n); pre/post: 开始/结束时间

\*/

void dfstag(int cur, int n)

{

// vertex 1 ~ n

pre[cur] = ++tag;

for (int i=1; i<=n; ++i) if (edge[cur][i]==1) {

if (0 == pre[i]) {

parent[i] = cur;

edge[cur][i]=-1;//printf("edge (%d,%d) is Tree Edge\n",cur,i);

dfstag(i,n);

} else {

if (0 == post[i]) edge[cur][i]=-2;//printf("edge (%d,%d) is Back Edge\n",cur,i);

else if (pre[i] > pre[cur]) edge[cur][i]=-3;//printf("edge (%d,%d) is Down Edge\n",cur,i);

else edge[cur][i]=-4;//printf("edge (%d,%d) is Cross Edge\n",cur,i);

}

}

post[cur] = ++tag;

}

int dfs(int n)

{

memset(parent,-1,sizeof(pre));

memset(pre,0,sizeof(pre));

memset(post,0,sizeof(post));

tag = 0;

for(int i=1; i<=n; i++)

if (parent[i]==-1) dfstag(i,n);

}

//char\* edgetype[] = {"Tree Edge","Back Edge","Down Edge","Cross Edge"};

void print(int a[])

{

for(int i=1; i<=n; i++)

printf("%d ",a[i]);

printf("\n");

}

int main()

{

memset(edge,0,sizeof(edge));

scanf("%d%d",&n,&m);

for(int i=0;i<m;i++)

{

scanf("%d%d",&u,&v);

edge[u][v] = 1;

}

dfs(n);

scanf("%d",&k);

for(int i=0; i<k; i++)

{

scanf("%d%d",&u,&v);

if (edge[u][v]==-1) printf("edge (%d,%d) is Tree Edge\n",u,v);

else if (edge[u][v]==-2) printf("edge (%d,%d) is Back Edge\n",u,v);

else if (edge[u][v]==-3) printf("edge (%d,%d) is Down Edge\n",u,v);

else if (edge[u][v]==-4) printf("edge (%d,%d) is Cross Edge\n",u,v);

}

return 0;

}

## 1006. DAG?

Time Limit: 1sec Memory Limit:256MB

Description

输入一个有向图，判断该图是否是有向无环图(Directed Acyclic Graph)。

Input

输入的第一行包含两个整数n和m，n是图的顶点数，m是边数。1<=n<=100，0<=m<=10000。

接下来的m行，每行是一个数对u v，表示存在有向边(u,v)。顶点编号从1开始。

Output

如果图是DAG，输出1，否则输出0

Sample Input

3 3

1 2

2 3

3 1

Sample Output

0

Source Code

#include <iostream>

#include <cstdio>

#include <cstring>

using namespace std;

const int V = 1110;

int edge[V][V], parent[V], pre[V], post[V], tag;

bool isDAG;

int n, m, u, v;

void read()

{

memset(edge,0,sizeof(edge));

scanf("%d%d",&n,&m);

for(int i=0;i<m;i++)

{

scanf("%d%d",&u,&v);

edge[u][v] = 1;

}

}

/\*

DAG的深度有限搜索标记

INIT: edge[][]邻接矩阵；pre[], post[], tag全置0;

CALL: dfstag(i,n); pre/post: 开始/结束时间

\*/

void dfstag(int cur, int n)

{

// vertex 1 ~ n

pre[cur] = ++tag;

for (int i=1; i<=n; ++i) if (edge[cur][i]) {

if (0 == pre[i]) {

parent[i] = cur;

//printf("edge (%d,%d) is Tree Edge\n",cur,i);

dfstag(i,n);

} else {

if (0 == post[i]) isDAG=false;//printf("edge (%d,%d) is Back Edge\n",cur,i);

else if (pre[i] > pre[cur]) ;//printf("edge (%d,%d) is Down Edge\n",cur,i);

else ;//printf("edge (%d,%d) is Cross Edge\n",cur,i);

}

}

post[cur] = ++tag;

}

int dfs(int n)

{

memset(parent,-1,sizeof(pre));

memset(pre,0,sizeof(pre));

memset(post,0,sizeof(post));

tag = 0;

for(int i=1; i<=n; i++)

if (parent[i]==-1) dfstag(i,n);

}

int main()

{

read();

isDAG=true;

dfs(n);

cout <<isDAG << endl;

}

## 1007. sicily . Magic Island

Time Limit: 1sec Memory Limit:32MB

Description

There are N cities and N-1 roads in Magic-Island. You can go from one city to any other. One road only connects two cities. One day, The king of magic-island want to visit the island from the capital. No road is visited twice. Do you know the longest distance the king can go.

Input

There are several test cases in the input

A test case starts with two numbers N and K. (1<=N<=10000, 1<=K<=N). The cities is denoted from 1 to N. K is the capital.

The next N-1 lines each contain three numbers X, Y, D, meaning that there is a road between city-X and city-Y and the distance of the road is D. D is a positive integer which is not bigger than 1000.

Input will be ended by the end of file.

Output

One number per line for each test case, the longest distance the king can go.

Sample Input

3 1

1 2 10

1 3 20

Sample Output

20

Source Code

#include <iostream>

#include <algorithm>

#include <vector>

#include <queue>

using namespace std;

const int inf=1000000000;

const int N=10001;

int n,s;

int d[N];

vector<int> vout[N];

vector<int> eout[N];

int best[N];

queue<int> q;

int main()

{

//freopen("1024.in","r",stdin);

while (scanf("%d%d",&n,&s)!=EOF)

{

s--;

fill(vout,vout+n,vector<int>());

fill(eout,eout+n,vector<int>());

for (int e=0; e<n-1; e++)

{

int u,v;

scanf("%d%d%d",&u,&v,&d[e]);

u--; v--;

vout[u].push\_back(v);

vout[v].push\_back(u);

eout[u].push\_back(e);

eout[v].push\_back(e);

}

fill(best,best+n,inf);

q.push(s);

best[s]=0;

while (!q.empty())

{

int u=q.front();

for (int x=0; x<vout[u].size(); x++)

{

int v=vout[u][x];

int e=eout[u][x];

if (best[v] > best[u]+d[e])

{

best[v] = best[u]+d[e];

q.push(v);

}

}

q.pop();

}

printf("%d\n",\*max\_element(best,best+n));

}

//while(1);

return 0;

}

## 1008. Forest

Time Limit: 1sec Memory Limit:32MB

Description

In the field of computer science, forest is important and deeply researched , it is a model for many data structures . Now it’s your job here to calculate the depth and width of given forests.

Precisely, a forest here is a directed graph with neither loop nor two edges pointing to the same node. Nodes with no edge pointing to are roots, we define that roots are at level 0 . If there’s an edge points from node A to node B , then node B is called a child of node A , and we define that B is at level (k+1) if and only if A is at level k .

We define the depth of a forest is the maximum level number of all the nodes , the width of a forest is the maximum number of nodes at the same level.

Input

There’re several test cases. For each case, in the first line there are two integer numbers n and m (1≤n≤100, 0≤m≤100, m≤n\*n) indicating the number of nodes and edges respectively , then m lines followed , for each line of these m lines there are two integer numbers a and b (1≤a,b≤n)indicating there’s an edge pointing from a to b. Nodes are represented by numbers between 1 and n .n=0 indicates end of input.

Output

For each case output one line of answer , if it’s not a forest , i.e. there’s at least one loop or two edges pointing to the same node, output “INVALID”(without quotation mark), otherwise output the depth and width of the forest, separated by a white space.

Sample Input

1 0

1 1

1 1

3 1

1 3

2 2

1 2

2 1

0 88

Sample Output

0 1

INVALID

1 2

INVALID

Source Code

#include <iostream>

#include <cstdio>

#include <cstring>

#include <string>

#include <vector>

#include <queue>

#include <algorithm>

#include <utility>

using namespace std;

const int inf = 1000000000;

const int N = 100;

int n, m;

int deg[N];

vector<int> vout[N];

int d[N];

int w[N];

bool run(int& depth, int& width)

{

//check degree

for (int v=0; v<n; v++)

if (deg[v]>1) return 0;

//init

fill(d, d+n, inf);

fill(w, w+n, 0);

depth = 0;

//bfs

for (int s=0; s<n; s++)

{

if (deg[s]==0)

{

d[s] = 0;

w[0]++;

queue<int> q;

q.push(s);

while (!q.empty())

{

int u = q.front();

for (int x=0; x<vout[u].size(); x++)

{

int v = vout[u][x];

d[v] = d[u] + 1;

w[d[v]]++;

depth = max(depth, d[v]);

q.push(v);

}

q.pop();

}

}

}

//check loop

for (int v=0; v<n; v++)

if (d[v] >= inf) return 0;

//find width

width = \*max\_element(w, w+depth+1);

return 1;

}

int main()

{

while (scanf("%d%d", &n, &m), n)

{

//init

memset(deg, 0, n\*sizeof(int));

fill(vout, vout+n, vector<int>());

//add edges

while (m--)

{

int u, v;

scanf("%d%d", &u, &v);

u--; v--;

vout[u].push\_back(v);

deg[v]++;

}

//run

int depth, width;

if (run(depth, width))

{

printf("%d %d\n", depth, width);

}

else

{

printf("INVALID\n");

}

}

return 0;

}

## 1009. sicily 1424. 奖金

Time Limit: 1sec Memory Limit:32MB

Description

由于无敌的凡凡在2005年世界英俊帅气男总决选中胜出，Yali Company总经理Mr.Z心情好，决定给每位员工发奖金。公司决定以每个人本年在公司的贡献为标准来计算他们得到奖金的多少。

于是Mr.Z下令召开m方会谈。每位参加会谈的代表提出了自己的意见：“我认为员工a的奖金应该比b高！”Mr.Z决定要找出一种奖金方案，满足各位代表的意见，且同时使得总奖金数最少。每位员工奖金最少为100元。

数据满足n<=10000，m<=20000。

Input

第一行两个整数n,m，表示员工总数和代表数；

以下m行，每行2个整数a,b，表示某个代表认为第a号员工奖金应该比第b号员工高。

Output

若无法找到合法方案，则输出“Poor Xed”；否则输出一个数表示最少总奖金。

Sample Input

2 1

1 2

Sample Output

201

Source Code

#include <iostream>

#include <vector>

#include <queue>

#include <stdio.h>

using namespace std;

const int N=10000;

int n,m;

vector<int> vout[N];

int vin\_n[N];

bool visited[N],checked[N];

int f[N];

bool inQ[N];

queue<int> q;

bool loop(int i)

{

if (visited[i]) return 1;

if (checked[i]) return 0;

visited[i]=1;

for (int x=0; x<vout[i].size(); x++)

{

int& j=vout[i][x];

if (loop(j)) return 1;

}

visited[i]=0;

checked[i]=1;

return 0;

}

bool valid()

{

fill(checked,checked+N,0);

fill(visited,visited+N,0);

for (int i=0; i<n; i++)

{

if (loop(i)) return 0;

}

return 1;

}

void flood()

{

fill(f,f+n,0);

fill(inQ,inQ+n,0);

for (int i=0; i<n; i++)

{

if (vin\_n[i]==0)

{

q.push(i);

inQ[i]=1;

}

}

while (!q.empty())

{

int u=q.front();

for (int x=0; x<vout[u].size(); x++)

{

int v=vout[u][x];

if (f[v] < f[u]+1)

{

f[v] = f[u]+1;

if (!inQ[v])

{

q.push(v);

inQ[v]=1;

}

}

}

q.pop();

inQ[u]=0;

}

}

int main()

{

scanf("%d%d",&n,&m);

fill(vin\_n,vin\_n+n,0);

for (int i=0; i<m; i++)

{

int a,b;

scanf("%d%d",&a,&b);

a--;

b--;

vout[b].push\_back(a);

vin\_n[a]++;

}

if (valid())

{

flood();

int sum=n\*100;

for (int i=0; i<n; i++)

sum+=f[i];

printf("%d\n", sum);

}

else

{

printf("Poor Xed\n");

}

return 0;

}

## 1011. sicily 1090. Highways

Time Limit: 1sec Memory Limit:32MB

Description

The island nation of Flatopia is perfectly flat. Unfortunately, Flatopia has no public highways. So the traffic is difficult in Flatopia. The Flatopian government is aware of this problem. They're planning to build some highways so that it will be possible to drive between any pair of towns without leaving the highway system.

Flatopian towns are numbered from 1 to N. Each highway connects exactly two towns. All highways follow straight lines. All highways can be used in both directions. Highways can freely cross each other, but a driver can only switch between highways at a town that is located at the end of both highways.

The Flatopian government wants to minimize the length of the longest highway to be built. However, they want to guarantee that every town is highway-reachable from every other town.

Input

The first line is an integer N (3 <= N <= 500), which is the number of villages. Then come N lines, the i-th of which contains N integers, and the j-th of these N integers is the distance (the distance should be an integer within [1, 65536]) between village i and village j.

Output

You should output a line contains an integer, which is the length of the longest road to be built such that all the villages are connected, and this value is minimum.

This problem contains multiple test cases!

The first line of a multiple input is an integer T, then a blank line followed by T input blocks. Each input block is in the format indicated in the problem description. There is a blank line between input blocks.

The output format consists of T output blocks. There is a blank line between output blocks.

Sample Input

1

3

0 990 692

990 0 179

692 179 0

Sample Output

692

Source Code

#include <iostream>

#include <queue>

using namespace std;

const int N = 500;

int n;

int d[N][N];

class edge

{

public:

int u, v;

edge(int u, int v)

{

this->u = u;

this->v = v;

}

};

bool operator<(const edge& a, const edge& b)

{

return d[a.u][a.v] > d[b.u][b.v];

}

bool t[N];

priority\_queue<edge> q;

void take(int u)

{

t[u] = 1;

for (int v=0; v<n; v++)

{

if (!t[v]) q.push(edge(u, v));

}

}

int main()

{

int T; scanf("%d", &T);

for (int c=0; c<T; c++)

{

//input

scanf("%d", &n);

for (int u=0; u<n; u++)

for (int v=0; v<n; v++)

scanf("%d", &d[u][v]);

//initialize

memset(t, 0, sizeof(t));

q = priority\_queue<edge>();

//prim

take(0);

int dmax = 0;

for (int e=0; e<n-1; e++)

{

int u, v;

do

{

u = q.top().u;

v = q.top().v;

q.pop();

} while (t[u] && t[v]);

take(!t[u] ? u : v);

dmax = max(dmax, d[u][v]);

}

//output

if (c) printf("\n");

printf("%d\n", dmax);

}

return 0;

}

//Kruskal for MST

#include <iostream>

#include <vector>

#include <algorithm>

using namespace std;

class edge

{

public:

int u, v, w;

edge(int u, int v, int w)

{

this->u = u;

this->v = v;

this->w = w;

}

};

bool operator<(const edge& a, const edge& b)

{

return a.w < b.w;

}

const int N = 500;

int n;

vector<edge> e;

int p[N], r[N];

int root(int x)

{

if (p[x] == x) return x;

return p[x] = root(p[x]);

}

void merge(int x, int y)

{

x = root(x);

y = root(y);

if (r[x] < r[y])

{

p[x] = y;

}

else if (r[x] > r[y])

{

p[y] = x;

}

else

{

p[y] = x;

r[x]++;

}

}

int main()

{

int T; scanf("%d", &T);

for (int c=0; c<T; c++)

{

//clear

e.clear();

//input

scanf("%d", &n);

for (int u=0; u<n; u++)

for (int v=0; v<n; v++)

{

int w;

scanf("%d", &w);

if (u < v) e.push\_back(edge(u, v, w));

}

//sort edges

sort(e.begin(), e.end());

//init forest

for (int x=0; x<n; x++)

{

p[x] = x;

r[x] = 0;

}

//kruskal

int wmax = 0;

int k = 0;

for (int i=0; k<n-1 && i<e.size(); i++)

{

int u = e[i].u;

int v = e[i].v;

int w = e[i].w;

if (root(u) != root(v))

{

merge(u, v);

k++;

wmax = w;

}

}

//output

if (c) printf("\n");

printf("%d\n", wmax);

}

return 0;

}

## 1012. Robot

Time Limit: 1sec Memory Limit:32MB

Description

Karell Incorporated has designed a new exploration robot that has the ability to explore new terrains, this new robot can move in all kinds of terrain, it only needs more fuel to move in rough terrains, and less fuel in plain terrains. The only problem this robot has is that it can only move orthogonally, the robot can only move to the grids that are at the North, East, South or West of its position.

The Karell`s robot can communicate to a satellite dish to have a picture of the terrain that is going to explore, so it can select the best route to the ending point, The robot always choose the path that needs the minimum fuel to complete its exploration, however the scientist that are experimenting with the robot, need a program that computes the path that would need the minimum amount of fuel. The maximum amount of fuel that the robot can handle is 9999 units

The Terrain that the robot receives from the satellite is divided into a grid, where each cell of the grid is assigned to the amount of fuel the robot would need to pass thought that cell. The robot also receives the starting and ending coordinates of the exploration area.

![http://www.soj.me/UserFiles/4748/1004_1.gif](data:image/gif;base64,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)

Path Example

From (1,1) to (5,5)

Fuel needed 10

Input

The first line of the input file is the number of tests that must be examined.

The first line of the test is the number of rows and columns that the grid will contain. The rows and columns will be 0 < row100 , 0 < column100

The next lines are the data of the terrain grid

The last line of the test has the starting and ending coordinates.

Output

One line, for each test will have the amount of fuel needed by the robot

Sample Input

3

5 5

1 1 5 3 2

4 1 4 2 6

3 1 1 3 3

5 2 3 1 2

2 1 1 1 1

1 1 5 5

5 4

2 2 15 1

5 1 15 1

5 3 10 1

5 2 1 1

8 13 2 15

1 1 1 4

10 10

1 1 1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 1 1 1

1 1 10 10

Sample Output

10

15

19

Source Code

#include <iostream>

#include <queue>

using namespace std;

const int inf = 1000000000;

const int N = 100;

const int dy[4]={0,1,0,-1};

const int dx[4]={1,0,-1,0};

int n,m,a[N][N];

int sx,sy,tx,ty;

queue<int> q;

int best[N][N];

bool inCourt(int y, int x)

{

return 0<=y && y<n && 0<=x && x<m;

}

int main()

{

int T;

cin>>T;

while (T--)

{

cin>>n>>m;

for (int i=0; i<n; i++)

for (int j=0; j<m; j++)

{

cin>>a[i][j];

best[i][j]=inf;

}

//cin>>sx>>sy>>tx>>ty;

cin>>sy>>sx>>ty>>tx;

sx--; sy--; tx--; ty--;

q.push(sy\*m+sx);

best[sy][sx]=a[sy][sx];

while (!q.empty())

{

int u=q.front();

int y=u/m;

int x=u%m;

for (int d=0; d<4; d++)

{

int y1=y+dy[d];

int x1=x+dx[d];

if (inCourt(y1,x1) && best[y1][x1] > best[y][x]+a[y1][x1])

{

best[y1][x1] = best[y][x]+a[y1][x1];

q.push(y1\*m+x1);

}

}

q.pop();

}

cout<<best[ty][tx]<<endl;

}

return 0;

}

## 1013. sicily 1031. Campus

Time Limit: 1sec Memory Limit:32MB

Description

At present, Zhongshan University has 4 campuses with a total area of 6.17 square kilometers sitting respectively on both sides of the Pearl River or facing the South China Sea. The Guangzhou South Campus covers an area of 1.17 square kilometers, the North Campus covers an area of 0.39 square kilometers, the Guangzhou East Campus has an area of 1.13 square kilometers and the Zhuhai Campus covers an area of 3.48 square kilometers. All campuses have exuberance of green trees, abundance of lawns and beautiful sceneries, and are ideal for molding the temperaments, studying and doing research.
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Input

The first line of the input is a positive integer C. C is the number of test cases followed. In each test case, the first line is a positive integer N (0<N<=100) that represents the number of roads. After that, N lines follow. The i-th(1<=i<=N) line contains two strings Si, Ti and one integer Di (0<=Di<=100). It means that there is a road whose length is Di between Si and Ti. Finally, there are two strings S and T, you have to find the shortest path between S and T. S, T, Si(1<=i<=N) and Ti(1<=i<=N) are all given in the following format: str\_Campus.str\_Place. str\_Campus represents the name of the campus, and str\_Place represents the place in str\_Campus. str\_Campus is "North", "South", "East" or "Zhuhai". str\_Place is a string which has less than one hundred lowercase characters from "a-z". You can assume that there is at most one road directly between any two places.

Output

The output of the program should consist of C lines, one line for each test case. For each test case, the output is a single line containing one integer. If there is a path between S and T, output the length of the shortest path between them. Otherwise just output "-1" (without quotation mark). No redundant spaces are needed.

Sample Input

1

2

South.xiaolitang South.xiongdelong 2

South.xiongdelong Zhuhai.liyuan 100

South.xiongdelong South.xiaolitang

Sample Output

2

Source Code

#include <iostream>

#include <string>

#include <map>

#include <queue>

#include <vector>

#include <algorithm>

using namespace std;

const int N=202, M=100;

int n,m,s,t;

map<string,int> f;

int d[N][N];

vector<int> vout[N];

int best[N];

queue<int> q;

int main()

{

int T;

cin>>T;

while (T--)

{

//initialize

f.clear();

fill(vout,vout+N,vector<int>());

//input

string a,b;

cin>>m;

while (m--)

{

cin>>a>>b;

if (f.find(a)==f.end()) f[a]=f.size()-1;

if (f.find(b)==f.end()) f[b]=f.size()-1;

int u,v;

u=f[a];

v=f[b];

vout[u].push\_back(v);

vout[v].push\_back(u);

cin>>d[u][v];

d[v][u]=d[u][v];

}

cin>>a>>b;

if (f.find(a)==f.end()) f[a]=f.size()-1;

if (f.find(b)==f.end()) f[b]=f.size()-1;

s=f[a];

t=f[b];

n=f.size();

//initialize

fill(best,best+n,INT\_MAX);

best[s]=0;

//bfs

q.push(s);

while (!q.empty())

{

int u=q.front();

for (int x=0; x<vout[u].size(); x++)

{

int v=vout[u][x];

if (best[v] > best[u]+d[u][v])

{

best[v] = best[u]+d[u][v];

q.push(v);

}

}

q.pop();

}

cout<<(best[t]!=INT\_MAX ? best[t] : -1)<<endl;

}

return 0;

}