**Inventar Server**

Haupt-Folder:

InventarServerMain

Hier startet das Program, lädt Libaries, MongoDB und den Server

public static void Main(string[] args): Ladet die Library fürs Excel lesen und speichert sich eine Instance auf das ganze Programm, damit innerhalb im public Kontext und außerhalb im statischen Kontext gearbeitet werden kann

public static MongoClient GetMongoDB(): Vereinfacht Zugriff auf die MongoDB Datenbank

public InventarServerMain(): Ladet MongoDB und startet den Server auf einem vorbestimmten Port (Standart-Port: 10000)

Server-Folder:

AdminTest

Ermöglicht den Zugriff auf Admin-Datenbank-Funktionen

public static void CreateAdminUserDatabase(): Erstellt die Super-Admins Database, wird für Setup benötigt, da ansonsten keine neuen Datenbanken angelegt werden können

Client

Sorgt für die Command-based Kommunikationen zwischen dem Server und den Clients

public Client(TcpClient \_client, CommandManager \_cmdManager): Lädt Client und startet die weiter Kommunikationen in seinem eigenen Thread

private void ClientRoutine():

1. Startet RSA Kommunikation (siehe Punkt RSA)
2. Loggt sich bei einer Datenbank mit einem User ein und schaut ob der Login ok ist
3. Startet Schleife die erst endet, wenn die Verbindung beendet ist
   1. Liest Command aus und gibt in an die Zugehörige Command Klasse weiter

private void Close(): Schließt die Verbindung

Server

Startet den Server und gibt neue Verbindungen als Client weiter

public Server(string \_domain, int \_port): Startet den Server mit einer Domain auf einem vorgegebenen Port

public Server(int \_port): Startet den Server im localhost auf einem vorgegebenen Port

private void StartServer(string \_domain, int \_port):

1. Startet den Server mit einer Domain auf einem vorgegebenen Port
2. Startet die weitere Kommunikation in seinem eigenen Thread
3. Lädt alle Commands

private void ServerRoutine(): Akzeptiert neue Verbindungen und registriert diese als Clients

public static void WriteLine(string \_s, params object[] \_args): Schreibt Nachricht and Console, aber nur wenn sich das Programm im DEBUG mode befindet

StreamHelper

RSAHelper kann nur byte arrays schicken, der StreamHelper ermöglicht es nun komplexere Daten zu schicken

public StreamHelper(RSAHelper \_helper): Erstellt Objekte die beim umwandeln der Daten in byte arrays helfen

public void SendByteArray(byte[] \_bytes): Sendet eine byte array

public byte[] ReadByteArray(): Liest eine byte array

public void SendString(string \_s): Sendet einen String im ASCII Format

public string ReadString(): Liest einen String im ASCII Format

public void SendInt(int \_x): Sendet einen Integer

public int ReadInt(): Liest einen Integer

Security-Folder:

RSA

Sorgt für eine verschlüsselte Kommunikation, verwendet wird das RSA verfahren (siehe Punkt RSA)

public RSA(): Erstellt das RSA Verschlüsselungs-Objekt von C#, erzeugt einen Public-Key für die Kommunikation

public RSA(string publicKey): Macht das gleich wie nur RSA(), diesmal ist der Public-Key allerdings vorgegeben

public byte[] Encrypt(byte[] \_data): Verschlüsselt eine byte array

public byte[] Decrypt(byte[] \_data): Entschlüsselt eine byte array

RSAHelper

Initialisiert die Verschlüsselung und das Austausch-Protokoll wird hier eingeleitet (siehe Punkt RSA)

public RSAHelper(NetworkStream \_stream): Erstellt Objekte zur Ver- und Entschlüsselung

public void SetupServer(): Kümmert sich um die Server Seite des Austausch-Protokolls (siehe Punkt RSA)

public void SetupClient(): Kümmert sich um die Client Seite des Austausch-Protokolls (siehe Punkt RSA)

public byte[] ReadBytes(int \_amount): Liest eine gewisse Anzahl an unverschlüsselten Bytes

private int Read2Bytes(): Liest 2 bytes und wandelt diese in einen Integer um

private void WriteBytes(byte[] \_data): Schreibt eine unverschlüsselte byte array

private void Write2Bytes(int \_x): Schreibt die letzten 2 bytes des Integers (least significant bytes) unverschlüsselt

private void WriteEncryptedBytes(byte[] \_data): Schreibt eine verschlüsselte byte array, die maximal 86 bytes groß ist

private byte[] ReadDecryptedBytes(): Liest 128 bytes auf einmal, die auf 86 verschlüsselte bytes gesenkt werden

public void WriteByteArray(byte[] \_data): Schreibt beliebig große byte array, das große byte array wird in kleinere, maximal 86 bytes lange byte arrays aufgeteilt und einzeln geschickt (siehe Punkt RSA)

public byte[] ReadByteArray(): Liest eine beliebig großes byte array, die kleinen byte arrays vom Senden werden zu einem großen zusammengefasst

Validator

Wird verwendet um Emails, Usernamen und Passwörter auf Korrektheit zu überprüfen

public static bool ValidateUsername(string \_username):

1. Länge 2 bis 20 Zeichen
2. Erlaubt sind:
   1. Großbuchstaben
   2. Kleinbuchstaben
   3. Zahlen
   4. Underscore (\_)
3. Ein Name darf nicht mit Underscore (\_) starten

public static bool ValidateEmail(string \_email): Standard Email Validation laut C#

public static bool ValidatePassword(string \_password):

1. Länge 6 bis 20
2. Muss enthalten:
   1. Großbuchstaben
   2. Kleinbuchstaben
   3. Zahlen
   4. Sonderzeichen (!@#$%^&\*()\_+=\[{\]};:<>|./?,-)

Database-Folder:

Collection

Erleichtert den Zugriff auf die Collections von MongoDB

public Collection(IMongoCollection<BsonDocument> \_collection): Speichert die Collection für späteren Zugriff

public BsonDocument FindOne(string \_filterCriterium, string \_name): Sucht nach einem Dokument in der Collection, das Filter-Kriterium muss stimmen

public void AddOne(BsonDocument \_doc): Fügt ein Dokument der Collection hinzu

public List<BsonDocument> GetAll(): Gibt eine Liste aller Dokumente der Collection zurück

public void UpdateEntry(string \_filterCriterium, string \_name, BsonDocument \_newDoc): Ersetzt ein Dokumente, bei dem das Filter-Kriterium übereinstimmt

public void RemoveOne(string \_filterCriterium, string \_name): Entfernt ein Dokument von der Collection, bei dem das Filter-Kriterium übereinstimmt

Database

Erleichtert den Zugriff auf die Datenbanken von MongoDB

public Database(string \_name): Lädt eine Datenbank mit dem gleichen Namen

public LoginError Login(User \_u): Schaut ob der Login von einem User ok ist (siehe Punkt Secure Password Storing)

public string Hash(string \_salt, string \_password): Hashed ein Passwort, das Passwort wird vorher gepeppered und gesalted, im Moment wird 10000 mal gehashed

public string GenerateRandomSalt(): Erzeugt ein zufälliges, 32 byte langes Salt, dass in Base64 abgespeichert wird

public Collection GetCollection(string \_name): Lädt eine Collection mit dem gleichen Namen, falls die Collection nicht existiert wird sie neu erzeugt

public MongoClient Mongo(): Gibt die Haupt-Instanz von MongoDB zurück

public bool Exists(): Gibt an, ob die jetzige Datenbank überhaupt existiert

public void CreateNewDatabase(): Erstellt die Datenbank, erzeugt die Standart-Collections und erstellt eine Master-Item-Collection (siehe Punkt Datenbank Aufbau)

public ValidateError AddUser(string \_email, string \_username, string \_password): Überprüft ob die Email, der Nutzename und das Paswwort ok sind, falls ja wird ein neuer User erzeugt und zur User-Collection hinzugefügt

private ValidateError EmailOrUsernameUsed(string \_email, string \_username): Schaut ob ein anderer User schon die gleiche Email oder dem gleichen Nutzernamen verwendet hat

public List<UserData> GetUserData(): Gibt die sehbaren Daten aller Users zurück

public List<string> ListItemCollections(): Erzeugt eine Liste, die die Namen der Item-Collections speichert

public List<string> ListItemCollections(User \_u): Erzeugt eine Liste, die die Namen der Item-Collections speichert, allerdings erhält diese Liste nur die Collections für die der User auch Rechte hat

public ItemCollection GetItemCollection(string \_name): Gibt die Item-Collection mit dem gleichen Namen zurück#

public void AddItem(Item \_i): Fügt ein Item der Korrekten Item-Collection hinzu

DatabaseHelper

Bietet Funktionen die den Zugriff auf MongoDB vereinfachen

public static List<string> ListAllDatabases(): Gibt eine Liste der Namen aller Datenbanken zurück

public static List<string> ListUseableDatabases(): Gibt eine Liste der Namen aller benutzbaren Datenbanken zurück. MongoDB hat Standartmäßig bereits 3 Datenbanken, nämlich admin, config und local, diese sollen nicht gelistet werden

LoginError (enum)

Definiert die Fehler-Typen, die beim Zugriff auf eine Datenbank entstehen können

NONE: Kein Fehler

WRONG\_DATABASE: Datenbank existiert nicht

WRONG\_USERNAME: Username oder Email ist Falsch

WRONG\_PASSWORD: Passwort ist Falsch

UNKNOWN: Ein Unbekannter Fehler

Excel Helper

Ermöglicht das Lesen von Excel Dateien um das Hinzufügen von mehrere Items auf einmal zu ermöglichen

public static void Setup(): Registriert das Encoding für Excel

public static List<Item> LoadExcel(string \_name, string \_filename): Lädt die Items aus einer Excel Datei

Item

Speichert die Daten eines Items plus ein paar extra Details (siehe Punkt Datenbank Aufbau)

public Item(): Erstellt ein neues Item mit den Standart Werten

public Item(BsonDocument \_doc): Erstellt ein neues Item mit den Werten aus dem Dokument einer Item-Collection

public Item(object[] data): Erstellt ein neues Item von den Daten in einer Excel Zeile

public string[] ToStrings(): Wandelt das Item in ein string array um, um die Darstellung zu erleichtern

public override string ToString(): Stellt das Item als Text dar

public BsonDocument GetItemAsBson(): Generiert ein Dokument für die Item-Collection aus den Daten des Items

public void FromBson(BsonDocument \_doc): Erstellt ein neues Item mit den Werten aus dem Dokument einer Item-Collection

public void FromExcelCol(object[] data): Erstellt ein neues Item von den Daten in einer Excel Zeile

public void LoadImages(BsonDocument \_doc): Lädt die Bilder eines Items, werden Standartmäßig nicht geladen, da dies realitv lange Zeit braucht

public void GenerateID(): Erstellt eine neue ID für ein Item

public byte[] ToByteArray(): Wandelt das Item in eine byte array um

ItemCollection

Erleichtert den Zugriff auf die Item-Collections in der items-Collection

public ItemCollection(Database \_db, BsonDocument \_collection)