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Введение

Цель лабораторной работы – реализация трех выбранных алгоритмов сортировки числовых массивов размерностью до 1e6 целочисленных элементов. Алгоритмы относятся к разным классам сложности. В процессе работы необходимо сравнить скорости работы алгоритмов между собой в зависимости от количества элементов в сортируемом массиве. Также целью работы является построение графического представления полученной зависимости для получения выводов, которые должны практически подтвердить теоретические ожидания.

1. Теоретическая подготовка

Для выполнения работы необходимо обладать теоретической подготовкой в части понимания принципов сортировки числовых массивов различными способами, работы с циклами и условными операторами, работы с файловым вводом/выводом, юнит-тестирования функций, оценки длительности работы алгоритма. Необходимо знать принцип оценки времени исполнения программы и расчет оценки сложности алгоритма.

1. Реализация

В процессе реализации были использованы стандартная библиотека iostream для вывода результата, chrono для фиксации времени работы, cassert для проведения юнит тестирования, vector для работы со структурой данных типа вектор, fstream для файлового ввода/вывода.

2.1 Реализация алгоритма сортировки вставками

Используются 2 вложенных цикла. Внешний цикл в прямую сторону по всем элементам массива, кроме первого и внутренний цикл в обратную сторону от текущего выбранного во внешнем цикле до нулевого элемента. Дополнительным условием завершения цикла является достижение отсортированной области, идущей с начала массива. В теле цикла производится обмен значениями сравниваемых элементов массива.

vector<int> insertionSort(vector<int> array) {

    int n = array.size(); //int = 4 bytes, O(1)

    for(int i = 1; i < n; i++) { //int = 4 bytes, O(1) + O(1) + O(1) \* O(N)

        for(int j = i; j > 0 && array[j - 1] > array[j]; j--) { //int = 4 bytes, 6 \* O(1) \* среднее кол-во итераций N/2 => O(N)

            // меняем местами элементы

            swap(array[j - 1], array[j]);//O(1) \* 5

        }

    }

    //Сложность алгоритма O(N^2) =  3 \* O(1) \* O(N) \* ((6 + 5) \* O(1) \* O(N/2))

    //доп память только на вспомогательные переменные, перестановка на месте. Пространственная сложность O(1)

    return array;

}

2.2 Реализация алгоритма сортировки расческой

Используются 2 вложенных цикла. Внешний цикл итерируется по параметру step, который логарифмически уменьшается от итерации к итерации в фиксированное число 1,247. Считается, что это наилучшим образом подходящее значение для реализации алгоритма сортировки расческой. До запуска цикла в значение переменной step помещается n - количество элементов массива. Во внутреннем цикле происходит перебор элементов начиная с начала массива до элемента с индексом n – step. В теле цикла происходит сравнение элементов, отстоящих друг от друга на величину step и обмен значениями сравниваемых элементов массива при необходимости перестановки.

vector<int> combSort(vector<int> array) {

    int n = array.size(); //int = 4 bytes, O(1)

    int step = n; //int = 4 bytes, O(1)

    bool flag = false; //int = 1 byte, O(1)

    int num = 0; //int = 4 bytes, O(1)

    while (step > 1 || flag) { //O(1) \* 3

        if (step > 1) {// O(1)

            step = step \* 1000 / 1247; // O(1) \* 3

        }//O(logN) шаг уменьшается в 1,247 раз

        // cout << step << " ";

        flag = false; // O(1)

        int i = 0; //int = 4 bytes, O(1)

        while (i + step < n) { //O(1) \* 2  сложность цикла линейная O(N), среднее значение меньше N/2

            if (array[i] > array[i + step]) { //O(1) \* 3

                flag = true; //O(1)

                swap(array[i], array[i + step]); //O(1) \* 5

            }

            i++; //O(1)

        }

        // num++;

        // cout << step << " ";

    }

    //Сложность алгоритма O(N\*logN) =  6 \* O(1) \* O(logN) \* ((6 + 5) \* O(1) \* O(N/2))

    //доп память только на вспомогательные переменные, перестановка на месте. Пространственная сложность O(1)

    return array;

}

2.3 Реализация алгоритма сортировки подсчетом

Для реализации алгоритма сортировки подсчетом необходимо пройтись в цикле по исходному массиву для накопления количества встречающихся значений в накопительном массиве. Далее осуществляется проход по накопительному массиву и наполнение исходного массива значением, равным текущему индексу накопительного массива в количестве, равном текущему значению в накопительном массиве.

vector<int> countingSort(vector<int> array) {

    const int K = 1e5;// 4 byte O(1)

    vector<int> c(K+1);// K \* 4 byte + 24 byte Vector

    int n = array.size(); // 4 byte O(1)

    for (int i = 0; i < n; i++) // 4 byte once, (O(1) + O(1)) \* O(N)

        c[array[i]]++; // O(1) + O(1) + O(1)

    int b = 0;// 4 byte O(1)

    for (int i = 0; i <= K; i++) {// 4 byte once, (O(1) + O(1)) \* O(K)

        while (c[i] != 0) { //O(1) + O(1)

            array[b] = i; // Суммарно O(N)

            b++; //O(1)

            c[i]--; //O(1) + O(1)

        }

    }

    //Сложность алгоритма O(K\*N) =  5 \* O(1) \* O(N) + (4 \* O(1) \* O(K) \* 3 \* O(1) \* O(N))

    //доп память на вектор для подсчета частоты + вспомогательные переменные. Пространственная сложность O(K)

    return array;

}

1. Экспериментальная часть

Подсчёт по памяти.

Алгоритмы сортировки вставками и расческой осуществляют сортировку на месте, таким образом, память расходуется только на исходный массив N \* 4 байта, где N < 1000000 и на вспомогательные переменные. Сортировка подсчетом требует вспомогательного массива размерностью K, значение которого было задано равным 100000. Таким образом потребление памяти для такого массива составляет 4 \* 100000.

Подсчёт асимптотики.

Алгоритм сортировки вставками использует два вложенных цикла. Внешний цикл проводит N итераций, внутренний цикл N/2. Таким образом, сложность этого алгоритма O(N^2).

Сортировка расческой несмотря на то, что имеет в своем составе также 2 вложенных цикла, имеет сложность O(NlogN). Достигается это за счет изменения текущего шага сравнения в фиксированное количество раз.

Сортировка подсчетом имеет линейную асимптотику размера N \* K поскольку последовательно проходится по двум массивам – исходному размерности N и вспомогательному размерности K.

График зависимости времени от числа элементов сортируемого массива.

Согласно требованиям задания необходимо построить график зависимости времени работы алгоритмов сортировки от количества элементов массива от 1000 до 1e6 с шагом 1000.

С помощью генератора датасетов последовательно создавались массивы, включающие элементы от 0 до 1e5 и оценивались времена выполнения трех разработанных алгоритмов сортировки. Результат фиксировался в текстовом файле, который в последствие был использован для построения графика. Поскольку алгоритмы имеют различную сложность, с ростом размерности входного массива, время выполнения значительно отличалось. При достижении размера массива 1e5, алгоритм вставками достиг времени выполнения 20 секунд. Продолжать дальнейшую оценку через 1000 значений было бы крайне накладно по времени, поэтому были рассчитаны опорные точки через каждые 50000 элементов массива. Достигнув значение 600000, время выполнения составило 750 секунд и дальнейшее увеличение было нецелесообразным. Для проверки ранее вынесенного заключения о сложности алгоритма O(N^2) по точке N=100000 были рассчитаны параметры параболы T = a \* N ^ 2. Значение a составило 0,0000020748. Используя этот коэффициент с помощью MS Excel был построен график теоретический зависимости времени выполнения сортировки от значения N. Ранее полученные экспериментальные значения для размера массива > 100000 имеют максимальное отклонение от расчетного значения равное 1 %, что подтверждает корректность проведенного предположения и расчета. Экспериментальные и теоретические данные были сведены в таблицу по которой построен график зависимости. Для алгоритма сортировки вставками была выбрана вспомогательная ось значений.

График представляющий зависимость экспериментальных и теоретических значений времени работы алгоритма представлен на изображении №1.

Изображение №1 - время работы алгоритмов сортировки

Зависимость времени работы реализованных алгоритмов от числа элементов в массиве соответствует теоретической оценке сложности O(N^2), O(N\*logN) и O(K\*N).

Также в задании требовалось провести оценку времени работы алгоритмов для 50 различных массивов для каждой из размерностей 1e4 и 1e5 и отобразить на графиках формата boxplot.

Основная часть массивов была сформирована с помощью генератора датасетов. Также для корректности оценки были добавлены массивы, представляющие из себя крайние случаи –отсортированный массив и обратно сортированный массив. Результаты приведены на изображениях 2 – 7.

Для алгоритма сортировки вставками скорость работы зависит от того, насколько исходный массив предварительно отсортирован. Для сортированного массива время работы алгоритма минимально и составляет 0.5 мс даже для размера массива 1e6. Для несортированного массива – наоборот, максимально.

Алгоритм сортировки расческой и подсчетом наоборот показывают лучшие скорости на отсортированном в любом направлении массиве.
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Изображение №2 - время работы алгоритма сортировки вставками при N = 10000
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Изображение №3 - время работы алгоритма сортировки расческой при N = 10000
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Изображение №4 - время работы алгоритма сортировки подсчетом при N = 10000
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Изображение №5 - время работы алгоритма сортировки вставками при N = 100000
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Изображение №6 - время работы алгоритма сортировки расческой при N = 100000

![](data:image/png;base64,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)

Изображение №7 - время работы алгоритма сортировки подсчетом при N = 100000

Заключение

В ходе выполнения работы мною были реализованы три алгоритмы сортировки – вставками, расческой и подсчетом. Цель работы была достигнута путём тестирования на массивах с различным числом и комбинациями входных значений. В результате было показано совпадение экспериментальных результатов работы алгоритмов сортировки с расчетными. Также была проведена оценка зависимости времени работы алгоритмов сортировки для крайних значений (отсортированный и обратно сортированный ряд) и для выборки из 50 повторений.

ПРИЛОЖЕНИЕ А

Листинг кода файла lab5.cpp

#include <iostream>

#include <vector>

#include <cassert>

#include <fstream>

#include <chrono>

using namespace std;

vector<int> insertionSort(vector<int> array) {

    int n = array.size(); //int = 4 bytes, O(1)

    for(int i = 1; i < n; i++) { //int = 4 bytes, O(1) + O(1) + O(1) \* O(N)

        for(int j = i; j > 0 && array[j - 1] > array[j]; j--) { //int = 4 bytes, 6 \* O(1) \* среднее кол-во итераций N/2 => O(N)

            // меняем местами элементы

            swap(array[j - 1], array[j]);//O(1) \* 5

        }

    }

    //Сложность алгоритма O(N^2) =  3 \* O(1) \* O(N) \* ((6 + 5) \* O(1) \* O(N/2))

    //доп память только на вспомогательные переменные, перестановка на месте. Пространственная сложность O(1)

    return array;

}

/\*

//Bubble sort для сравнения с CombSort

vector<int> bubbleSort(vector<int> array) {

    int n = array.size(); //int = 4 bytes, O(1)

    for (int i = 0; i < n; i++) {//int = 4 bytes, O(1) + O(1) + O(1) \* O(N)

        for (int j = 0; j < n - 1; j++) { //int = 4 bytes, O(1) + O(1) + O(1) \* O(N)

            if (array[j] > array[j + 1]) {//O(1) \* 3

                // меняем местами элементы

                swap(array[j + 1], array[j]);//O(1) \* 5

            }

        }

        //O(N^2)

    }

    return array;

}

\*/

vector<int> combSort(vector<int> array) {

    int n = array.size(); //int = 4 bytes, O(1)

    int step = n; //int = 4 bytes, O(1)

    bool flag = false; //int = 1 byte, O(1)

    int num = 0; //int = 4 bytes, O(1)

    while (step > 1 || flag) { //O(1) \* 3

        if (step > 1) {// O(1)

            step = step \* 1000 / 1247; // O(1) \* 3

        }//O(logN) шаг уменьшается в 1,247 раз

        // cout << step << " ";

        flag = false; // O(1)

        int i = 0; //int = 4 bytes, O(1)

        while (i + step < n) { //O(1) \* 2  сложность цикла линейная O(N), среднее значение меньше N/2

            if (array[i] > array[i + step]) { //O(1) \* 3

                flag = true; //O(1)

                swap(array[i], array[i + step]); //O(1) \* 5

            }

            i++; //O(1)

        }

        // num++;

        // cout << step << " ";

    }

    //Сложность алгоритма O(N\*logN) =  6 \* O(1) \* O(logN) \* ((6 + 5) \* O(1) \* O(N/2))

    //доп память только на вспомогательные переменные, перестановка на месте. Пространственная сложность O(1)

    return array;

}

vector<int> countingSort(vector<int> array) {

    const int K = 1e5;// 4 byte O(1)

    vector<int> c(K+1);// K \* 4 byte + 24 byte Vector

    int n = array.size(); // 4 byte O(1)

    for (int i = 0; i < n; i++) // 4 byte once, (O(1) + O(1)) \* O(N)

        c[array[i]]++; // O(1) + O(1) + O(1)

    int b = 0;// 4 byte O(1)

    for (int i = 0; i <= K; i++) {// 4 byte once, (O(1) + O(1)) \* O(K)

        while (c[i] != 0) { //O(1) + O(1)

            array[b] = i; // Суммарно O(N)

            b++; //O(1)

            c[i]--; //O(1) + O(1)

        }

    }

    //Сложность алгоритма O(K\*N) =  5 \* O(1) \* O(N) + (4 \* O(1) \* O(K) \* 3 \* O(1) \* O(N))

    //доп память на вектор для подсчета частоты + вспомогательные переменные. Пространственная сложность O(K)

    return array;

}

vector<int> readDataset(string filename) {

    vector<int> input\_array;

    // Открываем файл

    ifstream in(filename.c\_str());  // O(1) - открытие файла

    // Считываем следующую строку из файла до конца.

    int number; // O(1) - создание переменной

    while(in >> number) { // O(N) - цикл while

        input\_array.push\_back(number); // O(1) - добавление строки в вектор

    }

    in.close(); //O(1) - закрытие файла

    return(input\_array);

}

//Тесты cassert

void test\_sorts()

{

    vector<int> input\_1 = {9, 0, 11, 10, 3, 2};

    vector<int> expected\_output\_1 = {0, 2, 3, 9, 10, 11};

    vector<int> result\_1\_1 = insertionSort(input\_1);

    vector<int> result\_1\_2 = combSort(input\_1);

    vector<int> result\_1\_3 = countingSort(input\_1);

    assert(

        result\_1\_1 == expected\_output\_1 &&

        result\_1\_2 == expected\_output\_1 &&

        result\_1\_3 == expected\_output\_1

        );

    cout << "test 1 is successful" << endl;

    vector<int> input\_2 = {9, 8, 3, 2, 1, 0};

    vector<int> expected\_output\_2 = {0, 1, 2, 3, 8, 9};

    vector<int> result\_2\_1 = insertionSort(input\_2);

    vector<int> result\_2\_2 = combSort(input\_2);

    vector<int> result\_2\_3 = countingSort(input\_2);

    assert(

        result\_2\_1 == expected\_output\_2 &&

        result\_2\_2 == expected\_output\_2 &&

        result\_2\_3 == expected\_output\_2

        );

    cout << "test 2 is successful" << endl;

    vector<int> input\_3 = {1, 1, 1, 1, 1, 1, 1, 1};

    vector<int> expected\_output\_3 = {1, 1, 1, 1, 1, 1, 1, 1};

    vector<int> result\_3\_1 = insertionSort(input\_3);

    vector<int> result\_3\_2 = combSort(input\_3);

    vector<int> result\_3\_3 = countingSort(input\_3);

    assert(

        result\_3\_1 == expected\_output\_3 &&

        result\_3\_2 == expected\_output\_3 &&

        result\_3\_3 == expected\_output\_3

        );

    cout << "test 3 is successful" << endl;

    vector<int> input\_4 = {};

    vector<int> expected\_output\_4 = {};

    vector<int> result\_4\_1 = insertionSort(input\_4);

    vector<int> result\_4\_2 = combSort(input\_4);

    vector<int> result\_4\_3 = countingSort(input\_4);

    assert(

        result\_4\_1 == expected\_output\_4 &&

        result\_4\_2 == expected\_output\_4 &&

        result\_4\_3 == expected\_output\_4

        );

    cout << "test 4 is successful" << endl;

}

int main() {

    vector<int> input\_array = readDataset("dataset.txt"); //O(1) - создание вектора

    int arr\_size = input\_array.size();

    auto start1 = chrono::high\_resolution\_clock::now();

    vector<int> result1 = insertionSort(input\_array);

    auto start2 = chrono::high\_resolution\_clock::now();

    vector<int> result2 = combSort(input\_array);

    auto start3 = chrono::high\_resolution\_clock::now();

    vector<int> result3 = countingSort(input\_array);

    auto endall = chrono::high\_resolution\_clock::now();

    auto duration1 = chrono::duration\_cast<chrono::milliseconds>(start2 - start1);

    auto duration2 = chrono::duration\_cast<chrono::milliseconds>(start3 - start2);

    auto duration3 = chrono::duration\_cast<chrono::milliseconds>(endall - start3);

    ofstream out;

    out.open("result.txt", ios\_base::app);// O(1) - открытие файла

    out << arr\_size << ";" << duration1.count() << ";" << duration2.count() << ";" << duration3.count() << endl;

    out.close(); // O(1) - закрытие файла

    // test\_sorts();

    return 0;

}