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Введение:

Цель лабораторной работы – реализовать 3 алгоритма сортировки с разной временной и пространственной сложностью. Необходимо оценить полученную сложность алгоритмов и сопоставить время исполнения алгоритма с расчетным временем исполнения алгоритма в зависимости от количества элементов в исходном массиве. Также необходимо проанализировать полученные результаты, чтобы понять, в каких случаях стоит использовать тот или иной алгоритм сортировки.

Для достижения цели были установлены следущие задачи: реализовать алогиритм шейкерной сортировки с лучшей сложностью O(N^2) и пространственной O(1); алгоритм быстрой сортировки со средней сложностью до O(N^2) и пространственной до O(N); алгоритм блочной сортировки со средней сложностью до O(N\*k) и пространственной до O(N\*k), где k значительно меньше N.

1. Теоретическа подготовка:

Для выполнения работы необходимо обладать теоретической подготовкой в части понимания работы с генератором случайных чисел, рекурсией. Также потребуется понимание метода преобразования числа десятичной системы счисления в другую систему (двоичную, троичную, и.т.д). Необходимо знать принцип оценки времени исполнения программы и расчет оценки сложности алгоритма.

1. Реализация

В процессе реализации были использованы стандартная библиотека iostream для вывода результата, chrono для фиксации времени работы, vector для работы со структурой данных типа вектор, cstdlib для инициализации генератора случайных чисел, algorithm для работы со стандартным набором алгоритмов.

Реализация шейкерной сортировки:

Реализация функции shakerSort. Каждая итерация алгоритма разбивается на два этапа. Первый этап перебирает массив слева направо. Во время цикла сравниваются соседние элементы, и если значение слева больше значения справа, значения меняются местами. В конце первой итерации наибольшее число будет находиться в конце массива.

do {

        // прямой проход: перемещение больших элементов вправо

        for (i = left; i < right; i++)

        // если текущий элемент больше последующего, меняем их местами

        if (arr[i] > arr[i + 1]) {

            t = arr[i];

            arr[i] = arr[i + 1];

            arr[i + 1] = t;

        }

        // уменьшаем правую границу, т. к. последний элемент найден

        -- right;

Второй этап проходит по массиву в обратном направлении — начиная с элемента, непосредственно предшествующего последнему отсортированному элементу, и возвращаясь к началу массива. Здесь также сравниваются соседние элементы и при необходимости меняются местами.

// обратный проход: перемещение меньших элементов влево

        for (i = right; i > left; --i)

        // если текущий элемент меньше предыдущего, меняем их местами

        if (arr[i] < arr[i - 1]) {

            t = arr[i];

            arr[i] = arr[i - 1];

            arr[i - 1] = t;

        }

        // увеличиваем левую границу, т. к. первый элемент найден

        ++left;

    } while (left < right);

}

Реализация быстрой сортировки:

Реализация функции qsortRecursive. Изначально рассматривается базовый случай, если размер массива меньше или равен 1, массив уже отсортирован,функция возвращает управление. Затем инициализируются два указателя i и j для обхода массива с двух сторон, в качестве опорного элемента выбирается центральный элемент массива mid.

// базовый случай: если размер массива меньше или равен 1, массив отсортирован

    if (size <= 1) return;

    int i = 0; // указатель для перебора слева

    int j = size - 1; // указатель для перебора справа

    int mid = arr[size / 2];  // центральный элемент массива (опорный элемент)

В следующем шаге происходит разделение массива на 2 части. Цикл do...while используется для перемещения указателей i и j. Внутренние циклы while увеличивают i, пока не найдется элемент, который больше или равен опорному элементу, и уменьшают j, пока не найдется элемент, который меньше или равен опорному. Если i меньше или равен j, элементы на позициях i и j меняются местами с помощью функции swap.

// делим массив на 2 части

    do {

        // перемещаем указатель i вправо, пока не найдем элемент, который больше или равен mid

        while (arr[i] < mid) {

            i++;

        }

        // перемещаем указатель j влево, пока не найдем элемент, который меньше или равен mid

        while (arr[j] > mid) {

            j--;

        }

        // если указатели i и j не пересеклись, меняем элементы местами

        if (i <= j) {

            swap(arr[i], arr[j]); // Используем std::swap для удобства

            i++;

            j--;

        }

После разделения массива на две части (левая и правая), функция вызывает саму себя рекурсивно для сортировки этих частей. Первый вызов сортирует левую часть массива от начала до позиции j. Второй вызов сортирует правую часть массива начиная с позиции i.

// Рекурсивные вызовы для сортировки левой и правой частей массива

    if (j >= 0) {

        // сортируем левую часть до j (включительно)

        qsortRecursive(arr, j + 1);

    }

    if (i < size) {

        // сортируем правую часть начиная с i

        qsortRecursive(&arr[i], size - i);

    }

Реализация вёдерной сортировки:

Реализация функции bucketSort. На превом шаге происходит поиск минимального и максимального элементов в массиве с помощью цикла for, который проходит по всем элементам массива и обновляет значения, если находит большие изначальных.

int maxVal = arr[0];

    int minVal = arr[0];

    for (int i = 1; i < size; i++) {

        if (arr[i] > maxVal) { // O(n)

            maxVal = arr[i];

        }

        if (arr[i] < minVal) { // O(n)

            minVal = arr[i];

        }

    }

Затем определяется количество «вёдер» как максимум между 1 и размером массива, делённым на 5. Это позволяет создать достаточное количество ведер для распределения элементов, но не перегружать их.

/ количество ведер

    int bucketCount = max(1, size / 5); //  1 ведро на каждые 5 элементов

Затем создается вектор векторов (или массив ведер), где каждое ведро будет представлено как отдельный вектор целых чисел.

vector<vector<int>> buckets(bucketCount);

bucketRange вычисляет диапазон значений, который будет помещен в каждое ведро. Используется приведение типа для получения точного значения типа double.

// размер ведра

    double bucketRange = static\_cast<double>(maxVal - minVal + 1) / bucketCount;

Следующим шагом происходит распределение элементов по вёдрам. Цикл for проходит по всем элементам массива. Для каждого элемента вычисляется индекс ведра (bucketIndex), в которое он будет помещен. Если индекс выходит за пределы, он корректируется, чтобы не превышать количество ведер. Элемент добавляется в соответствующее ведро с помощью метода push\_back.

// распределяем элементы по ведрам

    // O(n)

    for (int i = 0; i < size; i++) {

        int bucketIndex = static\_cast<int>((arr[i] - minVal) / bucketRange);

        if (bucketIndex >= bucketCount) { // в случае, если индекс выходит за пределы

            bucketIndex = bucketCount - 1;

        }

        buckets[bucketIndex].push\_back(arr[i]);

    }

Последни этапом идёт сортировка вёдер и сбор результатов. Внешний цикл проходит по всем ведрам. Если ведро не пустое, оно сортируется с использованием стандартной функции sort, что обычно является сортировкой вставками или быстрой сортировкой. После сортировки элементы из ведра собираются обратно в исходный массив arr, начиная с позиции index.

// сортируем каждое ведро и собираем результаты

    int index = 0;

    for (int i = 0; i < bucketCount; i++) {

        // используем сортировку вставками для небольших ведер

        if (!buckets[i].empty()) {

            sort(buckets[i].begin(), buckets[i].end());

            for (int j = 0; j < buckets[i].size(); j++) {

                arr[index++] = buckets[i][j]; // собираем отсортированные элементы обратно в массив

            }

        }

    }

Общее для трех алгоритмов сортировки:

Для каждого алгоритма сортировки были написаны тесты для лучшего, среднего и худшего случаев, чтобы проверить работу алгоритмов.

Для шейкерной сортировки:

int best\_case[] = {1, 2, 4, 4, 6, 8, 12};

int averege\_case[] = {1, 4, 2, 8, 6, 12, 4};

int worst\_case[] = {12, 8, 6, 4, 2, 1};

Для быстрой сортировки:

int best\_case[] = {1, 2, 4, 4, 6, 8, 12};

int averege\_case[] = {1, 4, 2, 8, 6, 12, 4};

int worst\_case[] = {12, 8, 6, 4, 2, 1};

Для вёдерной сортировки:

int best\_case[] = {1, 2, 4, 4, 6, 8, 12};

int averege\_case[] = {1, 4, 2, 8, 6, 12, 4};

int worst\_case[] = {12, 12, 12, 12, 12, 12};

1. Эксперементальная часть

Для каждого алгоритма сортировки существует разная сложность. Так, для лучшего случай, когда массив уже отсортирован сложность шейкерной сортировки состовляет O(N), для быстрой сортировки – O(n\*log(n)), для вёдерной сортировки O(n + k), где k – это максимальное количество элементов в люом ведре (при равномерном распределении). Для среднего случая, когда элементы в массиве генерируются случайным образом, для шейкерной сортировки сложность составляет O(N^2), для быстрой сортировки - O(n\*log(n)), для вёдерной - O(n + k\*log(k)), где k – количество вёдер. Худший случай для шейкерной и быстрой сортировок совпадают, все элементы массива расположены в обратном порядке, таким образом сложность шейкерной сортировки и быстрой сортировки составляет O(N^2). Худший случай для вёдерной сортировки отличается, в массиве все элементы равные, таким образом они все попадают в одно ведро, сложность данной сортировки возрастает до O(N^2). Итоговая память, которая выделяется в функции shakerSort равняется 16 байт. Итоговая память, которая выделяется в функции qsortRecursive равняется 12 байт. Итоговая память, которая выделяется в функции shakerSort равняется 16 байт. Итоговая память, которая выделяется в функции bucketSort равняется 8 байт.

Таблица №1 - Подсчёт сложности реализованного алгоритма

|  |  |  |  |
| --- | --- | --- | --- |
| Размер входного массива | время, микросек  shaker\_sort | время, микросек  quick\_sort | время, микросек  bucket\_sort |
| 1000 | 1739 | 105 | 155 |
| 2000 | 6281 | 201 | 276 |
| 3000 | 14344 | 337 | 574 |
| 4000 | 32442 | 650 | 711 |
| 5000 | 37727 | 670 | 801 |
| 6000 | 51326 | 721 | 971 |
| 7000 | 88420 | 799 | 898 |
| 8000 | 105751 | 1001 | 1348 |

График представляющий визуально удобный формат данных из таблицы №1 представлен на изображении №1.
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Рисунок №1 - График работы алгоритма

Боксплот, представляющий визальную диаграмму для «среднего» времени, которое требуется для выполнения сортировки, изображение №2.

![](data:image/png;base64,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)

Рисунок №2

Время выполнения реализованных алгоритмов для средних случаев совпадает с заявленной сложностью.

Заключение

В ходе выполнения работы мною были реализованы алгоритмы шейкерной сортировки, быстрой сортировки, вёдерной сортировки. Цель работы была достигнута путём тестирования на массивах с различным числом и комбинациями входных значений. Полученные результаты также совпадают с теоретическими оценками сложности алгоритма. Каждый алгоритм сортировки имеет свои особенности, а также условия, когда стоит их использовать. Так, мы убедились, что использовать шейкерную сортировку при больших входных данных будет неэффективно, данная сортировка подходит для небольших или почти отсортированных массивов. Быстрая сортировка напротив очень эффективна для больших массивов, а также в работе со случайными данными. Вёдерная сортировка эффективна для распределённых данных, когда значения элементов известны и ограничены, данная сортировка может работать очень быстро при условии, что данные равномерно распределенв и вёдра не переполнены.

ПРИЛОЖЕНИЕ А

Листинг кода файла quick\_sort.cpp

Шейкерная сорировка:

#include <iostream>

#include <chrono>

#include <cstdlib>

#include <algorithm>

#include <vector>

using namespace std;

void shakerSort(int\* arr, int array\_size) {

    int i; // переменная для итерации; 4 байта

    int t; // переменная для временного хранения значения при обмене элементов; 4 байта

    int left = 0; // переменная для отслеживания индекса текущей левой границы; 4 байта

    int right = array\_size - 1; // переменная для отслеживания индекса текущей правой границы; 4 байта

    // основной цикл, выполняется, пока левая граница меньше правой

    do {

        // прямой проход: перемещение больших элементов вправо

        for (i = left; i < right; i++)

        // если текущий элемент больше последующего, меняем их местами

        if (arr[i] > arr[i + 1]) {

            t = arr[i];

            arr[i] = arr[i + 1];

            arr[i + 1] = t;

        }

        // уменьшаем правую границу, т. к. последний элемент найден

        -- right;

        // обратный проход: перемещение меньших элементов влево

        for (i = right; i > left; --i)

        // если текущий элемент меньше предыдущего, меняем их местами

        if (arr[i] < arr[i - 1]) {

            t = arr[i];

            arr[i] = arr[i - 1];

            arr[i - 1] = t;

        }

        // увеличиваем левую границу, т. к. первый элемент найден

        ++left;

    } while (left < right);

}

// Функция для проверки результата теста и вывода соответствующего сообщения

void assertTest(bool ans) {

    if (ans) {

        cout << "The test is passed" << '\n';

    } else {

        cout << "The test is not passed" << '\n';

    }

}

// тесты

void runTest() {

// лучший случай

// O(n)

int best\_case[] = {1, 2, 4, 6, 8, 12};

int expected\_best\_case[] = {1, 2, 4, 6, 8, 12};

int size\_best\_case = sizeof(best\_case) / sizeof(best\_case[0]);

shakerSort(best\_case, size\_best\_case);

bool result\_best\_case = equal(begin(best\_case), end(best\_case), begin(expected\_best\_case));

assertTest(result\_best\_case);

// средний случай

// O(n^2)

int averege\_case[] = {1, 4, 2, 8, 6, 12};

int expected\_averege\_case[] = {1, 2, 4, 6, 8, 12};

int size\_averege\_case = sizeof(averege\_case) / sizeof(averege\_case[0]);

shakerSort(averege\_case, size\_averege\_case);

bool result\_averege\_case = equal(begin(averege\_case), end(averege\_case), begin(averege\_case));

assertTest(result\_averege\_case);

// худший случай

// O(n^2)

int worst\_case[] = {12, 8, 6, 4, 2, 1};

int expected\_worst\_case[] = {1, 2, 4, 6, 8, 12};

int size\_worst\_case = sizeof(worst\_case) / sizeof(worst\_case[0]);

shakerSort(worst\_case, size\_worst\_case);

bool result\_worst\_case = equal(begin(worst\_case), end(worst\_case), begin(expected\_worst\_case));

assertTest(result\_worst\_case);

}

void generateRandomNumbers(vector<int>& numbers, int count) {

    // Инициализация генератора случайных чисел

    srand(static\_cast<unsigned int>(std::time(nullptr)));

    for (int i = 0; i < count; ++i) {

        numbers.push\_back(rand() % 100); // Генерация случайного числа от 0 до 99

    }

}

int main() {

    int arr[] = {2, 78, 56, 34, 2, 12, 67, 90, 42, 11};

    int size =sizeof(arr) / sizeof(arr[0]);

    shakerSort(arr, size);

    for (int i = 0; i < size; ++i) {

        cout << arr[i] << " ";

    }

    runTest();

    const int count = 10000; // Количество случайных чисел

    vector<int> randomNumbers;

    // Генерация случайных чисел

    generateRandomNumbers(randomNumbers, count);

    // Преобразование std::vector в массив для сортировки

    int\* randomArr = randomNumbers.data();

    // Записываем текущее время работы

    auto start = chrono::high\_resolution\_clock::now();

    shakerSort(randomArr, count);

    // Текущее время окончания выполнения работы

    auto end = chrono::high\_resolution\_clock::now();

    // Продолжительность выполнения работы

    auto duration = chrono::duration\_cast< chrono::microseconds>(end - start);

    cout << "Sorting completed." << endl;

    cout << "Running time: " << duration.count() << " milliseconds" << endl;

    return 0;

}

Быстрая сортировка:

#include <iostream>

#include <chrono>

#include <cstdlib>

#include <algorithm>

#include <vector>

using namespace std;

void qsortRecursive(int \*arr, int size) {

    // базовый случай: если размер массива меньше или равен 1, массив отсортирован

    if (size <= 1) return;

    int i = 0; // указатель для перебора слева; 4 байта

    int j = size - 1; // указатель для перебора справа; 4 байта

    int mid = arr[size / 2];  // центральный элемент массива (опорный элемент); 4 байта

    // делим массив на 2 части

    do {

        // перемещаем указатель i вправо, пока не найдем элемент, который больше или равен mid

        while (arr[i] < mid) {

            i++;

        }

        // перемещаем указатель j влево, пока не найдем элемент, который меньше или равен mid

        while (arr[j] > mid) {

            j--;

        }

        // если указатели i и j не пересеклись, меняем элементы местами

        if (i <= j) {

            swap(arr[i], arr[j]); // Используем std::swap для удобства

            i++;

            j--;

        }

    // продолжаем, пока указатели не пересекутся

    } while (i <= j);

    // Рекурсивные вызовы для сортировки левой и правой частей массива

    if (j >= 0) {

        // сортируем левую часть до j (включительно)

        qsortRecursive(arr, j + 1);

    }

    if (i < size) {

        // сортируем правую часть начиная с i

        qsortRecursive(&arr[i], size - i);

    }

}

// Функция для проверки результата теста и вывода соответствующего сообщения

void assertTest(bool ans) {

    if (ans) {

        cout << "The test is passed" << '\n';

    } else {

        cout << "The test is not passed" << '\n';

    }

}

void generateRandomNumbers(vector<int>& numbers, int count) {

    // Инициализация генератора случайных чисел

    srand(static\_cast<unsigned int>(time(nullptr)));

    for (int i = 0; i < count; ++i) {

        numbers.push\_back(rand() % 100); // Генерация случайного числа от 0 до 99

    }

}

// тесты

void runTest() {

// лучший случай

// O(n\*log(n))

int best\_case[] = {1, 2, 4, 6, 8, 12};

int expected\_best\_case[] = {1, 2, 4, 6, 8, 12};

int size\_best\_case = sizeof(best\_case) / sizeof(best\_case[0]);

qsortRecursive(best\_case, size\_best\_case);

bool result\_best\_case = equal(begin(best\_case), end(best\_case), begin(expected\_best\_case));

assertTest(result\_best\_case);

// средний случай

// O(n\*log n)

int averege\_case[] = {1, 4, 2, 8, 6, 12};

int expected\_averege\_case[] = {1, 2, 4, 6, 8, 12};

int size\_averege\_case = sizeof(averege\_case) / sizeof(averege\_case[0]);

qsortRecursive(averege\_case, size\_averege\_case);

bool result\_averege\_case = equal(begin(averege\_case), end(averege\_case), begin(averege\_case));

assertTest(result\_averege\_case);

// худший случай

// O(n^2)

int worst\_case[] = {12, 8, 6, 4, 2, 1};

int expected\_worst\_case[] = {1, 2, 4, 6, 8, 12};

int size\_worst\_case = sizeof(worst\_case) / sizeof(worst\_case[0]);

qsortRecursive(worst\_case, size\_worst\_case);

bool result\_worst\_case = equal(begin(worst\_case), end(worst\_case), begin(expected\_worst\_case));

assertTest(result\_worst\_case);

}

int main() {

    int arr[] = {0, 23, 65, 4, 1, 90, 7, 7};

    int size = sizeof(arr) / sizeof(arr[0]);

    qsortRecursive(arr, size);

    for (int i = 0; i < size; ++i) {

        cout << arr[i] << " ";

    }

    runTest();

    const int count = 10000; // Количество случайных чисел

    vector<int> randomNumbers;

    // Генерация случайных чисел

    generateRandomNumbers(randomNumbers, count);

    // Преобразование std::vector в массив для сортировки

    int\* randomArr = randomNumbers.data();

    // Записываем текущее время работы

    auto start = chrono::high\_resolution\_clock::now();

    qsortRecursive(randomArr, count);

    // Текущее время окончания выполнения работы

    auto end = chrono::high\_resolution\_clock::now();

    // Продолжительность выполнения работы

    auto duration = chrono::duration\_cast<chrono::microseconds>(end - start);

    cout << "Sorting completed." << endl;

    cout << "Running time: " << duration.count() << " microseconds" << endl;

    return 0;

}

Вёдерная сортировка:

#include <iostream>

#include <vector>

#include <algorithm>

#include <chrono>

#include <cstdlib>

using namespace std;

void bucketSort(int arr[], int size) {

    // находим максимальное и минимальное значение в массиве

    int maxVal = arr[0]; // 4 байта

    int minVal = arr[0]; // 4 байта

    for (int i = 1; i < size; i++) {

        if (arr[i] > maxVal) { // O(n)

            maxVal = arr[i];

        }

        if (arr[i] < minVal) { // O(n)

            minVal = arr[i];

        }

    }

    // количество ведер

    int bucketCount = max(1, size / 5); //  1 ведро на каждые 5 элементов

    vector<vector<int>> buckets(bucketCount);

    // размер ведра

    double bucketRange = static\_cast<double>(maxVal - minVal + 1) / bucketCount;

    // распределяем элементы по ведрам

    // O(n)

    for (int i = 0; i < size; i++) {

        int bucketIndex = static\_cast<int>((arr[i] - minVal) / bucketRange);

        if (bucketIndex >= bucketCount) { // в случае, если индекс выходит за пределы

            bucketIndex = bucketCount - 1;

        }

        buckets[bucketIndex].push\_back(arr[i]);

    }

    // сортируем каждое ведро и собираем результаты

    int index = 0;

    for (int i = 0; i < bucketCount; i++) {

        // используем сортировку вставками для небольших ведер

        if (!buckets[i].empty()) {

            sort(buckets[i].begin(), buckets[i].end());

            for (int j = 0; j < buckets[i].size(); j++) {

                arr[index++] = buckets[i][j]; // собираем отсортированные элементы обратно в массив

            }

        }

    }

}

// функция для проверки результата теста и вывода соответствующего сообщения

void assertTest(bool ans) {

    if (ans) {

        cout << "The test is passed" << '\n';

    } else {

        cout << "The test is not passed" << '\n';

    }

}

void generateRandomNumbers(vector<int>& numbers, int count) {

    // Инициализация генератора случайных чисел

    srand(static\_cast<unsigned int>(time(nullptr)));

    for (int i = 0; i < count; ++i) {

        numbers.push\_back(rand() % 100); // Генерация случайного числа от 0 до 99

    }

}

// тесты

void runTest() {

// лучший случай

// O(n + k), где k — это максимальное количество элементов в любом ведре (при равномерном распределении)

int best\_case[] = {1, 2, 4, 4, 6, 8, 12};

int expected\_best\_case[] = {1, 2, 4, 4, 6, 8, 12};

int size\_best\_case = sizeof(best\_case) / sizeof(best\_case[0]);

bucketSort(best\_case, size\_best\_case);

bool result\_best\_case = equal(begin(best\_case), end(best\_case), begin(expected\_best\_case));

assertTest(result\_best\_case);

// средний случай

// O(n + k \* log(k)), где k — количество ведер

int averege\_case[] = {1, 4, 2, 8, 6, 12, 4};

int expected\_averege\_case[] = {1, 2, 4, 4, 6, 8, 12};

int size\_averege\_case = sizeof(averege\_case) / sizeof(averege\_case[0]);

bucketSort(averege\_case, size\_averege\_case);

bool result\_averege\_case = equal(begin(averege\_case), end(averege\_case), begin(averege\_case));

assertTest(result\_averege\_case);

// худший случай

// O(n^2), все элементы попадают в одно ведро

int worst\_case[] = {12, 12, 12, 12, 12, 12};

int expected\_worst\_case[] = {12, 12, 12, 12, 12, 12};

int size\_worst\_case = sizeof(worst\_case) / sizeof(worst\_case[0]);

bucketSort(worst\_case, size\_worst\_case);

bool result\_worst\_case = equal(begin(worst\_case), end(worst\_case), begin(expected\_worst\_case));

assertTest(result\_worst\_case);

}

int main() {

    int arr[] = {0, 23, 65, 4, 1, 90, 7, 7};

    int size = sizeof(arr) / sizeof(arr[0]);

    bucketSort(arr, size);

    for (int i = 0; i < size; ++i) {

        cout << arr[i] << " ";

    }

    runTest();

    const int count = 10000; // Количество случайных чисел

    vector<int> randomNumbers;

    // Генерация случайных чисел

    generateRandomNumbers(randomNumbers, count);

    // Преобразование std::vector в массив для сортировки

    int\* randomArr = randomNumbers.data();

    // Записываем текущее время работы

    auto start = chrono::high\_resolution\_clock::now();

    bucketSort(randomArr, count);

    // Текущее время окончания выполнения работы

    auto end = chrono::high\_resolution\_clock::now();

    // Продолжительность выполнения работы

    auto duration = chrono::duration\_cast<chrono::microseconds>(end - start);

    cout << "Sorting completed." << endl;

    cout << "Running time: " << duration.count() << " microseconds" << endl;

    return 0;

}