instanceof运算符

验证原型对象与实例对象之间的关系。

alert(cat1 instanceof Cat); //true

 isPrototypeOf()

这个方法用来判断，某个proptotype对象和某个实例之间的关系。

alert(Cat.prototype.isPrototypeOf(cat1)); //true

hasOwnProperty()

每个实例对象都有一个hasOwnProperty()方法，用来判断某一个属性到底是本地属性，还是继承自prototype对象的属性。

alert(cat1.hasOwnProperty("name")); // true

 in运算符

in运算符可以用来判断，某个实例是否含有某个属性，不管是不是本地属性。

alert("name" in cat1); // true

in运算符还可以用来遍历某个对象的所有属性。

for(var prop in cat1) {

alert("cat1["+prop+"]="+cat1[prop]);

}

## 原型

作用之一:数据共享,为了节省内存空间  
方法被共享,方法就添加到原型(prototype)中

### 案例

自定义构造函数  
 function ChangeColor(btnId, divId, color) {  
 //设置属性  
 this.btnObj = document.getElementById(btnId);//按钮对象  
 this.divObj = document.getElementById(divId);//div对象  
 this.color = color;//颜色存储  
 }  
 通过原型添加方法  
 ChangeColor.prototype.setBackgroundColor = function () {

var that = this;

//把this这个实例对象存储到that这个变量中  
 this.btnObj.onclick = function () { // 事件处理函数  
 //设置div的背景颜色  
 that.divObj.style.backgroundColor = that.color;  
 };  
 };  
 //实例化对象  
 var cc = new ChangeColor("btn", "dv", "green");  
 //对象调用方法  
 cc.setBackgroundColor();

### 想要改变一组属性的时候

function ChangeStyle(btnObj, divObj, json) {  
 this.btnObj = btnObj;//按钮  
 this.divObj = divObj;//div  
 this.json = json;//json格数的数据对象  
  
}  
//通过原型添加方法  
ChangeStyle.prototype.changeAll = function () {  
 //点击按钮,设置div的各种样式属性值  
 var that = this;//把this存储到that  
 //为按钮注册点击事件-设置div的样式  
 this.btnObj.onclick = function () {  
 for (var key in that.json) {  
 that.divObj.style[key] = that.json[key];  
 }  
 };  
};  
var btnObj = document.getElementById("btn");//按钮  
var divObj = document.getElementById("dv");//div  
var json1 = { //改变后的属性  
 "backgroundColor": "green",  
 "width": "500px",  
 "height": "300px",  
 "border": "2px solid red"  
};  
//实例化对象  
var cs = new ChangeStyle(btnObj, divObj, json1);  
//调用方法  
cs.changeAll();

### 通过原型添加方法、属性

简单的原型语法：

方便添加属性和方法,但是这么做,缺少构造器,需要手动添加构造器

function Person() {  
}  
Person.prototype= {  
 constructor:Person,  
 name:'xiaohei',  
 age:18,  
 sex:'nan',  
 say: function () {  
 console.log('你好呀')  
 }  
};  
var per=new Person();  
console.log(per.age);  
console.log(per.name);  
per.say();

## 重名问题

· 实例对象中的属性和原型对象中属性重名了,使用的是实例对象中的属性  
· 如果实例对象中没有这个属性,但是原型对象中有这个属性,结果用就是原型对中的这个属性  
· 先在实例对象中找属性.找到了就用,找不到就去原型对象中找属性,找到了就用,找不到,结果就是undefined  
· 因为js是一门动态类型的语言,对象中如果没有这个属性,如果点了,那么这个对象就有这个属性了,如果没有赋值,结果就是undefined,  
· 实例对象和原型对象中方法如果重名了,用的是实例对象的,如果实例对象中没有这个方法,去原型对象中找,没有找到,就报错

补充： num=100; 全局变量----隐式全局变量

## 实现继承的方式

继承的目的:为了实现多态,由于js不是一门面向对象的语言,所以,js模拟面向对象的编程思想,可以有封装,可以有继承,但是js中的继承不是为了多态,是为了数据共享  
  
继承的方式:  
1. 改变原型指向实现继承,属性可以被继承,方法也可以被继承,但是,属性之会相同  
2. 借用构造函数实现继承,属性可以被继承,方法不可以被继承.  
3. 组合继承,属性可以继承,方法也可以继承,而且,属性值不相同

### 1.通过改变子类prototype指向实现

方法：改变子类prototype的指向父类的构造函数的实例

子类.prototype = new 父类();

缺点 子类的constructor指向改变(指向了父类)需要手动设置

所有的对象的属性之都是一样,还要自己手动的修改

子类的实例对象的constructor默认调用prototype对象的constructor也指向父类

优化:子类.prototype.constuctor = 子类;

例

//父类构造函数

function Person(name) {

this.name = name ;

}

Person.prototype.live = function () {

console.log("Per - - Live");

};

//子类

function Student(age) {

this.age = age ;

}

//需要赋值，父类函数的形参

Student.prototype = new Person("Leon");

var stu = new Student(15);

console.log(stu.age,stu.name);

stu.live();

### 2.借用构造函数实现继承

方法：子类构造函数中绑定父类的构造函数

父类.call(this,属性名,属性名);

缺点：不能绑定父类的prototype对象上的方法

例

function Person(name) {

this.name = name ;

}

Person.prototype.eat = function () {

console.log('Person - - eat');

};

function Student(age,name) {

Person.call(this,name);

//借用了Person的构造函数,借用这个函数中的属性了

this.age = age ;

}

var stu = new Student(18,"Leon");

console.log(stu.name); //Leon

console.log(stu.age); //18

stu.eat(); //error 方法没有继承

### 3.组合继承

改变原型指向实现继承+借用构造函数继承

//创建父类

function Person (name,age ){

this.name = name ;

this.age = age ;

}

//为父类添加方法

Person.prototype.sayHi = function () {

console.log("Person -- Hi!");

};

//子类

function Teacher (name,age,gender){

Person.call(this,name,age); //借用构造函数实现继承，属性的继承

this.gender = gender ;

}

// 改变原型指向实现继承,主要是方法的继承

Teacher.prototype = new Person(); //括号里不用赋值

//实例化teacher对象

var tea = new Teacher("Leon",10,"man");

tea.sayHi();

console.log(tea.name,tea.age,tea.gender);

4.直接继承

方法：将父类的prototype对象赋值给子类的prototype

子类.prototype = 父类.prototype;

缺点:Animal的prototype 的constructor的指向也改变了

例

//动物类

function Animal(){}

//为动物类添加方法

Animal.prototype.kind = "fly";

Animal.prototype.run = function () {

console.log('gogogo!!');

};

//猫类

function Cat() {}

//---改变猫类prototype的指向父类的prototype

Cat.prototype = Animal.prototype;

//实例化猫类

var cat = new Cat();

console.log(cat.kind);

cat.run();

5.利用空对象作为中介

改进直接继承方式

优点不会改变父类的prototype的constructor的指向

例

//动物类

function Animal() {}

Animal.prototype.kind = "From Animal---small";

Animal.prototype.color = "From Animal---blue";

Animal.prototype.run = function () {

console.log('gogogo!!');

};

//中介对象

function obj(){}

//猫类

function Cat(){}

//将Animal的prototype传给obj.prototype对象

obj.prototype = Animal.prototype;

//通过实例化obj中介对象，赋值给子类的prototype对象

Cat.prototype = new obj();

//使Cat构造函数的prototype对象的constructor指向自己,Animal不会受影响

Cat.prototype.constructor=Cat;

//实例化Cat 调用父类的方法和属性。

var cat = new Cat();

console.log(cat.kind);

console.log(cat.color);

cat.run();

//Cat和Animal都不会受影响

console.log(Cat.prototype.constructor===Cat);

console.log(Animal.prototype.constructor===Animal);

console.dir(Cat);

console.dir(Animal);

6.拷贝继承

遍历将父类的prototype上的属性分别赋值给子类

例

function Person(name) {//父类

this.name = name ;

}

Person.prototype.live = function () {//父类的方法

console.log("per - - live");

};

function Student(age) {//子类

this.age = age ;

}

for(var key in Person.prototype){//循环遍历

Student[key] = Person.prototype[key];

}

原型

实例对象中有\_\_proto\_\_,是原型对象

构造函数中有prototype,是原型对象

对象中的\_\_proto\_\_指向的是该对象的构造函数的prototype

原型链------重点-----理解的方式

是一种关系,是实例对象的\_\_proto\_\_和原型对象prototype的关系

原型的指向是否可以改变------可以

很深的原型链

divObj.\_\_proto\_\_指向的是HTMLDivElement.prototype,

中\_\_proto\_\_指向的是HTMLElement.prototype

中的\_\_proto\_\_指向的是Element.prototype

中\_\_proto\_\_指向的是Node.prototype

中\_\_proto\_\_指向是EventTarget.prototype

中\_\_proto\_\_是Object.prototype

中\_\_proto\_\_--->null

面向对象的思想:

封装

继承

继承的方式

原型的作用

函数的角色和区别-----重点

所有的函数都是Function的实例对象

函数是对象,那么函数的\_\_proto\_\_指向的是Object构造函数的prototype

各种函数中的this----重点

首先分析this所在的函数是当做哪个对象的方法调用的，则该对象就是this所引用的对象。

作为构造函数调用。所谓构造函数，就是生成一个新的对象。这时，这个this就是指这个对象。

作为普通函数调用。这时，这个this指向window对象。

在事件处理函数中调用时，指向触发事件的目标。

函数也是对象

高阶函数

函数作为参数 callback

返回值 return

函数声明方式

函数声明 function fn(){};

表达式声明 var fn = function(){};

推荐使用表达式方式

if(true){

function f1() { console.log("乔峰真的很厉害"); }

}else{

function f1() { console.log("助教好厉害"); }

}

//在IE中输出第二个，IE会跳过解析if语句。第二个覆盖了第一个声明

var ff;

if(true){

ff=function () { console.log("您好"); };

}else{

ff=function () { console.log("我好"); };

}

ff();

## This

❀

普通函数中的this,是 window,如果是严格模式下,就是undefined

实例方法中的this,是 当前的实例对象

原型对象中的this,是 当前的实例对象

构造函数中的this,是 当前的实例对象(new)

构造函数直接调用 this是window

定时器中的this,是 window

事件中的this,是当前的对象

## forEach

var arr1 = [1,2,3,4,5];  
arr1.forEach(function (x,y,z) {  
 console.log(x,y,z);  
});

X:数组的每一项的值

Y:数组元素下标

Z:数组本人

![](data:image/png;base64,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)

forEach(数组名/字符串名，function(x){

//要执行的函数

});

## Call Apply

调用别人的函数或方法

函数名.apply()

对象.方法名.apply()

改变this指向

例：

Student 想借用Person的eat

Per.eat.apply(stu);// 把per的eat借给stu

此时this 指向Person

若原方法有形参 则在后面传参

.call(stu,‘女’,18);

原方法有ruturn时 要接收返回值

Apply 在传参的时候 写成数组形式

.apply (stu,[‘女’,18]);

## Bind

### 作用：

复制 并改变this指向

（复制的时候改变，所以复制语句的括号里要写要改变的对象）

### 使用语法：

Var 变量=需要改变的函数.bind(需要复制的对象);

Var 变量=对象.方法名.bind(需要复制的对象);

参数可以在复制的时候传，也可以在调用的时候传

此时的变量就代表了复制的那个函数 需要加括号才能调用

若传的值为null 则window

## 高阶函数

函数的比较高级的用法

函数普通用法,函数的调用

function f1(){

}

f1();

函数作为参数

function f1(fn){

fn();

}

f1(

function(){

});

函数作为返回值

function f2(){

return function (){

}

}

var ff=f2();

ff();

## 闭包

一个函数A中有一个函数B,函数B可以使用函数A中的数据(访问这个变量的值);

闭包的作用:缓存数据 缺点是数据不能及时释放

### 函数模式的闭包

function f1() {  
 var num = 10;  
 return function () {  
 console.log(num); 返回的是 函数 的形式  
 }  
}  
  
var ff = f1(10);  
ff();

### 对象模式的闭包

function f2() {  
 var num = 100;  
 return {  
 age: num 返回的是 对象：值 的形式  
 }  
}  
var obj = f2();  
console.log(obj.age);

## 沙箱 important

就是一个虚拟的环境， 不影响外面的世界

在一个自调用函数中写代码---自调用函数就是沙箱

作用：区分全局变量和局部变量，放沙箱里可避免别人声明的变量和自己的冲突

沙箱的写法：

①

自调用函数就是沙箱

（function（）{

Var num=10; // 外面接收不到

}）（）；

一般前面加一个 ; 避免出错

；（function（）{

需要执行的代码放进来

}）（）；

②

（functiom(){

}（））;

## 递归

函数A中调用函数A， 递归要有结束条件，否则形成死循环

一定要有结束条件，把要传递下去的值放在递归函数里

❀ 案例1：

//计算一个数字和他前面所有数字的累加和,  
//传入一个数字,计算这个数字的累加和  
//1+2+3+4+5------>5+4+3+2+1----- n+(n-1)  
function getSum(num) {  
 //结束的条件  
 if(num==1){  
 return 1;  
 }  
 return num+getSum(num-1);

（把还需要利用的值 放在函数里）  
 //return 5+ getSum(4);---->等待 5+10  
 //return 4+ getSum(3);---->等待-----> 4+6  
 //return 3+getSum(2);---->等待-------> 3+3  
 //return 2+1---->  
}  
  
var result=getSum(5);  
console.log(result);

❀ 案例2：

各位数字相加

function getEverySum(num) {  
 if(num<10){  
 return num;  
 }  
 //如果这个数字和10相除了结果还是大于10,那么就继续调用这个函数,  
 //此时这里,做的是:一个数字和10相除的结果+这个数字和10取余的结果  
 return parseInt(getEverySum(num/10))+parseInt(num%10);  
}  
console.log(getEverySum(1345));

这里的num/10 得到的值还要往下做进一步运算（进一步获取各个位数值）

❀ 案例3：

function getFib(num) {  
 if(num==1||num==2){  
 return 1;  
 }  
 //每次都是计算的是前一个月的数字值+前一个月的前一个月的数字值  
 return getFib(num-1)+getFib(num-2);  
}  
console.log(getFib(5));

## 正则表达式

### 常用元字符串

| **元字符** | **说明** |
| --- | --- |
| \d | 匹配数字 |
| \D | 匹配任意非数字的字符 |
| \w | 非特殊符号 匹配字母或数字或下划线 |
| \W | 特殊符号 匹配任意不是字母，数字，下划线 |
| \s | 匹配任意的空白符 |
| \S | 匹配任意不是空白符的字符 |
| . | 匹配除换行符 \n 以外的任意单个字符 |
| ^ | 表示匹配行首的文本(以谁开始) ^[0-9]以数字开头  取反 [^0-9] 非数字 |
| $ | 表示匹配行尾的文本(以谁结束) |

### 限定符

| **限定符** | **说明** |
| --- | --- |
| \* {0, } | 重复零次或更多次 （紧贴着的前面的） |
| + {1, } | 重复一次或更多次 （紧贴着的前面的） |
| ? {0,1} | 重复零次或一次 （紧贴着的前面的） |
| {n} | 重复n次 （紧贴着的前面的） |
| {n,} | 重复n次或更多次 |
| {n,m} | 重复n到m次 |

### 其他

[] 字符串用中括号括起来，表示匹配其中的任一字符，相当于或的意思

[^] 匹配除中括号以内的内容

\ 转义符

| 或者，选择两者中的一个。注意|将左右两边分为两部分，而不管左右两边有多长多乱

() 从两个直接量中选择一个，分组 提升优先级

例子：

gr(a|e)y匹配gray和grey

[\u4e00-\u9fa5] 匹配汉字

/^ $/ 表示严格模式

[3-7]{2,4}

必须有3-7连续出现两到四次 ‘7a6b5c2d’是错的，因为不连续

## 正则表达式的使用

### 验证

方法一：调用系统对象创建正则表达式

var str='哈哈哈哈。886';

var reg=new RegExp(/\d{5}/);

var result=reg.test(str);

console.log(result); // 返回布尔值  
  
方法二：字面量的方式使用正则

var str2='abcd123efg';

var reg2=/[a-zA-Z]{2}/;

var result2=reg2.test(str2);

console.log(result2);

简写： /正则表达式/.test(字符串)

/^ $/ 表示严格模式

### 提取

/..../g g指的是全部的符合条件的内容 否则只选中第一个

/..../i i指的是忽略大小写

Str.match() 从字符串中提取符合条件的字符，括号内放条件

### 分组提取

前提是 必须用（）分组

提取邮件中的每一部分  
 var reg = /(\w+)@(\w+)\.(\w+)(\.\w+)?/;  
 var str = ["123123@xx.com";](mailto:\"123123@xx.com\";)

if (reg.test(str)) {  
 console.log(RegExp.$1);  
 console.log(RegExp.$2);  
 console.log(RegExp.$3);

需要分组的括起来， $后面的数字表示第几个括号

### 替换

str.replace(查找条件，替换成什么字符)

var str="HhPp";  
str=str.replace(/[a-z]/gi,"Y");  
console.log(str);