**Pokok Bahasan XI**

**Neural Network**

**Kode Pokok Bahasan**: TIK.RPL03.001.007.01

**Deskripsi Pokok Bahasan**:

Membahas tentang Neural Network pada R dengan dataset yang diberikan.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| No | Elemen Kompetensi | Indikator Kinerja | Jml Jam | Hal |
| 1 | Memahami proses backpropagation dengan neuralnet library di R | Mampu memahami konsep backpropagation dengan neuralnet pada R | 1 | 12 |
| 2 | Menerapkan Neural Network untuk melakukan Forecasting. | Mampu melakukan forecasting data menggunakan neural network | 2 | 15 |

**TUGAS PENDAHULUAN**

Hal yang harus dilakukan dan acuan yang harus dibaca sebelum praktikum :

1. Menginstal R pada PC masing-masing praktikan.

2. Menginstal R Studio pada PC masing-masing praktikan.

**DAFTAR PERTANYAAN**

1. Apa itu Neural Network?

Jaringan neural adalah tipe proses machine learning, yang disebut deep learning, yang menggunakan simpul atau neuron yang saling terhubung dalam struktur berlapis yang menyerupai otak manusia.

2. Bagaimana gambaran dasar sebuah Neural Network?

1. Pengklasifikasian pola
2. Memetakan pola yang didapat dari input ke dalam pola baru pada output
3. Penyimpan pola yang akan dipanggil kembali
4. Memetakan pola-pola yang sejenis
5. Pengoptimasi permasalahan
6. Prediksi

3. Mengapa Neural Network dibutuhkan?

Jaringan neural dapat membantu komputer membuat keputusan cerdas dengan bantuan manusia yang terbatas. Keputusan cerdas dapat dibuat karena jaringan neural dapat mempelajari dan memodelkan hubungan antara data input dan output yang nonlinier dan kompleks.

**TEORI SINGKAT**

Neural network adalah model yang terinspirasi oleh bagaimana neuron dalam otak manusia bekerja. Tiap neuron pada otak manusia saling berhubungan dan informasi mengalir dari setiap neuron tersebut. Gambar di bawah adalah ilustrasi neuron dengan model matematisnya.

![](data:image/jpeg;base64,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)

Tiap neuron menerima input dan melakukan operasi dot dengan sebuah weight, menjumlahkannya (weighted sum) dan menambahkan bias. Hasil dari operasi ini akan dijadikan parameter dari activation function yang akan dijadikan output dari neuron tersebut.

**LAB SETUP**

Hal yang harus disiapkan dan dilakukan oleh praktikan untuk menjalankan praktikum modul ini.

1. Menginstall library yang dibutuhkan untuk mengerjakan modul.

2. Menjalankan R Studio.

**ELEMEN KOMPETENSI I**

**Deskripsi:**

Memahami proses backpropagation dengan neuralnet library di R.

**Kompetensi Dasar**:

Mampu memahami konsep backpropagation dengan neuralnet pada R.

**Latihan 1.1.1**

**Penjelasan Singkat :**

Pada latihan ini anda akan diminta untuk mempersiapkan data dan membangun neural network pada R.

**Langkah-Langkah Praktikum:**

Data iris

|  |
| --- |
| ind <- sample(2, nrow(iris), replace = TRUE, prob=c(0.7, 0.3))  library(neuralnet)  trainset = iris[ind == 1,]  testset = iris[ind == 2,]  trainset$setosa = trainset$Species == "setosa"  trainset$virginica = trainset$Species == "virginica"  trainset$versicolor = trainset$ Species == "versicolor"  network = neuralnet(versicolor + virginica + setosa~ Sepal.Length + Sepal.Width +  Petal.Length + Petal.Width, trainset, hidden=3)  plot(network)  network$result.matrix  head(network$generalized.weights[[1]]) |

Output :

|  |
| --- |
|  |

Penjelasan :

|  |
| --- |
| Dari neural network di atas yang berdasarkan suhu, bermain, dan kelembapan dengan hasil ya dan tidak, maka ditemukan error yaitu 2.00003 dan langkahnya yaitu steps = 28 |

**Tugas :**

Gunakan library neural net untuk membangun model backpropagation dengan input suhu dan kelembaban menggunakan data di bawah ini.

|  |  |  |
| --- | --- | --- |
| **suhu** | **Kelembaban** | **bermain** |
| 69 | 70 | ya |
| 72 | 95 | tidak |
| 75 | 70 | ya |
| 80 | 90 | tidak |
| 85 | 85 | tidak |
| 65 | 70 | tidak |
| 68 | 80 | ya |
| 70 | 96 | ya |
| 71 | 80 | tidak |
| 75 | 80 | ya |
| 64 | 65 | ya |
| 72 | 90 | ya |
| 81 | 75 | ya |
| 83 | 78 | ya |

Script :

|  |
| --- |
| data\_nama = read.delim("clipboard")  head(data\_nama)  ind <- sample(2, nrow(data\_nama), replace = TRUE, prob=c(0.7, 0.3))  trainset = data\_nama[ind == 1,]  testset = data\_nama[ind == 2,]  View(trainset)  View(testset)  trainset$ya = trainset$bermain == "ya"  trainset$tidak = trainset$bermain == "tidak"  network = neuralnet(ya + tidak~ suhu + Kelembaban, trainset, hidden=2)  plot(network)  network$result.matrix  head(network$generalized.weights[[1]]) |

Output :

|  |
| --- |
|  |

Penjelasan :

|  |
| --- |
| Dari neural network di atas yang berdasarkan suhu, bermain, dan kelembapan dengan hasil ya dan tidak, maka ditemukan error yaitu 2.00003 dan langkahnya yaitu steps = 28 |

**ELEMEN KOMPETENSI II**

**Deskripsi:**

Menerapkan Neural Network untuk melakukan Forecasting.

**Kompetensi Dasar**:

Mampu melakukan forecasting data menggunakan neural network.

**Latihan 1.2.1**

**Penjelasan Singkat :**

Pada latihan ini anda akan diminta untuk melakukan prediksi menggunakan R.

**Langkah-Langkah Praktikum:**

Gunakan database db\_pibc\_olap.sql

> library(RMySQL)

> library(dplyr)

> con = dbConnect(MySQL(), user = 'root', password = '', dbname = 'db\_pibc\_olap', host = 'localhost')

> dbListTables(con)

> myQuery <- "select \* from fact\_harga;"

> df <- dbGetQuery(con, myQuery)

> df1<-filter(df,SK\_RICE\_TYPE==10,

SK\_DATE>=20170101,SK\_DATE<=20171231, SK\_MARKET==0)

> df2<- df1[order(df1$SK\_DATE),]

> View(df2)

> tseries <- ts(df2$PRICE, start = c(2017, 1), frequency = 300)

> library(nnfor)

> library(forecast)

#MLP

> fit<-mlp(tseries)

> plot(fit)

> f2=forecast(fit, h=90)

> plot(f2)

> summary(f2)

Output :

|  |
| --- |
|  |

Penjelasan :

|  |
| --- |
| Dari neural network di atas untuk melakukan forecasting sesuai dengan fact\_harga, maka ditemukan error MAPE sebesar 0.1805326 dan MPE sebesar 0.002042281 |

**Tugas :**

Gunakan script di atas untuk membangun model peramalan dengan menggunakan data pada database db\_pasokanberas. Pilih interval waktu tertentu sebagai input. Bandingkan error yang terjadi antara data prediksi dengan sesungguhnya.

Script :

|  |
| --- |
| library(statsr)  library(RMySQL)  library(dplyr)  con = dbConnect(MySQL(), user = 'root', password = '', dbname = 'db\_pasokanberas', host = 'localhost')  dbListTables(con)  myQuery <- "select \* from fact\_price;"  df <- dbGetQuery(con, myQuery)  df1<-filter(df,id\_rice\_type==10, id\_date>=20170101,id\_date<=20171231)  df2<- df1[order(df1$id\_date),]  View(df2)  tseries <- ts(df2$harga, start = c(2017, 1), frequency = 300)  library(nnfor)  library(forecast)  #MLP  fit<-mlp(tseries)  plot(fit)  f2=forecast(fit, h=90)  plot(f2)  summary(f2) |

Output :

|  |
| --- |
|  |

Penjelasan :

|  |
| --- |
| Dari neural network di atas untuk melakukan forecasting sesuai dengan fact\_harga, maka ditemukan error MAPE sebesar 0.1923416 dan MPE sebesar 0.0004696102. |

Sumber :

<https://hub.packtpub.com/training-and-visualizing-a-neural-network-with-r/>

<https://datascienceplus.com/neuralnet-train-and-test-neural-networks-using-r/>

**Elemen Kompetensi III**

**Perceptron Menggunakan Python**

import numpy as np # linear algebra

import pandas as pd # data processing, CSV file I/O (e.g. pd.read\_csv)

Definisikan step activation

def step\_activation(z):

    if z>0:

        f\_z = 1

    else:

        f\_z = 0

    return f\_z

Definisikan sign activation

def sign\_activation(z):

    if z>=0:

        f\_z = 1

    else:

        f\_z = -1

    return f\_z

Import librarty math dan definisikan sigmoid activation

import math

def sigmoid\_activation(z):

    return 1 / (1 + math.exp(-z))

Varible data

data = np.array([[1,0,0,-1],[1,0,1,1],[1,1,0,1],[1,1,1,1],[0,0,1,-1],[0,1,0,-1],[0,1,1,1],[0,0,0,-1]])

m,n = data.shape

print(m,n)

X = data[:,:-1]

y = data[:,n-1]

print(X)

print(y)

Definisikan perceptron

def perceptron(X,y,lr, epochs):

    m,n = X.shape

    #inisiasi bobot wi

    w = np.zeros((n+1,1))

    str\_w = ' '.join([str(elem) for elem in w])

    print(f'w ke 0:{str\_w}')

    n\_miss\_list=[]

    for epoch in range(epochs):

        print(f'epoch: {epoch}')

        n\_miss =0

        for idx, x\_i in enumerate(X):

           # print(idx)

            #print(x\_i)

            # tambahkan w0 (bias)pada posisi kolom ke 0

            x\_i = np.insert(x\_i,0,1).reshape(-1,1)

            #print(x\_i)

            #hitung y\_hat

           # y\_hat = step\_activation(np.dot(x\_i.T,w))

            #y\_hat = sign\_activation(np.dot(x\_i.T,w))

            y\_hat = sigmoid\_activation(np.dot(x\_i.T,w))

            #update bobot jika

            delta = y[idx] - y\_hat

            print(f'y:{y[idx]}')

            print(f'y\_hat:{y\_hat}')

            print(f'delta:{delta}')

            squeze = np.squeeze(delta)

            #print(f'sq:{squeze}')

            if squeze!=0:

                w += lr\*((y[idx] - y\_hat)\*x\_i)

                n\_miss += 1

            str\_w = ' '.join([str(elem) for elem in w])

            print(f'w ke {idx}:{str\_w}')

        n\_miss\_list.append(n\_miss)

    return w, n\_miss\_list

Hasil Prediksi

w, nmiss\_list = perceptron(X,y,0.1,7)

**Back propagation menggunakan python**

import numpy as np # linear algebra

import pandas as pd # data processing, CSV file I/O (e.g. pd.read\_csv)

from random import seed

from random import random

import math

**# Initialize a network**

def initialize\_network(n\_inputs, n\_hidden, n\_outputs):

  network = list()

  hidden\_layer = [{'weights':[random() for i in range(n\_inputs + 1)]} for i in range(n\_hidden)]

  network.append(hidden\_layer)

  output\_layer = [{'weights':[random() for i in range(n\_hidden + 1)]} for i in range(n\_outputs)]

  network.append(output\_layer)

  return network

seed(1)

network = initialize\_network(2, 1, 2)

for layer in network:

  print(layer)

**# Calculate neuron activation for an input**

def activate(weights, inputs):

  activation = weights[-1]

  for i in range(len(weights)-1):

    activation += weights[i] \* inputs[i]

  return activation

# Transfer neuron activation

def transfer(activation):

  return 1.0 / (1.0 + math.exp(-activation))

**# Forward propagate input to a network output**

def forward\_propagate(network, row):

  inputs = row

  for layer in network:

    new\_inputs = []

    for neuron in layer:

      activation = activate(neuron['weights'], inputs)

      neuron['output'] = transfer(activation)

      new\_inputs.append(neuron['output'])

    inputs = new\_inputs

  return inputs

**# Data network**

network = [[{'weights': [0.13436424411240122, 0.8474337369372327, 0.763774618976614]}],\

           [{'weights': [0.2550690257394217, 0.49543508709194095]}, {'weights': [0.4494910647887381, 0.651592972722763]}]]

row = [1, 0, None]

output = forward\_propagate(network, row)

print(output)

**# using the sigmoid transfer function, the derivative:**

**# derivative = output \* (1.0 - output)**

**# Calculate the derivative of an neuron output**

def transfer\_derivative(output):

  return output \* (1.0 - output)

**# error = (expected - output) \* transfer\_derivative(output)**

**# Backpropagate error and store in neurons**

def backward\_propagate\_error(network, expected):

  for i in reversed(range(len(network))):

    layer = network[i]

    errors = list()

    if i != len(network)-1:

      for j in range(len(layer)):

        error = 0.0

        for neuron in network[i + 1]:

          error += (neuron['weights'][j] \* neuron['delta'])

        errors.append(error)

    else:

      for j in range(len(layer)):

        neuron = layer[j]

        errors.append(expected[j] - neuron['output'])

    for j in range(len(layer)):

      neuron = layer[j]

      neuron['delta'] = errors[j] \* transfer\_derivative(neuron['output'])

**# Calculate the derivative of an neuron output**

def transfer\_derivative(output):

  return output \* (1.0 - output)

**# Backpropagate error and store in neurons**

def backward\_propagate\_error(network, expected):

  for i in reversed(range(len(network))):

    layer = network[i]

    errors = list()

    if i != len(network)-1:

      for j in range(len(layer)):

        error = 0.0

        for neuron in network[i + 1]:

          error += (neuron['weights'][j] \* neuron['delta'])

        errors.append(error)

    else:

      for j in range(len(layer)):

        neuron = layer[j]

        errors.append(expected[j] - neuron['output'])

    for j in range(len(layer)):

      neuron = layer[j]

      neuron['delta'] = errors[j] \* transfer\_derivative(neuron['output'])

**# test backpropagation of error**

network = [[{'output': 0.7105668883115941, 'weights': [0.13436424411240122, 0.8474337369372327, 0.763774618976614]}],

    [{'output': 0.6213859615555266, 'weights': [0.2550690257394217, 0.49543508709194095]}, {'output': 0.6573693455986976, 'weights': [0.4494910647887381, 0.651592972722763]}]]

expected = [0, 1]

backward\_propagate\_error(network, expected)

for layer in network:

  print(layer)

**#update bobot**

**# weight = weight + learning\_rate \* error \* input**

**# Update network weights with error**

def update\_weights(network, row, l\_rate):

  for i in range(len(network)):

    inputs = row[:-1]

    if i != 0:

      inputs = [neuron['output'] for neuron in network[i - 1]]

    for neuron in network[i]:

      for j in range(len(inputs)):

        neuron['weights'][j] += l\_rate \* neuron['delta'] \* inputs[j]

      neuron['weights'][-1] += l\_rate \* neuron['delta']

**# Train a network for a fixed number of epochs**

def train\_network(network, train, l\_rate, n\_epoch, n\_outputs):

  for epoch in range(n\_epoch):

    sum\_error = 0

    for row in train:

      outputs = forward\_propagate(network, row)

      expected = [0 for i in range(n\_outputs)]

      expected[row[-1]] = 1

      sum\_error += sum([(expected[i]-outputs[i])\*\*2 for i in range(len(expected))])

      backward\_propagate\_error(network, expected)

      update\_weights(network, row, l\_rate)

    print('&gt;epoch=%d, lrate=%.3f, error=%.3f' % (epoch, l\_rate, sum\_error))

**# Test training backprop algorithm**

seed(1)

dataset = [[2.7810836,2.550537003,0],

  [1.465489372,2.362125076,0],

  [3.396561688,4.400293529,0],

  [1.38807019,1.850220317,0],

  [3.06407232,3.005305973,0],

  [7.627531214,2.759262235,1],

  [5.332441248,2.088626775,1],

  [6.922596716,1.77106367,1],

  [8.675418651,-0.242068655,1],

  [7.673756466,3.508563011,1]]

n\_inputs = len(dataset[0]) - 1

n\_outputs = len(set([row[-1] for row in dataset]))

network = initialize\_network(n\_inputs, 2, n\_outputs)

train\_network(network, dataset, 0.5, 20, n\_outputs)

for layer in network:

  print(layer)

**# Make a prediction with a network**

def predict(network, row):

  outputs = forward\_propagate(network, row)

  return outputs.index(max(outputs))

**# Test making predictions with the network**

dataset = [[2.7810836,2.550537003,0],

  [1.465489372,2.362125076,0],

  [3.396561688,4.400293529,0],

  [1.38807019,1.850220317,0],

  [3.06407232,3.005305973,0],

  [7.627531214,2.759262235,1],

  [5.332441248,2.088626775,1],

  [6.922596716,1.77106367,1],

  [8.675418651,-0.242068655,1],

  [7.673756466,3.508563011,1]]

network = [[{'weights': [-1.482313569067226, 1.8308790073202204, 1.078381922048799]}, {'weights': [0.23244990332399884, 0.3621998343835864, 0.40289821191094327]}],

  [{'weights': [2.5001872433501404, 0.7887233511355132, -1.1026649757805829]}, {'weights': [-2.429350576245497, 0.8357651039198697, 1.0699217181280656]}]]

for row in dataset:

  prediction = predict(network, row)

  print('Expected=%d, Got=%d' % (row[-1], prediction))

|  |
| --- |
| 8 4  [[1 0 0]  [1 0 1]  [1 1 0]  [1 1 1]  [0 0 1]  [0 1 0]  [0 1 1]  [0 0 0]]  [-1 1 1 1 -1 -1 1 -1]  w ke 0:[0.] [0.] [0.] [0.]  epoch: 0  y:-1  y\_hat:0.5  delta:-1.5  w ke 0:[-0.15] [-0.15] [0.] [0.]  y:1  y\_hat:0.425557483188341  delta:0.5744425168116589  w ke 1:[-0.09255575] [-0.09255575] [0.] [0.05744425]  y:1  y\_hat:0.4538538220813519  delta:0.5461461779186481  w ke 2:[-0.03794113] [-0.03794113] [0.05461462] [0.05744425]  y:1  y\_hat:0.5090431658582721  delta:0.49095683414172786  w ke 3:[0.01115455] [0.01115455] [0.1037103] [0.10653994]  y:-1  y\_hat:0.5293897043283174  delta:-1.5293897043283176  w ke 4:[-0.14178442] [0.01115455] [0.1037103] [-0.04639904]  y:-1  y\_hat:0.49048262061715864  delta:-1.4904826206171586  w ke 5:[-0.29083268] [0.01115455] [-0.04533796] [-0.04639904]  y:1  y\_hat:0.40550727231760336  delta:0.5944927276823966  w ke 6:[-0.23138341] [0.01115455] [0.01411131] [0.01305024]  y:-1  y\_hat:0.4424108546378813  delta:-1.4424108546378813  w ke 7:[-0.37562449] [0.01115455] [0.01411131] [0.01305024]  epoch: 1  y:-1  y\_hat:0.40987795194523086  delta:-1.409877951945231  w ke 0:[-0.51661229] [-0.12983324] [0.01411131] [0.01305024]  y:1  y\_hat:0.3467410647009  delta:0.6532589352991001  w ke 1:[-0.45128639] [-0.06450735] [0.01411131] [0.07837613]  y:1  y\_hat:0.37714537284283317  delta:0.6228546271571669  w ke 2:[-0.38900093] [-0.00222189] [0.07639677] [0.07837613]  y:1  y\_hat:0.44116139876251725  delta:0.5588386012374827  w ke 3:[-0.33311707] [0.05366197] [0.13228063] [0.13425999]  y:-1  y\_hat:0.45044891040057744  delta:-1.4504489104005773  w ke 4:[-0.47816196] [0.05366197] [0.13228063] [-0.0107849]  y:-1  y\_hat:0.41438154347920514  delta:-1.414381543479205  w ke 5:[-0.61960012] [0.05366197] [-0.00915752] [-0.0107849]  y:1  y\_hat:0.3453499570602599  delta:0.6546500429397402  w ke 6:[-0.55413511] [0.05366197] [0.05630748] [0.0546801]  y:-1  y\_hat:0.36490556455252204  delta:-1.364905564552522  w ke 7:[-0.69062567] [0.05366197] [0.05630748] [0.0546801]  epoch: 2  y:-1  y\_hat:0.34593322250506525  delta:-1.3459332225050653  w ke 0:[-0.82521899] [-0.08093135] [0.05630748] [0.0546801]  y:1  y\_hat:0.29912453320305715  delta:0.7008754667969428  w ke 1:[-0.75513144] [-0.0108438] [0.05630748] [0.12476765]  y:1  y\_hat:0.3296722570077944  delta:0.6703277429922057  w ke 2:[-0.68809867] [0.05618897] [0.12334026] [0.12476765]  y:1  y\_hat:0.4052102804658546  delta:0.5947897195341454  w ke 3:[-0.6286197] [0.11566794] [0.18281923] [0.18424662]  y:-1  y\_hat:0.3906994477563182  delta:-1.3906994477563182  w ke 4:[-0.76768964] [0.11566794] [0.18281923] [0.04517668]  y:-1  y\_hat:0.3578126836243525  delta:-1.3578126836243525  w ke 5:[-0.90347091] [0.11566794] [0.04703796] [0.04517668]  y:1  y\_hat:0.3076228567293863  delta:0.6923771432706137  w ke 6:[-0.8342332] [0.11566794] [0.11627568] [0.11441439]  y:-1  y\_hat:0.3027507276926821  delta:-1.3027507276926822  w ke 7:[-0.96450827] [0.11566794] [0.11627568] [0.11441439]  epoch: 3  y:-1  y\_hat:0.299676182426241  delta:-1.299676182426241  w ke 0:[-1.09447589] [-0.01429967] [0.11627568] [0.11441439]  y:1  y\_hat:0.27005152628919166  delta:0.7299484737108084  w ke 1:[-1.02148104] [0.05869517] [0.11627568] [0.18740924]  y:1  y\_hat:0.3001654369062018  delta:0.6998345630937982  w ke 2:[-0.95149758] [0.12867863] [0.18625913] [0.18740924]  y:1  y\_hat:0.3895627420367486  delta:0.6104372579632513  w ke 3:[-0.89045386] [0.18972236] [0.24730286] [0.24845297]  y:-1  y\_hat:0.3447943750370855  delta:-1.3447943750370854  w ke 4:[-1.0249333] [0.18972236] [0.24730286] [0.11397353]  y:-1  y\_hat:0.3148308057337168  delta:-1.3148308057337168  w ke 5:[-1.15641638] [0.18972236] [0.11581978] [0.11397353]  y:1  y\_hat:0.28361032236936234  delta:0.7163896776306377  w ke 6:[-1.08477741] [0.18972236] [0.18745875] [0.1856125]  y:-1  y\_hat:0.2526030015372409  delta:-1.252603001537241  w ke 7:[-1.21003771] [0.18972236] [0.18745875] [0.1856125]  epoch: 4  y:-1  y\_hat:0.2649659781766723  delta:-1.2649659781766722  w ke 0:[-1.33653431] [0.06322576] [0.18745875] [0.1856125]  y:1  y\_hat:0.2520523749499759  delta:0.7479476250500241  w ke 1:[-1.26173954] [0.13802052] [0.18745875] [0.26040726]  y:1  y\_hat:0.28165636773799557  delta:0.7183436322620045  w ke 2:[-1.18990518] [0.20985488] [0.25929311] [0.26040726]  y:1  y\_hat:0.386902814232141  delta:0.613097185767859  w ke 3:[-1.12859546] [0.2711646] [0.32060283] [0.32171698]  y:-1  y\_hat:0.30855607014826897  delta:-1.308556070148269  w ke 4:[-1.25945107] [0.2711646] [0.32060283] [0.19086137]  y:-1  y\_hat:0.2811330511681677  delta:-1.2811330511681678  w ke 5:[-1.38756437] [0.2711646] [0.19248952] [0.19086137]  y:1  y\_hat:0.2681138075762698  delta:0.7318861924237302  w ke 6:[-1.31437576] [0.2711646] [0.26567814] [0.26404999]  y:-1  y\_hat:0.2117555431458844  delta:-1.2117555431458844  w ke 7:[-1.43555131] [0.2711646] [0.26567814] [0.26404999]  epoch: 5  y:-1  y\_hat:0.23787111162327032  delta:-1.2378711116232703  w ke 0:[-1.55933842] [0.14737749] [0.26567814] [0.26404999]  y:1  y\_hat:0.24087086520780338  delta:0.7591291347921967  w ke 1:[-1.48342551] [0.2232904] [0.26567814] [0.3399629]  y:1  y\_hat:0.27003264393280246  delta:0.7299673560671975  w ke 2:[-1.41042877] [0.29628714] [0.33867488] [0.3399629]  y:1  y\_hat:0.3928128315454028  delta:0.6071871684545972  w ke 3:[-1.34971005] [0.35700586] [0.39939359] [0.40068162]  y:-1  y\_hat:0.2790802534814989  delta:-1.279080253481499  w ke 4:[-1.47761808] [0.35700586] [0.39939359] [0.27277359]  y:-1  y\_hat:0.25384216332342147  delta:-1.2538421633234216  w ke 5:[-1.6030023] [0.35700586] [0.27400938] [0.27277359]  y:1  y\_hat:0.2580326094623316  delta:0.7419673905376685  w ke 6:[-1.52880556] [0.35700586] [0.34820612] [0.34697033]  y:-1  y\_hat:0.17816851421687213  delta:-1.178168514216872  w ke 7:[-1.64662241] [0.35700586] [0.34820612] [0.34697033]  epoch: 6  y:-1  y\_hat:0.2159177205199018  delta:-1.2159177205199019  w ke 0:[-1.76821418] [0.23541409] [0.34820612] [0.34697033]  y:1  y\_hat:0.23400560895054215  delta:0.7659943910494579  w ke 1:[-1.69161474] [0.31201352] [0.34820612] [0.42356977]  y:1  y\_hat:0.26281372431404415  delta:0.7371862756859558  w ke 2:[-1.61789611] [0.38573215] [0.42192474] [0.42356977]  y:1  y\_hat:0.40451932045050526  delta:0.5954806795494947  w ke 3:[-1.55834805] [0.44528022] [0.48147281] [0.48311784]  y:-1  y\_hat:0.254409716708183  delta:-1.254409716708183  w ke 4:[-1.68378902] [0.44528022] [0.48147281] [0.35767687]  y:-1  y\_hat:0.23106343279385008  delta:-1.23106343279385  w ke 5:[-1.80689536] [0.44528022] [0.35836647] [0.35767687]  y:1  y\_hat:0.25145787087398086  delta:0.7485421291260191  w ke 6:[-1.73204115] [0.44528022] [0.43322068] [0.43253108]  y:-1  y\_hat:0.15032668067527968  delta:-1.1503266806752797  w ke 7:[-1.84707382] [0.44528022] [0.43322068] [0.43253108]  [{'weights': [0.13436424411240122, 0.8474337369372327, 0.763774618976614]}]  [{'weights': [0.2550690257394217, 0.49543508709194095]}, {'weights': [0.4494910647887381, 0.651592972722763]}]  [0.6629970129852887, 0.7253160725279748]  [{'output': 0.7105668883115941, 'weights': [0.13436424411240122, 0.8474337369372327, 0.763774618976614], 'delta': -0.0005348048046610517}]  [{'output': 0.6213859615555266, 'weights': [0.2550690257394217, 0.49543508709194095], 'delta': -0.14619064683582808}, {'output': 0.6573693455986976, 'weights': [0.4494910647887381, 0.651592972722763], 'delta': 0.0771723774346327}]  &gt;epoch=0, lrate=0.500, error=6.350  &gt;epoch=1, lrate=0.500, error=5.531  &gt;epoch=2, lrate=0.500, error=5.221  &gt;epoch=3, lrate=0.500, error=4.951  &gt;epoch=4, lrate=0.500, error=4.519  &gt;epoch=5, lrate=0.500, error=4.173  &gt;epoch=6, lrate=0.500, error=3.835  &gt;epoch=7, lrate=0.500, error=3.506  &gt;epoch=8, lrate=0.500, error=3.192  &gt;epoch=9, lrate=0.500, error=2.898  &gt;epoch=10, lrate=0.500, error=2.626  &gt;epoch=11, lrate=0.500, error=2.377  &gt;epoch=12, lrate=0.500, error=2.153  &gt;epoch=13, lrate=0.500, error=1.953  &gt;epoch=14, lrate=0.500, error=1.774  &gt;epoch=15, lrate=0.500, error=1.614  &gt;epoch=16, lrate=0.500, error=1.472  &gt;epoch=17, lrate=0.500, error=1.346  &gt;epoch=18, lrate=0.500, error=1.233  &gt;epoch=19, lrate=0.500, error=1.132  [{'weights': [-1.4688375095432327, 1.850887325439514, 1.0858178629550297], 'output': 0.029980305604426185, 'delta': -0.0059546604162323625}, {'weights': [0.37711098142462157, -0.0625909894552989, 0.2765123702642716], 'output': 0.9456229000211323, 'delta': 0.0026279652850863837}]  [{'weights': [2.515394649397849, -0.3391927502445985, -0.9671565426390275], 'output': 0.23648794202357587, 'delta': -0.04270059278364587}, {'weights': [-2.5584149848484263, 1.0036422106209202, 0.42383086467582715], 'output': 0.7790535202438367, 'delta': 0.03803132596437354}]  Expected=0, Got=0  Expected=0, Got=0  Expected=0, Got=0  Expected=0, Got=0  Expected=0, Got=0  Expected=1, Got=1  Expected=1, Got=1  Expected=1, Got=1  Expected=1, Got=1  Expected=1, Got=1  In [ ]:    ​ |

**CEK LIST**

|  |  |  |  |
| --- | --- | --- | --- |
| Elemen Kompetensi | No Latihan | Penyelesaian | |
| Selesai | Tidak selesai |
| 1 | 1.1.1 |  |  |
| 2 | 1.2.1 |  |  |

**FORM UMPAN BALIK**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Elemen Kompetensi** | **Tingkat Kesulitan** | | | **Tingkat Ketertarikan** | | | **Waktu Penyelesaian dalam menit** |
| Memahami proses backpropagation dengan neuralnet library di R |  |  |  |  |  |  |  |
|  |  | Sangat Mudah |  |  | Tidak Tertarik |  |
|  |  |  |  |  |  |  |
|  |  | Mudah |  |  | Cukup Tertarik |  |
|  |  |  |  |  |  |  |
|  |  | * Biasa |  |  | Tertarik |  |
|  |  |  |  |  |  |  |
|  |  | Sulit |  |  | * Sangat Tertarik |  |
|  |  |  |  |  |  |  |
|  |  | Sangat Sulit |  |  |  |  |
|  |  |  |  |  |  |  |
| Menerapkan Neural Network untuk melakukan Forecasting. |  |  |  |  |  |  |  |
|  |  | Sangat Mudah |  |  | Tidak Tertarik |  |
|  |  |  |  |  |  |  |
|  |  | Mudah |  |  | Cukup Tertarik |  |
|  |  |  |  |  |  |  |
|  |  | * Biasa |  |  | Tertarik |  |
|  |  |  |  |  |  |  |
|  |  | Sulit |  |  | * Sangat Tertarik |  |
|  |  |  |  |  |  |  |
|  |  | Sangat Sulit |  |  |  |  |
|  |  |  |  |  |  |  |