## List Creation

## In summary, you can create a new Scala List with these approaches:

## Lisp style

## Java style

## range method

## tabulate method

val list = 1 :: 2 :: 3 :: Nil Lisp-style

The :: method takes two arguments, a "head", which is a single element, and a "tail", which is a List.

val list = List(1,2,3) Java-style

Scala can usually infer the type of a List very well.

If you're mixing types in a List constructor, you may need to manually specify the List type.

val x = List[Number](1, 2.0, 33d, 0x1)

val x = List.range(1,10) val x = List.range(1,10,2)

val x = List.fill(3)("foo")

val x = List.tabulate(5)(n => n \* n)

**Object** - Objects have states and behaviors. Example: A dog has states - color, name, breed as well as

behaviors - wagging, barking, eating. An object is an instance of a class.

 **Class** - A class can be defined as a template/blueprint that describes the behaviors/states that object of its type support.

 **Methods** - A method is basically a behavior. A class can contain many methods. It is in methods where the logics are written, data is manipulated and all the actions are executed.

 **Fields** - Each object has its unique set of instant variables, which are called fields. An object's state is created by the values assigned to these fields

**println**("Hello, Scala!");

Comments in Scala // or /\*…\*/

a semicolon (;) is required if you write multiple statements on a single line:

A package is a named module of code. For example, the Lift utility package is net.liftweb.util. The package declaration is the first non-comment line in the source file as follows: Scala packages can be imported so that they can be referenced in the current compilation scope. The following statement imports the contents of the scala.xml package:

import scala.xml.\_

You can import a single class and object, for example, HashMap from the scala.collection.mutable package:

import scala.collection.mutable.HashMap

You can import more than one class or object from a single package, for example, TreeMap and TreeSet from the scala.collection.immutable package:

import scala.collection.immutable.{TreeMap, TreeSet}

A field is a variable that is accessible inside the whole object. This is contrast to local variables, which are only accessible inside the method in which they are declared. Here is a simple field declaration:

class MyClass {

var myField : Int = 0;

}

Scala's type inference can figure out the type of a variable, based on the value assigned to it. Therefore, you could actually omit the type in the field declaration above, like this:

class MyClass {

var myField = 0;

}
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<http://www.slideshare.net/jboner/pragmatic-real-world-scala-45-min-presentation?type=powerpoint> ovo kasnije kad vec prodjem ostalo…

Scala is a statically typed language that was conceived in 2001 by Martin Odersky who has also written the Java reference compiler and co-authored Java generics. It is both a functional language, meaning that functions are values, and also an object oriented language where every value is an object. Scala compiles to byte code for the Java Virtual Machine (JVM) making it platform independent. That also means that we from a Scala program can use existing Java libraries and vice versa. While it seems the primary focus is on the JVM it can also be compiled for the .NET framework’s Common Language Runtime (CLR)

The Scala programming language is a newer, very interesting language, with a lot of new features compared to Java. The reason Scala is interesting to Java programmers is, that Scala is compiled to run on the Java Virtual Machine. In other words, Scala is compiled into Java bytecodes. This also means that you can use all Java classes in your Scala code. Even the Java classes you have developed yourself. This makes a transition to Scala cheaper, since a lot of Java code can be reused.

Scala is compiled into Java Byte Code which is executed by the Java Virtual Machine (JVM). This means that Scala and Java have a common runtime platform. It's a different language, but the same runtime.

Some of the new, interesting features in Scala are closures, functions as objects, traits, concurrency mechanisms inspired by Erlang, and its support for DSL's (Domain Specific Languages).

The Scala compiler compiles your Scala code into Java Byte Code which can then be executed by the scala command. The scala command is similar to the java command, in that it executes your compiled Scala code.

Since the Scala compiler can be a bit slow to startup, Scala has a compiler daemon you can run. This daemon keeps running, even when not compiling Scala code. You can then instruct the daemon to compile Scala code for you at will. This saves you the Scala compiler startup overhead when compiling.

The Scala interpreter runs your Scala code directly as it is, without you needing to compile it. The Scala interpreter may come in handy as a Scala script interpreter, a bit like a shell script interpreter on a Unix platform.

Scala has a set of features which differ from Java. Some of these are:

1. All types are objects.
2. Type inference.
3. Functions are objects.
4. Domain specific language (DSL) support.
5. Traits.
6. Closures.
7. Concurrency support inspired by Erlang.

## Scala for the Web

One of the popular Scala web frameworks is called Lift. You can find it here:

[**http://liftweb.net**](http://liftweb.net/)

A Scala class is a template for Scala objects. That means, that a class defines what information objects of that class holds, and what behaviour (methods) it exposes. A class can contain information about:

* Fields
* Constructors
* Methods
* Superclasses (inheritance)
* Interfaces implemented by the class
* etc.

Object - Objects have states and behaviors. Example: A dog has states - color, name, breed as well as

behaviors - wagging, barking, eating. An object is an instance of a class.

 Class - A class can be defined as a template/blueprint that describes the behaviors/states that object of its type support.

 Methods - A method is basically a behavior. A class can contain many methods. It is in methods where the logics are written, data is manipulated and all the actions are executed.

 Fields - Each object has its unique set of instant variables, which are called fields. An object's state is created by the values assigned to these fields

**object HelloWorld {**

/\* This is my first java program.

\* This will print 'Hello World' as the output

\*/

def main(args: Array[String]) {

println("Hello, world!") // prints Hello World

}

}

Let's look at how to save the file, compile and run the program. Please follow the steps given below:

1. Open notepad and add the code as above.

2. Save the file as: HelloWorld.scala.

3. Open a command prompt window and go to the directory where you saved the program file.

4. Type 'scalac HelloWorld.scala' and press enter to compile your code. If there are no errors in your code, the command prompt will take you to the next line.

5. Above command will generate a few class files in the current directory. One of them will be called

HelloWorld.class. This is a bytecode, which will run on Java Virtual Machine (JVM).

6. Now, type 'scala HelloWorld' to run your program.

7. You will be able to see 'Hello, World!' printed on the window.

**Basic Syntax:**

About Scala programs, it is very important to keep in mind the following points.

 Case Sensitivity - Scala is case-sensitive, which means identifier Hello and hello would have different

meaning in Scala.

 Class Names - For all class names, the first letter should be in Upper Case.

If several words are used to form a name of the class, each inner word's first letter should be in Upper Case.

Example class MyFirstScalaClass

 Method Names - All method names should start with a Lower Case letter.

If several words are used to form the name of the method, then each inner word's first letter should be in

Upper Case.

Example def myMethodName()

 Program File Name - Name of the program file should exactly match the object name.

When saving the file, you should save it using the object name (Remember scala is case-sensitive) and

append '.scala' to the end of the name (if the file name and the object name do not match your program will

not compile).

Example: Assume 'HelloWorld' is the object name. Then, the file should be saved as 'HelloWorld.scala'

 def main(args: Array[String]) - Scala program processing starts from the main() method, which is a

mandatory part of every Scala Program.

**Scala Keywords:**

The following list shows the reserved words in Scala. These reserved words may not be used as constant or

variable or any other identifier names.

Abstract Case catch class

Def Do else extends

False Final finally for

forSome If implicit import

Lazy Match new null

Object Override package private

Protected Return sealed super

This Throw trait try

True Type val var

While With yield

- : = =>

<- <: <% >:

# @

<https://docs.oracle.com/javase/tutorial/java/concepts/>

<https://www.codeproject.com/Articles/22769/Introduction-to-Object-Oriented-Programming-Concep>

In order to clearly understand the object orientation model, let’s take your “hand” as an example. The “hand” is a class. Your body has two objects of the type "hand", named "left hand" and "right hand". Their main functions are controlled or managed by a set of electrical signals sent through your shoulders (through an interface). So the shoulder is an interface that your body uses to interact with your hands. The hand is a well-architected class. The hand is being reused to create the left hand and the right hand by slightly changing the properties of it.

### **4.4.****What is an Object?**

An object can be considered a "thing" that can perform a set of related activities. The set of activities that the object performs defines the object's behavior. For example, the Hand (object) can grip something, or a Student(object) can give their name or address.

In pure OOP terms an object is an instance of a class.

### **4.5.****What is a Class?**

![OOP_Concepts_and_manymore/class.gif](data:image/gif;base64,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)

A class is simply a representation of a type of object. It is the blueprint, or plan, or template, that describes the details of an object. A class is the blueprint from which the individual objects are created. Class is composed of three things: a name, attributes, and operations.

<http://tutorials.jenkov.com/scala/classes.html>

A Scala class is a template for Scala objects. That means, that a class defines what information objects of that class holds, and what behaviour (methods) it exposes. A class can contain information about:

* Fields
* Constructors
* Methods
* Superclasses (inheritance)
* Interfaces implemented by the class
* etc.