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**ВВЕДЕНИЕ**

В современном мире наиболее развивающаяся отрасль – это отрасль компьютеров. Еще несколько десятилетий назад все персональные компьютеры можно было пересчитать по пальцам. Однако, сейчас их количество возросло настолько, что в каждой семье есть один, а может быть и более компьютеров. В наше время информационные технологии занимают центральное место в интеллектуализации общества, развитии его системы образования и культуры.

Одной из самых перспективных областей компьютерных технологий являются компьютерные сети. Компьютерные сети могут рассматриваться как средство передачи информации на большие расстояния, для чего в них применяются методы кодирования и мультиплексирования данных, получившие развитие в различных телекоммуникационных системах.

В настоящее время широкое распространение получили одноранговые сети, использующие технологию блокчейн. Блокчейн подобен коллективному разуму, которым никто не управляет, но каждый может заглянуть в его содержимое. Главные достоинства технологии – децентрализованность, публичность и абсолютная прозрачность. Блокчейн позволяет строить отношения с организациями и людьми, работа которых не вызывает у вас доверия, но оставаться уверенным, что вы защищены от любого обмана. Эта технология не дает возможности подделывать документы, изменять уже заверенную информацию или злоупотреблять служебным положением. Сфера применения блокчейна почти безгранична: от банков и рынка недвижимости до сельского хозяйства и госуправления.

1. Анализ предметной области
   1. Анализ аналогов программного средства

**«**Bitcoin**»** – самая распространенная и успешная криптовалюта. Bitcoin появился в 2008 году под авторством [Сатоши Накамото](http://ru.bitcoinwiki.org/%D0%A1%D0%B0%D1%82%D0%BE%D1%88%D0%B8_%D0%9D%D0%B0%D0%BA%D0%B0%D0%BC%D0%BE%D1%82%D0%BE).

Bitcoin, его транзакции и эмиссию регулирует обширная peer-to-peer сеть. Bitcoin использует распределенную в сети единую базу данных, включенную в децентрализованную одноранговую сеть, которая использует электронную цифровую подпись и поддерживается [proof-of-work](http://ru.bitcoinwiki.org/Proof-of-work) протоколом для обеспечения безопасности и лигитимности представленных в оборот средств.

Bitcoin является наиболее распространенной альтернативной валютой, общая рыночная стоимость которой составляет свыше 11 млрд. долларов. Возможность обменивать, продавать или покупать Bitcoin предоставлена на множестве сайтов.

Несмотря на то, что формально для использования Bitcoin не требуется идентификация личности пользователя, валюта не является полностью анонимной.

Благодаря тому, что исходный код Bitcoin находится в общем доступе, на его основе появилось множество криптовалют. Одна из них, Litecoin, использует более сложную операцию доказательства выполнения работы.

* 1. Постановка задачи

Задача данной курсовой работы заключается в разработке приложения для совершения транзакций в одноранговой сети с использованием технологии блокчейн.

Необходимо реализовать взаимодействие клиентов между собой. Каждый пользователь должен иметь возможность формировать транзакции, которые должны быть проверены остальными пользователями. Решение о принятии транзакции принимать, если транзакция принята более чем 50% пользователей.

Транзакции хранить в виде цепочки блоков, содержащих несколько транзакций в каждом.

1. РАЗРАБОТКА ПРОГРАММНОГО СРЕДСТВА
   1. Общая информация

Для создания данного приложения используется язык программирования С++ и интегрированная среда разработки Microsoft Visual Studio 2015. Данный продукт был выбран, так как он позволяет разрабатывать приложения под операционную систему Windows.

Приложение написано в процедурном стиле.

При проектировании программы использовалась методика нисходящего проектирования: сначала прорабатывается основная концепция программы, затем детально продумывается каждая отдельная функциональная составляющая.

* 1. Написание кода
     1. Сервер

Несмотря на все достоинства децентрализованных систем, они имеют серьезную проблему: определение адресов клиентов. Решением этой проблемы был выбран сервер, единственной функцией которого является формирование и распространение списка адресов активных клиентов.

При авторизации пользователя автоматически отправляется запрос на сервер. Принимая запрос, сервер добавляет нового клиента в список и высылает обратно полный список клиентов в сети на данный момент.

При завершении работы приложения на сервер посылается запрос на удаление клиента из списка.

Сам сервер представляет собой консольное приложение.

![Screenshot_5.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA9EAAAKYCAYAAAB0EHtjAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAADELSURBVHhe7dx7ryXZWR/g+T79DeYbRGkSQiBcQsIojkaK1MpfSaREBAVswMcXPBAbMBmwHfsYY7BjLh4chZAB8UciNRBhEhM5ihQhMLHBnrFjg6XYlV2XVXtV1aqqd+1Lzzndzys9num9q1attap29/s7u8fPfd9/fNwAAAAA+55rlFJKKaWUUkopFSohWimllFJKKaWUCpYQrZRSSimllFJKBUuIVkoppZRSSimlgiVEK6WUUkoppZRSwRKilVJKKaWUUkqpYAnRSimllFJKKaVUsIRopZRSSimllFIqWEK0UkoppZRSSikVLCFaKaWUUkoppZQKlhCtlFJKKaWUUkoFKxyi/+DTf9h89OO/VuVdP/n+Ufvrf/ID72h+9/f/oPnGN74xjKqUUkoppZRSSt2fCofoV3/7d5o/+8IXz/bf/uh/Nl//+teHUZVSSimllFJKqftTVSH6m9/8RsA3m2984/+N5u//4Wc+2/zVX/3VMKpSSimllFJKqXPqueeeq3Kfq53/48ePh1+tV3vMtdZaHaJf/shvNT/43n/f/NDPfKr5oZc/1bzlfa80b/nAK80Pf+jXmvd94jcPAfkvmz//8y+MvvrV/9ud96a3/mrzy7/zmVCI/uxLzw83+MXmlcOvX3nx+O9ttb9+/qXPDr86o155sXnu+ZeaxUg7r7/UzufFNJtjdfMunZdXGrv9Z7amY322een5C62vUP1ePtcUpl9f3Rr68Vqbc872tNun+QSGseZjHJ+FpLRn+xUeJ5vnsfp7snZv65/HfryL3INFVY79DK83so7+83LaM5dfa/n89er2sa/6/b9APWPPSfl+Pd90y2n34vDr5VivNC+2xw1vbI6hlFJKXbjaP2eiVXPsXazHQzhu/7lWkWPOqeoQ/daf+43mO9784eY7f/RDzXe9/YPN3/3x9zd/7z0/13zfe19ufuxjrzRf/vLrxRD9j97zseaTv/fp/RD92Zea53cajcs0kWtNVeD14hz7Bmp5Xl752P2/L9bRNWgnNu0rlTdz2/Orq1dezOe5tf7pnnbzyQ/s9nN+bn/OYi8O+1O3hppxpvMcq53f88+vPpf3Nyw82+u9bhidXmvxzHc1hK7Kz/t1512qZ+05Wbtfx2rXNv/hQXdO9treGEoppdQlqyYY1xx7V+vxRkjeeu9SVR2i33X7m82bXvrF5h++5yPNm37ytvmed7/cfNd7frr57ve+u3nnx35lNUT/4w98pPnUH/7X5vc//ZlAiN5uKi/SRK5dJ/h610RlDVLXMK18IzPWfOxCYL54g3yFUL5W8z0Za7bubq/G4/ogMV9zaD8DVTXOyr1P92RtffX37I6EhWd8vfXrqKjNZz6vfv7l98p11XmX6ll7Tg61fr9SzX7f6vZo+sOE/TGUUkqpy9WzFqLbelwIy6XXrlHVIfqnPvZbzZve8+Hm77zr5eavv/0nmm956V3N33z3O5u/9VNva976Sx/rQnR73Nw//dgHmv/wP363+S+/9+nVEN01HYdFj4YGZN6MlZqz6blZM1Nobtrqji80OOHXJ43lrEELX3P27e3ivPb92TiFULy69kOFGtnuuun8gxPD69q15us+/rrft+U5s31ZqfZ602PmgSQ2Tqrl/WkruweTe36stedzcl8me5qel2G+3TGz+xy4J9P7ntYZGHuoZ329+/Oer/X0a81/PakTP9Pr8y78vlG4l+04+fmvrMyxPPen9zlpq7zmWWX3rdvL2fGhMZRSSqkLVftnW7Rqjr3r9TgLzfm/X7uqQ/TbPvyp5q+99V83D9/5UvMtP/5jzbf+5Nubb3vvTfMdL/9oc/Pxj65+E/39v/7e5j/9r/+8GaK7Wmn2Ss1Yqq5ZyZupvCntxps3S4Ums6ua1/tmrJtHe738+hXXzOfe/fuk6SqcM2u4N9fend82jv0/+8ax1Oy9mF1jaDJrm7/ZvI61XENaZ6nx7Gp1rGm15+end+Pm6wuO01f5/nRjjPubGvHuF2OVns92HsfX5nuaGvnj9bpzsvu4d0/6tWZrOzxzL3W/2B+7L+vdn3d/zOL9E66VnvlizX6/6I7Nx5w9x/vzLtzb7hqzMRbXyMdI9aw9J31t3q+x+jHbv9Je+n0mNoZSSqlrV/fnW4X7WjVzv8/rLNXjITy32n9/ElUdot/8wV/pAvTf+IlDgH7PO5q//TOHAP2zP9J81/vf3Lz9E7+wGqLf/OpLzW//79+5QoguNXl9c7Pav0wawKxOfL39Pxrb7ZXWxujm356f/jm83FVhbe044/7srb0fc9rgLRvPRa3OdV5p/IO14wtj9Y1ue9587kNN1rhe7XMwLiMFkUOTPa4tOE5XK2ueP3ulxrj0fC72dxKUhuY7X3zhuZ/UZH6lZyVVcGzrDcy7P+Y49unXKu3jsfLPcf7vqfrrptP3510YYzLP0jVWxn3WnpOhjr9HZQr70I8xG3eo8BhKKaXUBar9cyZaNcfeh3p8H0L0D//8J5pvffc7mm/76bc13/5vfrT5zve/pfnuD/5g870f/oHmnb/64ebLr7ch+s+7AP2FL3yhef3115qvfe2rzVe+8uVDeP7Ly4fotokaNm2u3Ewtx0tV+/phsl1jFmmM1sfImq3FOIWmsFvvsD+7ay83y/0eT19fNHyzxvT43kpDu9JMltbdXeswwf6ahfHyNW5UO3a/zqxBbs9NGxYcp63i/SnsU+m1+bnle53fi2ko6qrmnmyuKza29UbmPT/m9GulZ75Y+RjdWrM9yKTT9+c9XUNX3TWGPcz/PavSHIvXKqy59Nr83P15v/HPSarN+zVWP6ZvopVSSt2Fav9MjFbNsXe9Hg8Buv1n/u/XruoQ/SO/8PFDgL5pvv3lQ4B+31ua7/nQv2q+9+f/ZfN9H/0Xzbs++aHm9dde68LzF77w+ebzn/9886UvfbEL0K8dXv/a1752pRC91jiVqm3aSsfXvt5XrFHaHqNf86zB62po0rK1d9dLY+2uPW9Q88pfb/89a0TbasfNfx2txXzK6873rL2XizVsNLd5tee2w3Tj5Y102sjgOJvzbPemYCsczH/dV77new39zj3ZvO+RsGC9be3Pe37MmXs7OTGr8Fr72p/3dA1ddfMcxl25xnKOG2uZPR/J1nNx95+TY23er6G6Y7pr92PPj4+MoZRSSl2q2j+Ho1Vz7F2ux4XQXHrtGlUdotv/87Dur29/4Ie6AP33f+H7mxd+8Z83/+Dj/6x56df/bRea27Dc/jXur3zlK83rr79+eO1LzRe/+MXDa1+9fIjeaIRKtdbY1L6eau/9tnaP2Wr+uvVlTWr+rcfu2guNY1v5eYX97uabN6rRmq0jtqdDAzq5XrkpnVf7HLz4YnvNbA/aOczH3hmnPM/+3GXTPxyfzbf0fC7Gm+xN4b7U3JPN+74zdvdL621rf97ztZ5+rbXXD1foguH41uZa+9qfdyFE5++vXGM+bnnOT+9zktf6/RqqO3d+36bj746hlFJKXbBqgnHNsXe1Hm+E5a33LlXVIfpnP/FK87Z/99HmHb/8keadv/rzzY998rZ51ysf7AL0Bz75y80X/+Ivmj/7s881n/vc55o//dM/bT7/+f/T/MXhtfaveLfB+hr/x2JdczY559AwvVhqrAqNVFe1rx+r2CiFrplq1kTvVaHJX117W93xeaPYz2ec82Su6deH97NmuFyvNC9l9yCtYzNwDLXcs+EbptJr83kc1pMO69c+a+jb9VaNszLP+b7kNexRPo/l85iPGdib/HqBe7K474dj8v8DpdWxrXes/Xn3x4TXsXGt9d8nDnOYvb5Yaztu9pmO7vdx3OEzMI45vJ9/JrrfJ/JzVtYyWe+shvWkc6Z7F5/35Jr59ebXTvt3iedkNnbxfo0139++umtnc9keQymllLpstX/GRqvm2LtYjwMhOXLMOVUdotv/rrn9Pw+beP315rXXvtQF6Paf7X8Hnb59TgH6miG6rdSgJeP780YpbxxT1b6eVbFRilwzNa0HVX1Wd95yf4prT5VdqzO7YLeG9F471/b4nXUfzuobyWzcyXU39m59z4brDy+VrrFomOfXaOe+2NCNcVbmWRx7rGkTPX8e+1+/Mr3mZE79+dOXsmem++X+PZne93TuztjWO9b+vOdrPf1ak/WNpp/jvKZrrd3vtlJwbh2u080zv95wT7PzJ5/LlbV081pZ4zjmMMZ07yLzfoOfk7XrZNrz+/FL927Y8+EiW2MopZRSl67Snzlb7nO1838cCMftMddaa3jU//6ZP2red/tLZ/uN3/zt5utf//ow6pOteVOXqvb1mrrEGPex7su6rzHPu7x2671e3eV9iFQ+/2ftOVFKKaWUqqlwiP7mN7/Z/Mmf/Enzx3/8x2dpv5Fux3ry1X5LcPym4Vi1r9fUJca4j3Vf1n2ded7dsGC916t7/llvv9Edv1191p4TpZRSSqm6ut/f5St1B+tZCwvC0f2r9p7lf6Vr66+WX6o8J0oppZR6WkqIVkoppZRSSimlgiVEK6WUUkoppZRSwRKilVJKKaWUUkqpYAnRSimllFJKKaVUsIRopZRSSimllFIqWEK0UkoppZRSSikVLCFaKaWUUkoppZQKlhCtlFJKKaWUUkoFS4hWSimllFJKKaWCJUQrpZRSSimllFLBEqKVUkoppZRSSqlgPXeo9n8AAADgqdXWa6+9drbDWOULAAAAwNNCiAYAAIAgIRoAAACChGgAAAAIEqK5vgePmttXX21effW2efSg8D4AAMA9IUQT9LC5aYPw7aPmQfH9dQ8e3R4CdBuiX21uHz0oHgMAAHAfXD5EP7wZA9Po5uHkotxHp4foe/9N9Dj//R8C5D8w6G2v+eFNfmzrpnlYOO4sFfPvPWge3c7mtfIZXq734JRnZE029+SSP4ip3f87eb9qjq/dz2sfDwBwD0VD9AsvvFB8PTmMVWi8c5dsrHkDnBGi76vCD4TWA8H283/zcHZ8IWwcXeiHDVXz7xVDcWsRonc+7xdYw+pcWuf+YK52/+/i/ao8vnY/r308AMB9FQnRbYBOSu+3Dj3m0ECVQlbbgArR99wzFqLzgHIIAOn5Xgspq8//GL7m31j2IXQ6XhZMzw0dlfNv5SFoEfrn0viFeaZvazcD4J4stE7mkq1rd46bavf/jt2v2uNr9/PaxwMA3GN7IToP0FtB+tArndgoZc3XdrM1NKwppORN5MG0eRwC3+pftdwIhFeZT6VhrK29TE3z4pjZPFrludTOf23P0l7P38sCRvH9mXzNi3uw8VdmC+s9OucbwnZdx+tuh5S01vI8V+9VSVrPuaGsav6tjc9EyTDP4nj5vZy/F7Q534vtUUHt2JHjx+d54zk+6X7Fj6/dz2sfDwBwn22F6Hlwnv86d+jphkZps1GcSo1X0aLhOoa+R4v/LrGXN3BbTd3ae9ecT5Wh6d46v5/rNCQu/3vNzCIc1c6/FLKG1w6Wgem0EH17u3IPCudurrdzob9me7D1PO2F6Mj9HF0pcGzP/2C4bjz4Zvc3uzfHz1D894Gljf3Mf8Cy9Tydqnb/A8fnz2l0f3fv18zJz2dxP699PADA/bYWotcC89rrh7HmoWaniR6bq/lxqSGbB6D0+iBvWlMjmzdpafxF47bS8F17PlWGcDqOOVwrG6/f6+Nc18PLMehOG+za+c9DdBo3ElSX819I1+zka1i5ztr9Onvvy/ZCzfjsz8NUFiIigSiNc863uCV78+/fb/f4+LwczZ+pZPYMJfM9qDZ/1g6yfTxam9fpavc/dPzq7y3r9u7X3Pbxtft57eMBAO63vRAdfe8w1jBooXkqNXbHpn36emcYY3peathL55RDWt/groSvWaP/JOYTN5yf5jjuaWpC5+NvzeUgnT+ZT+38s0Z5nM/K9RZK481shN8UECZBZTi+9Gz19/2yDftuqBn3ZN3quUnag7ND6NLe/FMYXFe+12ncqXP3vvSsJf08rnGPq/f/Dbxfc9vH1+7ntY8HALjftkJ06fVkPURnJg32LBztN+0Hk+Y0hb6KRqwQtPo5LQPBE5lP2Cx0tuu4ve2a0z5IDu+P88ma2Mk4SSnE1s5/uMaoZt2l688U7lWSnqNJiB6b9dk8UrDZutYJYqFmvkfDPDbWNrrSvJO9+R+f/+V9Hd8rPv/5Ofn6l5+xuMI+TsarfXYDavf/Db5fc9vH1+7ntY8HALjf1kJ0rcNY5QvkzXbe4D2Z0DqcMza6818f3a0QnebTj93+e7t33WvdHPqm9bifQxO72tCX1l07/+M1Hg4N+3Q/tqzv+2gjaBZD9MHWPdv867UnqA01ubX5j64cyFp78+/3ci34Lp+vNF5pzuN9CT8fc+nZbJXmtPe8V7pjAbpV+7xtH1+7n9c+HgDgfnsCIfogNZ1ZU73dtJekRq0utPbN5XCd4dvLUph5UvOJOs67bUCHeXX7eLjesI5jw5zmsjL/9K3tWT8EmDbCY4gKBaXhWltN9PCMlEJAutb0vg3zWai5h3HbIWVLmmd5n+v28XR78y/vcTKsYfH5XTk+PW9nhKbN8Qu/n5yqdv/vyv2a2zu+dj+vfTwAwH12sRDdhqRiAzWGtVmDlxqrcIg7NbT2AaC9dt9orpz/xOYTNMzn5ubwzzGM9Gu5ebT8YcDY3M/nM/615/n9OS9Et6/FA8XlQ3T/2nUCc0maQzTUdMZnar73vRQ8qsPFOG58/bvzH5+T+fNw/PwWn7fC3Lfe60Tmv/bcRs4N7k/t/p98v1b3dl3t8xa/v8H9vPbxAAD32EVDdN8srSgEqLEpLZo3XaeH1u46tzfNTXv+RgP8pOYTkjWl+ZyPc5zPJ33juWKx7vNDdGucz/z+js3zmtl1h+OjIXp3/K3AHrKznwfTua4fXww2u/uzFoiOobaz+jzXzj8LvyXz/cyfz6K10BSd//bnsbw3reD4tft/8v2armPyDE9c7nlL5vOp3c9rHw8AcF9dLES3g601UeuN48Fqc3rB0DpeY62xzzyJ+YQcm+RyeCxft3QPyvtfO/9hPps/DMn2aDd0nBmis9fXnXNvzg81m8Fhd382zh/P3Xqe60NWpzCvrc9v8TO/EYw7ofkPFvOpOWfj2MI65yb7U3t8bvyBw9bzeP7zNhe7vzv7ee3jAQDuoYuGaHhSUnjb/gGBBh4AALgsIZp76PgtXDFEh775AwAAqNfW9G/fneYwVvkCcA1r/+lAbvWv1wIAAJxIiOb+Wv3vVH0DDQAAXIcQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdH3wYNHzW230bfNoweF9wEAAHgihOh74MGj23Gjbx89KB5z9z1oHt0uH5ybh6VjAQAA7qbrhOiHN8uDbh4e33+GpUBcFR7v/TfRD5ub/FnIPJUherxf+z/0yH9A0tu+xw9v8mNbN83DwnFnqZh/r/ADkpXP+3K9B7ePmgeFY0+SzT255A+eavf/2verbvzS53BnPpX7efJ68+v4swIAuOMuHKLXw1JHc3RaiL7nxuD0tN//wg+P1gNH+Zv5ZPF8FMLM0YV+uFI1/14xFLcW93p7vZdYw+pcWuc+e7X7f+37VT3+9u/Npd+PqvbzrPXO5ubPCQDgjrtgiM6b5MK3D22Drjl6JkN0/+3UZb+Bu3PyAHp4ztN9XguhY0CZfws7hpH5fvWfr+l42Wfu3M9W5fxbecjafZ7T+IV5pm8v9wL7pizETeaSreu8z1zt/l/5flWP3wbV5WdwvIfz46v38/T1pvt/82i45tl7AwBwXZcL0am5qv2rmXnzPig208NxXeO2+NZjJbTXHJ8sjp03i0t5mOjNxi+scakcmibHRPb2Wvt5hliIHtab1jhbR3ENhePKx/bfdLWvH+/V8O1Ydv7qNUKmIWU7hKZ7W96TdO7ec9dJ8z87eNTMvzV8exj9vA/zLI43vBda74rN+V5sjwpqx44cP34eT/gcVq91uI+z4y+2n3vHDu9310nrDs8dAOCNcbEQPX6bUNEIp3OK5s15arZu++Zu4dzjD1LjWFRs7IYGtCQ/PjWSm+YNc32Ivup+1ij8IKJoco1jiH60so55Qx9fb3+fFmu9uZndvxNCy4rtELodotP+lc+dSc/WhYPHbogerhv/vGfPc3Zvjp+5c/Z+Yz/zZ/GcZ3pN7f4Hjs+f6+ofLFTOp7/W/K9bX3A/N+cz+0GMEA0A3BMXC9F9GIk3wuvN8zGYThr41IwtzknHzxrB2uPH5nA+n9RQLv+7vmOzW1jDSiOY1l3XHA9z2Ghar76fNfJGe8tkPVnIauX7l+aaHV+33uNr/bjZr4fzy2HidGl+ayF0fHbmz0m2d6sBNpPGOedb3JK9+ffvt/uV72UyvyfJ7B4nZ4emYQ7581R8Btfmdbra/Q8dv/p70b698cfnblS6xuX2c30+haCernH28wAAcF1vUIheD6ad1EzlTVwhSCWp4Z80apXHH0PB9NjOMJ9poCg0mgHFue7aC9FPYD/P0DfSe8/G1hrm669dbwp6aQ7p/OMa+zmujHeCtIerQTjNccNuiE738AqhY2/+yzA2V97LNO5U9PeNNdlncbGv/Txiz2Cl2v2/4v3qBMYv37f5vbrQfm7Mp/h7TLrWtfYHAOBC3qAQvRdA56HpYGjISk19sSGrPH4/FBzkzd3G+FuKc91V2I+JJ7CfZ4gFmBRsI89Q7XqH48f7t9yPfo5PMER3hnnl2jlFnq3hmPU9OM/e/I+fl+X9Gt+bhKF0f/Nz8vWfs/eFfZyMV/NsBdXu/5Xv16njp/s83ZsL7OfWfNbCshANANwTFwvRqUGOBa+hSVtt+JYhJzVl4dBXebwQfXTaHNcJ0eVj1uzu/1ZAuZC9+W/v1/L+pPFKcy6H7hrp2WmV5rT3vFSq3f9r368zx18+b2fu5858xmdh1wV/6AEAcEEXC9FbTfJSatJWmvDSNxJDYxYOfZXHV4eoNMfKxrU4113L0Fd8/5r7eYbLh+ja9d6nED3MdWUf0rinB86YvflvPyPz/T4G5eLxJ36Wcpvjp1B3gT2r3f9r369LjF+6l6fuZ2Q+4zG7hGgA4G66WIgeG+FOoflpG6+ssTo2UrNjs3EmDVxt6Dvx+HjjloLcwaL5P4SIlSZyXHdVYFiGvrmr7+cZLh+ia9d7T0L0+AyW9z4Fm+rANI4bX9/u/Md9nt+v4+ciX8N4vwpz33qvE5n/znO+eW5wf2r3/+T7tbq3UyePnxvXHvkcHWzs1dnzSdc8Zz0AAE/A5UJ0O+DYYK2YNEfpG7cV80ZqGPtqIfpgbAKLCg121mgurDWCq+fMmti9vVw02FfezzP0+7odCGpDdN16n0SI3pnPwXSv148vBtfd52HlvCzUdtaey+r5Z+G3ZP4Dn63PSmdt76Pz3/78lvemFRy/dv9Pvl/Tdax+Bi86n/LeV+3nGesdCdEAwD1x2RA9KDZfK41R6dhi4zg0aaVG7FIhurPaDAab/Nbet8zFQHFuiO5dbT/P0M/p0iG6F1vv/QjRmyFj93nYOH88d2t99SG6U5jX1nNTul+7oSk0/8FiPjXnbBxbWOfcZH9qj8+Nvz9sfBYuNJ/VOSSL81b26Jz1JkI0AHBPXCVEAwAAwNNIiAYAAIAgIRoAAACChGgAAAAIEqIBAAAgSIgGAACAICEaAAAAgoRoAAAACBKiAQAAIEiIBgAAgCAh+j548Ki57Tb6tnn0oPA+AAAAT4QQfQ88eHQ7bvTtowfFY+6+B82j2+WDc/OwdCwAAMDddJ0Q/fBmedDNw+P7z7AUiKvC473/Jvphc5M/C5mnMkSP92v/hx75D0h62/f44U1+bOumeVg47iwV8+8VfkCy8nlfrvfg9lHzoHDsSbK5J5f8wVPt/l/7ftWNX/ocBuZT8TzUrvfqzwMAwBVcOESvh6WOIH1aiL7nxkb5ab//hR8erYeO8jfzyeL5KITDowv9cKVq/r1iCGot7vX2ei+xhtW5tM599mr3/9r3q3r87d+bi78f1TwP1fO5/vMAAHAtFwzReVNU+PahbciE6GcyRPffTl32G7g7Jw8ch+c83ee10DEGvvm3bmMYme9X//majpd95s79bFXOv5WH1t3nOY1fmGf69nIvsG/KQtxkLtm6zvvM1e7/le9X9fhtiF5+Bsd7OD+++nmonM+1nwcAgCu6XIhOTVHtX8XLm7VBsXkajusa4cW3Hiuhveb4pPCNyl7znYeJ3mz8whqXyqFpckxkb6+1n2eIhehhvWmNs3WsNtSh9fbfwrWvH+/V8E1Xdv7qNUKmIWU7dKR7W96TdG4o9KX5F8JInZr5t4ZvNqOf92GexfGG90LrXbE534vtUUHt2JHjx8/jCZ/D6rUO93FxfO3zsGJtPsPr13oeAACu6WIhOn17UNP4pHOK5s15arpu+2Zu4dzjD1KjWFRsSocGtCQ/PjWSm+YNc32Ivup+1ij8IKJoco1jiH60so55wx1fb3+fFmu9uZndvxNCy4rt0LEdotP+hQJLerbCoSlmNzQN141/3rPnObs3x8/cOXu/sZ/5s3jOM72mdv8Dx+fPdXWQrJxPf639vzp98RB91ecBAOC6Lhai+zASb3zWm6VjMJ00bKkZW5yTjp81grXHr377k5q9ZaN5bHYLa1hpYtO665rjYQ4bIeDq+1njnBCd3sv3L8011GyX1nt8rR83+/VwfjRMRKX5rYWO8dmZPyfZ3kUCSxrn0t/a7c2/f7/dr3wvk/k9SWb3OFn5rMQNc8ifp+IzuDav09Xuf+j41d+L9u2NPz53o9g19p6HNdvzudbzAABwXW9QiF4Ppp3UROZNcSFIJanBmzRqlccfQ8H02M4wn2kDWWjcA4pz3bUXop/Afp6hb6T3no2tNczXX7veFPTSHNL5xzX2c1wZ7wRpD1dDxxiU1u0GlnQPrxA69ua/DGNz5b1M407Vh8Wp7LO42Nd+HrFnsFLt/l/xfnUC45fv2/5zv/s8lwTmc53nAQDgut6gEL0XQOeh6WBoyEpNXGrESiE6evx+KDjIm8GN8bcU57qrsB8TT2A/zxALMCnYRp6h2vUOx4/3b7kf/RyfYIjuDPPKtXOKPFvDMet7cJ69+R8/L8v7Nb43CU/p/ubn5Os/Z+8L+zgZr+bZCqrd/yvfr1PHT/d5b29iz3Nmdz7XfB4AAK7rYiE6NUSx4DU0S3sNVv7+0JSFQ1/l8UL00WlzXCdEl49Zs7v/uwHlfHvz396v5f1J45XmXA7dNdKz0yrNae95qVS7/9e+X2eOH/m8Vz3Pgflc93kAALiui4XoraZoKTW9K014+iuZwdBabAIrj68OUaW/Ih1QnOuuZegrvn/N/TxDv7eXDNG1671PIXqY68o+pHGvHTD25r/9jMz3+xiMisef+FnKbY6fQt0F9qx2/699vy4x/va97KVj9p7n6Hyu/TwAAFzTxUL02Ph0CgGgbWSzxmpstubHZuNMGqwrh+ix0Q6FuFYKcgeLZu8QIlaayHHdVQ3iMvTNXX0/z3D5EF273nsSosdnsLz3KXhUB6Zx3Pj6duc/7vP8fh0/F/kaxvtVmPvWe53I/Hee881zg/tTu/8n36/VvZ06efzcuPbta0We55r5nPU8AAC8wS4XotsBx4ZsxaQpSt+4rZg3UMPYtaG4JiSOTWBRocHOGveFtQZw9ZxZE7u3l4um98r7eYZ+X7eb9NoQXbfeJxGid+ZzMN3r9eOLQWX3eVg5Lwu1nbXnsnr+Wdgpmf/AZ+uz0lnb++j8tz+/5b1pBcev3f+T79d0HaufwYvOp7T3lc9D7XxOfh4AAN54lw3Rg2Izu9Kclo4tNo5Dk1ZqPC8VojurzWCwyW/tfctcbCDPDdG9q+3nGfo5XTpE92LrvR8hunQvRrvPw8b547lb66sP0Z3CvLaem9L92grGndD8B4v51JyzcWxhnXOT/ak9Pjf+/rDxWbjQfFbncO0QPTjpeQAAeINdJUQDAADA06it11577WyHscoXAAAAgKeFEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEEXC9GvvvpqE1WaCAAAANx1QjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAEHSxED0fGAAAAJ42QjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQJAQDQAAAEFCNAAAAAQJ0QAAABAkRAMAAECQEA0AAABBQjQAAAAECdEAAAAQJEQDAABAkBANAAAAQUI0AAAABAnRAAAAECREAwAAQNBaiH7hhReKryfz9w9jlS8AAAAAT4utEL0WpEvvHcYqXwAAAACeFnsheh6W114/jFW+AAAAADwt1kJ0ax6Y57/OHcYqXwAAAACeFlshupUH57UA3TqMVb4AAAAAPC32QnRrL0C3DmOVLwAAAABPi0iIbm0F6NZhrPIFAAAA4GkRDdF7DmOVLwAAAABPCyEaAAAAgoRoAAAACBKiAQAAIEiIBgAAgKDLhOjXmv8P01lpnJZql2YAAAAASUVORK5CYII=)

Рисунок 2.4 - Сервер

Клиент представляется классом UserIP. Класс располагает двумя свойствами: ID - логин пользователя и IP - IP-адресс пользовтеля.

* + 1. Библиотека классов TonkoinLibrary

Классы, используемые для реализации технологии блокчейн, вынесены в отдельную библиотеку классов TonkoinLibrary.

Для передачи данных по сети используется бинарная сериализация, реализуемая с помощью класса BinaryFormatter, представленным библиотекой System.Runtime.Serialization.Formatters.Binary. Использование отдельной от клиента библиотеки классов позволяет корректно десериализовать данные, сериализованные другим пользователем.

Объект класса User содержит в себе логин пользователя, hash-значение логина, hash-значение пароля и hash-значение логина пользователя, пригласившего в систему. Конструктор класса принимает три параметра типа string: логин, пароль и логин пригласившего пользователя. Далее конструктор получает и сохраняет hash-значения.

Объект класса Block представляет собой единицу цепочки блоков - главного принципа технологии Блокчейн. Блок хранит список транзакций, hash-значение предыдущего блока и свое hash-значение, которое пересчитывается каждый раз при добавлении транзакции к списку. Когда злоумышленник изменяет транзакции в блоке, это влияет на hash всего блока, который будет прежним у большинства других пользователей, поэтому такой блок не будет принят. Также это позволяет проверять список всех транзакций, проверяя hash-значения блоков, а не сравнивая весь список, размер которого быстро увеличивается.

Объект класса Transaction представляет собой транзакцию. Каждая транзакция имеет список входов, список выходов и свое hash-значение, которое формируется конструктором класса.

Объект класса In представляет собой единицу списка входов транзакции. Вход - это транзакция, из которой берутся деньги для использования в новой транзакции. В каждом входе указывается hash-значение используемой транзакции, номер выхода, с которого необходимо взять деньги и подпись владельца - hash-значение пароля пользователя-владельца транзакции.

Объект класса Out представляет собой единицу списка выходов. Выходов у транзакции может быть один или два. Если сумма денег списка входов превышает сумму для передачи другому пользователю, остаток возвращается отправителю в виде второго выхода транзакции. На выходе указывается hash-значение логина получателя и количество получаемых денег.

* + 1. Взаимодействие клиентов

После авторизации пользователя и успешного соединения с сервером, клиент запускает "слушателя" входящих пакетов в отдельном потоке. Такой "слушатель" представлен объектом класса Listener.

Открытый для прослушивания сокет связывается с портом и входит в бесконечный цикл.

IPEndPoint ipEndPoint = new IPEndPoint(userIP.IP, 12000);

Socket sListener = new Socket(ipEndPoint.AddressFamily, SocketType.Stream, ProtocolType.Tcp);

try

{

sListener.Bind(ipEndPoint);

sListener.Listen(10);

}

}

catch(Exception e)

{

ExceptionReceived(this, e);

return;

}

При принятии подключения другого клиента, осуществляется прием данных и запись в объект класса MemoryStream.

Socket handler = sListener.Accept();

MemoryStream ms = new MemoryStream();

while ((bytesRec = handler.Receive(bytes)) != 0)

{

ms.Write(bytes, 0, bytesRec);

for (int i = 0; i < bytesRec; i++)

bytes[i] = 0;

total += bytesRec;

}

Первый байт полученных данных определяет, каким образом эти данные следует обрабатывать. Список заголовков:

* USERLIST: заголовок говорит о том, что принятый пакет данных представляет собой список пользователей, и должен быть записан в файл.
* ASKTRANSACTION: запрос на проверку транзакции, присылаемой в пакете данных. Клиент, получивший такой запрос, выполняет проверку транзакции и, в случае подтверждения, высылает ответ, что транзакция справедлива.
* VALIDTRANSACTION: получение такого пакета говорит о том, что клиент, получивший от текущего пользователя запрос на проверку транзакции ASKTRANSACTION, подтвердил справедливость новой транзакции. Если транзакция подтверждена более чем 51% пользователей, то она добавляется в список и всем пользователям высылается запрос ADDTRANSACTION.
* ADDTRANSACTION: транзакция, следуемая за таким заголовком, является проверенной и подлежит добавлению в список.
* ASKBLOCKLIST: запрос на проверку списка блоков. За таким заголовком идет список hash-значений блоков клиента-отправителя. Они сравниваются с hash-значениями блоков получателя и в случае соответствия, высылается ответ с одобрением списка.
* VALIDBLOCKLIST: положительный ответ на проверку списка блоков. Если список блоков получает одобрение более 51%   
  пользователей, он считается справедливым и может использоваться для работы клиента.

Отправка пакетов осуществляется экземпляром класса BinSender, который в своем конструкторе выполняет запрос серверу и получает актуальный список пользователей в сети. Пакет формируется с помощью соответствующих методов. Отправка запросов всем клиентам осуществляется с помощью метода SendBin.

public void SendBin(byte[] b)

{

foreach (UserIP userIP in storage.userIPList)

{

IPEndPoint ipEndPoint = new IPEndPoint(userIP.IP, 12000);

try

{

Socket sender = new Socket(ipEndPoint.AddressFamily, SocketType.Stream, ProtocolType.Tcp);

if (userIP.IP.ToString() != storage.curentUserIP.IP.ToString())

{

sender.Connect(ipEndPoint);

int bytesSent = sender.Send(b);

sender.Shutdown(SocketShutdown.Both);

}

sender.Close();

}

catch(Exception e)

{

ExceptionReceived(this, e);

return;

}

}

}

Ответы на запросы отправляются аналогичным образом, за исключением того, что ответ отправляется только тому клиенту, который отправил запрос, а не всем активным пользователям.

* + 1. Работа с транзакциями

Большинство функций, используемых для работы с транзакциями, реализованы методами класса TransactionVerifier:

* TransactionUsed: выполняет проверку, были ли использованы выходы данной транзакции, или нет. Возвращает 0, если ни один выход не был использован, 1, если был использован первый выход, 2 - если второй и 3 - если оба выхода были использованы.
* IsTransactionValid: выполняет формирование новой транзакции, осуществляет поиск средств и в случае успеха возвращает новую транзакцию. В случае неудачи возвращает null.
* IsTransactionValid: выполняет проверку уже существующей транзакции. Возвращает true, если транзакция справедлива, и false в противном случае.
* ShowBallance: осуществляет поиск всех неиспользованных выходов, принадлежащих пользователю, и выдает результат, который соответствует сумме средств, которыми располагает пользователь.
* PackBlock: вычисляет hash-значение блока на основе hash-значений транзакций этого блока.
* FindParent: возвращает hash-значение логина пользователя, пригласившего текущего пользователя.
* BonusTonkoin: создание эмиссионных транзакций в начале каждого блока.
* SearchSender: возвращает hash-значение логина отправителя заданной в параметрах транзакции.

Процесс осуществления транзакции:

1. Пользователь создает транзакцию, используя окно формирования транзакций.
2. Если транзакция предназначена существующему пользователю и у отправителя достаточно средств, создается объект класса Transaction.
3. Транзакция отправляется всем активным пользователям в сети с заголовком ASKTRANSACTION.
4. Остальные пользователи проверяют транзакцию на своей стороне и отправляют ответ.
5. Когда отправитель получает одобрение более чем половины пользователей, он добавляет транзакцию в список и отправляет её всем пользователям с заголовком ADDTRANSACTION.
6. Каждый пользователь добавляет транзакцию к списку на своей стороне.

Перед тем, как загрузить список транзакций, необходимо удостовериться в том, что список достоверен. С этой целью проводится проверка цепочки блоков после авторизации клиента.

Процесс проверки цепочки блоков:

1. Клиент открывает файл с блоками, повторно высчитывает hash-значения каждого блока.
2. Все hash-значения блоков собираются в правильном порядке и передаются другим пользователям под заголовком ASKBLOCKLIST.
3. Принимая такой заголовок, клиент также открывает файл с цепочкой блоков и сравнивает hash-значения блоков.
4. При совпадении всех значений, высылается ответ с заголовком VALIDBLOCKLIST.
5. При получении одобрений более чем от половины пользователей, список загружается и становится доступным для работы.
   * 1. Эмиссия

Эмиссия почти тем же способом, как это сделано в Bitcoin: бонусные деньги получает пользователь, создающий новый блок.

В программном средстве Tonkion эмиссия дополнена: кроме пользователя, создавшего новый блок, бонусные деньги (в меньшем размере) получает пользователь, пригласивший создающего новый блок пользователя в систему. Таким образом, первый пользователь в системе получает бонус каждый раз. Такая система стимулирует пользователей приглашать в систему как можно большее число новых пользователей.

* 1. Визуальное представление

Для взаимодействия приложения с пользователем создаются три окна:

* главное окно с полем для авторизации, функциональными кнопками и компонентом для вывода информации;
* окно для регистрации новых пользователей;
* окно для формирования новой транзакции.
  + 1. Главное окно

Главное окно открывается при запуске приложения. Если у пользователя есть учетная запись в системе, то он может ввести свой логин и пароль и войти, нажав кнопку Enter.
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Рисунок 2.1 - Главное окно

Кнопка New открывает окно для регистрации.

Кнопка Seek users позволяет обновить список пользователей, находящихся в сети.

Кнопка Show list выводит на экран список всех зарегистрированных пользователей.

Кнопка Make transaction открывает окно для составления транзакции.

Кнопка Show balance отображает количество валюты, принадлежащей текущему пользователю.

* + 1. Окно регистрации

Чтобы добавить новую учетную запись, необходимо указать логин, пароль, подтвердить пароль и указать логин пользователя, пригласившего нового пользователя в систему.
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Рисунок 2.2 - Окно регистрации

* + 1. Окно формирования транзакций

Для формирования новой транзакции необходимо указать получателя, количество переводимых средств и пароль отправителя.
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Рисунок 2.3 - Окно формирования транзакций

1. ТЕСТИРОВАНИЕ ПРОГРАММНОГО СРЕДСТВА

После написания исходного кода проводились испытания программного средства. Во время тестирования проверялась работа системы

с тремя активными пользователями.

Все места, в которых наиболее вероятно возникновение ошибки, выполнялись по шагам.

Была выявлена ошибка с вычислением hash-значений, которые оказывались различными при вызове функции с одинаковыми параметрами. Ошибка заключалась в том, что после вычисления hash-значения необходимо заново инициализировать используемые для вычисления данные.

Была выявлена ошибка с десериализацией полученных по сети данных.

Ошибка заключалась в некорректном приеме данных, поэтому прием данных принял вид следующего цикла:

MemoryStream ms = new MemoryStream();

while ((bytesRec = handler.Receive(bytes)) != 0)

{

ms.Write(bytes, 0, bytesRec);

for (int i = 0; i<bytesRec; i++)

bytes[i] = 0;

total += bytesRec;

}

Все найденные ошибки функционала приложения исправлялись по мере нахождения. После внесения исправлений проводились повторные тесты.

1. РУКОВОДСТВО ПОЛЬЗОВАТЕЛЯ
   1. Начало работы

Перед началом работы необходимо запустить сервер. После двойного щелчка по иконке приложения откроется окно программы.

* 1. Авторизация

Пользователи, имеющие учетную запись, могут войти, используя свой логин и пароль. Если учетной записи нет, следует создать новую, открыв окно для регистрации нажав кнопку New.

В открывшейся форме необходимо ввести логин, пароль, подтвердить пароль. Также, необходимо указать пользователя, который пригласил нового пользователя. Если такого пользователя нет, следует выбрать любого из списка уже зарегистрированных.

* 1. Осуществление транзакции

Для осуществлений транзакции следует открыть окно формирования транзакций, нажав кнопку Make transaction. Далее необходимо указать получателя, сумму перевода и пароль.

Если такая транзакция возможна, пользователь увидит сообщение “Success”. После этого транзакция будет проверена другими пользователями и, в случае принятия, выведется сообщение “Transaction accepted”.

**ЗАКЛЮЧЕНИЕ**

Результатом данной курсовой работы является программное средство Tonkoin, полностью удовлетворяющее всем условиям поставленной задачи. Данное приложение способно работать в локальной сети и со множеством клиентов одновременно.

В ходе разработки было изучено большое количество литературы из различных источников. На примере Bitcoin, был изучен принцип формирования транзакции и построения цепочки блоков.

Проделанная работа позволяет в полной мере раскрыть у автора наличие базовых знаний и основных навыков в области сетевого программирования.

Программное средство Tonkoin можно продолжать развивать, переходя от локальной сети к глобальной. Также со временем будет изменен механизм эмиссии и будет добавлена возможность восстанавливать поврежденные файлы, содержащие список блоков транзакций.
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Приложение А. Исходный код программы

Проект tonkoin

Класс Program

using System;

using System.Windows.Forms;

namespace tonkoin

{

static class Program

{

/// <summary>

/// The main entry point for the application.

/// </summary>

[STAThread]

static void Main()

{

Application.EnableVisualStyles();

Application.SetCompatibleTextRenderingDefault(false);

Application.Run(new Tonkoin());

}

}

}

Класс Tonkoin

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using tonkoin.Serializers;

using TonkoinLibrary;

using TonkoinLibrary.Transactions;

namespace tonkoin

{

public partial class Tonkoin : Form

{

public Storage storage = new Storage();

bool listenerEnabled = false;

String from;

int value;

public Tonkoin()

{

InitializeComponent();

InitializeStorage();

}

private void InitializeStorage()

{

BinSerializer bs = new BinSerializer();

bs.ExceptionReceived += OnExceptionReceived;

storage.userList = bs.GetUserList();

storage.newTransaction = null;

storage.Verified = 0;

}

private void enterBT\_Click(object sender, EventArgs e)

{

String login = loginTB.Text;

if (login == "")

{

MessageBox.Show("Please, type your login.");

return;

}

String password = passwordTB.Text;

if (login == "")

{

MessageBox.Show("Please, type your password.");

return;

}

Sha256Digest sh = new Sha256Digest();

byte[] s = Encoding.UTF8.GetBytes(password);

uint[] hash = sh.hash(s);

if (storage.userList != null)

{

foreach (User user in storage.userList)

{

if (user.ID == login)

{

if (sh.IsEqualHash(hash, user.password\_hash))

{

storage.curentUser = user;

MessageBox.Show("Enter success.");

}

else

{

MessageBox.Show("Wrong password.");

return;

}

}

}

if (storage.curentUser == null)

MessageBox.Show("User " + login + " not found.");

SeekUsers();

BinSender bsend = new BinSender(storage);

bsend.ExceptionReceived += OnExceptionReceived;

while (!listenerEnabled) { }

storage.Verified = 1;

bsend.VerifyBlockList();

}

else

{

MessageBox.Show("Failed to enter. User list not found.");

}

}

private void DisplayList(List<UserIP> userIpList)

{

onlineRTB.Text = "";

foreach (UserIP us in userIpList)

{

onlineRTB.Text += us.ID + ": " + us.IP.ToString() + '\n';

}

}

private void DisplayList(List<User> usepList)

{

onlineRTB.Text = "";

foreach (User us in storage.userList)

{

onlineRTB.Text += us.ID + '\n';

}

}

private void OnTransactionReceived(object sender, Transaction transaction)

{

MessageBox.Show("Transaction accepted.");

}

private void OnExceptionReceived(object sender, Exception e)

{

MessageBox.Show(e.ToString());

}

private void SeekUsers()

{

UserSeeker userSeeker = new UserSeeker();

userSeeker.ExceptionReceived += OnExceptionReceived;

storage.curentUserIP = new UserIP();

if (storage.curentUser != null)

{

storage.curentUserIP.ID = storage.curentUser.ID;

}

else

storage.curentUserIP.ID = "Guest";

storage.userIPList = userSeeker.GetUserList(storage.curentUserIP);

if (storage.userIPList != null)

{

foreach (UserIP userIP in storage.userIPList)

{

if (userIP.ID == storage.curentUserIP.ID)

{

storage.curentUserIP.IP = userIP.IP;

break;

}

}

DisplayList(storage.userIPList);

if (!listenerEnabled)

{

listenerEnabled = true;

Task.Factory.StartNew(() =>

{

var listener = new Listener(storage);

listener.TransactionReceived += OnTransactionReceived;

listener.ExceptionReceived += OnExceptionReceived;

listener.StartListen(storage.curentUserIP);

});

}

}

}

private void seekBT\_Click(object sender, EventArgs e)

{

SeekUsers();

}

private void showUsersBT\_Click(object sender, EventArgs e)

{

BinSerializer bs = new BinSerializer();

bs.ExceptionReceived += OnExceptionReceived;

storage.userList = bs.GetUserList();

DisplayList(storage.userList);

}

private void button1\_Click(object sender, EventArgs e)

{

if (storage.userList != null)

{

RegistrationForm rf = new RegistrationForm();

rf.Owner = this;

rf.Show();

}

}

private void Tonkoin\_FormClosing(object sender, FormClosingEventArgs e)

{

UserSeeker userSeeker = new UserSeeker();

userSeeker.ExceptionReceived += OnExceptionReceived;

userSeeker.UserExit();

}

private void updateListBT\_Click(object sender, EventArgs e)

{

BinSender binSender = new BinSender(storage);

binSender.ExceptionReceived += OnExceptionReceived;

binSender.SendUserList();

}

private void makeTransBT\_Click(object sender, EventArgs e)

{

if (storage.curentUser != null)

{

TransactionForm tf = new TransactionForm();

tf.Owner = this;

tf.Show();

}

else

MessageBox.Show("Please, enter first");

}

private void showBalanceBT\_Click(object sender, EventArgs e)

{

if (storage.curentUser != null)

{

if (storage.blockList == null)

{

MessageBox.Show("Please, try again.");

BinSender bs = new BinSender(storage);

bs.ExceptionReceived += OnExceptionReceived;

BinSerializer bser = new BinSerializer();

bs.ExceptionReceived += OnExceptionReceived;

bs.VerifyBlockList();

}

if (storage.blockList != null)

{

if (storage.curentUser != null)

{

TransactionVerifier tr = new TransactionVerifier();

MessageBox.Show("You have " + tr.ShowBallance(storage).ToString() + " tonkoins.");

}

}

}

else

MessageBox.Show("Please, enter.");

}

private void getBlockListBT\_Click(object sender, EventArgs e)

{

}

}

}

Класс Storage

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using TonkoinLibrary.Transactions;

namespace tonkoin

{

public class Storage

{

public List<UserIP> userIPList { get; set; }

public List<User> userList { get; set; }

public List<Block> blockList { get; set; }

public UserIP curentUserIP { get; set; }

public User curentUser { get; set; }

public Transaction newTransaction { get; set; }

public int Verified { get; set; }

public Storage() { }

}

}

Класс UserSeeker

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Net;

using System.Net.Sockets;

namespace tonkoin

{

class UserSeeker

{

public UserSeeker() { }

public event EventHandler<Exception> ExceptionReceived;

public List<UserIP> GetUserList(UserIP curUser)

{

IPEndPoint ipEndPoint = new IPEndPoint(IPAddress.Parse("192.168.43.89"), 11000);

Socket sender = new Socket(ipEndPoint.AddressFamily, SocketType.Stream, ProtocolType.Tcp);

byte[] bytesOut = new byte[2000];

byte[] bytesIn = new byte[2000];

try

{

sender.Connect(ipEndPoint);

curUser.IP = ((IPEndPoint)sender.LocalEndPoint).Address;

List<UserIP> userIPList = new List<UserIP>();

userIPList.Add(curUser);

UserIPSerializer s = new UserIPSerializer();

bytesOut = s.Serialize(userIPList);

int bytesSent = sender.Send(bytesOut);

int bytesRec = sender.Receive(bytesIn);

userIPList = s.Deserialize(bytesIn);

sender.Shutdown(SocketShutdown.Both);

sender.Close();

return userIPList;

}

catch (Exception e)

{

ExceptionReceived(this, e);

return null;

}

}

public void UserExit()

{

IPEndPoint ipEndPoint = new IPEndPoint(IPAddress.Parse("192.168.43.89"), 11000);

Socket sender = new Socket(ipEndPoint.AddressFamily, SocketType.Stream, ProtocolType.Tcp);

try

{

sender.Connect(ipEndPoint);

byte[] bytesOut = new byte[1];

bytesOut[0] = 0;

int bytesSent = sender.Send(bytesOut);

sender.Shutdown(SocketShutdown.Both);

sender.Close();

}

catch (Exception e)

{

ExceptionReceived(this, e);

}

}

}

}

Класс BinSerializer

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.IO;

using System.Runtime.Serialization.Formatters.Binary;

using TonkoinLibrary;

using TonkoinLibrary.Transactions;

namespace tonkoin.Serializers

{

class BinSerializer

{

public event EventHandler<Exception> ExceptionReceived;

private BinaryFormatter binFormatter;

public BinSerializer()

{

binFormatter = new BinaryFormatter();

}

public void Seralize(List<User> unitList, Stream target)

{

try

{

binFormatter.Serialize(target, unitList);

}

catch (Exception e)

{

ExceptionReceived(this, e);

}

}

public void Seralize(Transaction transaction, Stream target)

{

try

{

binFormatter.Serialize(target, transaction);

}

catch (Exception e)

{

ExceptionReceived(this, e);

}

}

public void Seralize(List<Block> blockList, Stream target)

{

try

{

binFormatter.Serialize(target, blockList);

}

catch (Exception e)

{

ExceptionReceived(this, e);

}

}

public List<User> DeserializeUnit(Stream target)

{

try

{

return (List<User>)binFormatter.Deserialize(target);

}

catch (Exception e)

{

ExceptionReceived(this, e);

return null;

}

}

public List<Block> DeserializeBlock(Stream target)

{

try

{

return (List<Block>)binFormatter.Deserialize(target);

}

catch (Exception e)

{

ExceptionReceived(this, e);

return null;

}

}

public Transaction DeserializeTransaction(Stream target)

{

try

{

return (Transaction)binFormatter.Deserialize(target);

}

catch (Exception e)

{

ExceptionReceived(this, e);

return null;

}

}

public List<User> GetUserList()

{

try

{

Stream stream\_target = File.Open("users.bin", FileMode.Open, FileAccess.Read, FileShare.None);

List<User> userList = new List<User>();

userList = this.DeserializeUnit(stream\_target);

stream\_target.Close();

return userList;

}

catch (Exception e)

{

ExceptionReceived(this, e);

return null;

}

}

public void SaveUserList(List<User> userList)

{

Stream stream\_target = File.Open("users.bin", FileMode.Create, FileAccess.Write, FileShare.None);

StreamWriter streamW = new StreamWriter(stream\_target);

this.Seralize(userList, stream\_target);

stream\_target.Close();

}

public List<Block> GetBlockList()

{

try

{

Stream stream\_target = File.Open("blockChain.bin", FileMode.Open, FileAccess.Read, FileShare.None);

List<Block> blockList = new List<Block>();

blockList = this.DeserializeBlock(stream\_target);

stream\_target.Close();

TransactionVerifier tv = new TransactionVerifier();

foreach(Block bl in blockList)

{

bl.hash = tv.PackBlock(bl); }

return blockList;

}

catch (Exception e)

{

ExceptionReceived(this, e);

return null;

}

}

public void SaveBlockList(List<Block> blockList)

{

Stream stream\_target = File.Open("blockChain.bin", FileMode.Create, FileAccess.Write, FileShare.None);

StreamWriter streamW = new StreamWriter(stream\_target);

this.Seralize(blockList, stream\_target);

stream\_target.Close();

}

}

}

Класс BinSender

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Net;

using System.Net.Sockets;

using tonkoin.Serializers;

using System.IO;

using TonkoinLibrary.Transactions;

namespace tonkoin

{

class BinSender

{

public event EventHandler<Exception> ExceptionReceived;

enum Header

{

USERLIST = 1, TRANSLIST = 2, BLOCKLIST = 3, ASKTRANSACTION = 4, VALIDTRANSACTION = 5,

ASKBLOCKLIST = 6, VALIDBLOCKLIST = 7, NOTVALIDBLOCKLIST = 8, ADDTRANSACTION = 9

}

public Storage storage;

public BinSender(Storage storage)

{

this.storage = storage;

UserSeeker us = new UserSeeker();

us.ExceptionReceived += ExceptionReceived;

this.storage.userIPList = us.GetUserList(storage.curentUserIP);

}

public void SendBin(byte[] b)

{

foreach (UserIP userIP in storage.userIPList)

{

IPEndPoint ipEndPoint = new IPEndPoint(userIP.IP, 12000);

try

{

Socket sender = new Socket(ipEndPoint.AddressFamily, SocketType.Stream, ProtocolType.Tcp);

if (userIP.IP.ToString() != storage.curentUserIP.IP.ToString())

{

sender.Connect(ipEndPoint);

int bytesSent = sender.Send(b);

sender.Shutdown(SocketShutdown.Both);

}

sender.Close();

}

catch (Exception e)

{

ExceptionReceived(this, e);

continue;

}

}

}

public void SendUserList()

{

try

{

Stream stream\_target = File.Open("users.bin", FileMode.Open, FileAccess.Read, FileShare.None);

byte[] b = new byte[(int)stream\_target.Length + 1];

b[0] = (byte)Header.USERLIST;

stream\_target.Read(b, 1, (int)stream\_target.Length);

stream\_target.Close();

SendBin(b);

}

catch (Exception e)

{

ExceptionReceived(this, e);

}

}

public void SendTransaction(List<UserIP> userIPList, UserIP curIP, Transaction transaction)

{

MemoryStream ms = new MemoryStream();

BinSerializer bs = new BinSerializer();

bs.ExceptionReceived += ExceptionReceived;

bs.Seralize(transaction, ms);

ms.Seek(0, SeekOrigin.Begin);

byte[] b = new byte[ms.Length + 1];

b[0] = (byte)Header.ASKTRANSACTION;

ms.Read(b, 1, (int)ms.Length);

ms.Close();

storage.newTransaction = transaction;

storage.Verified = 1;

SendBin(b);

}

public void SendValid(IPAddress ip, byte[] b)

{

try

{

IPEndPoint ipEndPoint = new IPEndPoint(ip, 12000);

Socket sender = new Socket(ipEndPoint.AddressFamily, SocketType.Stream, ProtocolType.Tcp);

sender.Connect(ipEndPoint);

int bytesSent = sender.Send(b);

sender.Shutdown(SocketShutdown.Both);

sender.Close();

}

catch (Exception e)

{

ExceptionReceived(this, e);

}

}

public void VerifyBlockList()

{

try

{

Stream blockFile = File.Open("blockChain.bin", FileMode.Open, FileAccess.Read, FileShare.None);

BinSerializer bs = new BinSerializer();

bs.ExceptionReceived += ExceptionReceived;

TransactionVerifier tv = new TransactionVerifier();

List<Block> blockList = bs.DeserializeBlock(blockFile);

byte[] buffer = new byte[4];

byte[] b = new byte[blockList.Count \* 32 + 1];

for (int i = 0; i < blockList.Count; i++)

{

blockList.ElementAt(i).hash = tv.PackBlock(blockList.ElementAt(i));

for (int j = 0; j < 8; j++)

{

buffer = BitConverter.GetBytes(blockList.ElementAt(i).hash[j]);

for (int k = 0; k < 4; k++)

{

b[i \* 32 + j \* 4 + k + 1] = buffer[k];

}

}

}

b[0] = (byte)Header.ASKBLOCKLIST;

blockFile.Close();

SendBin(b);

}

catch (Exception e)

{

ExceptionReceived(this, e);

}

}

}

}

Класс Listener

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Net;

using System.Net.Sockets;

using tonkoin.Serializers;

using System.IO;

using TonkoinLibrary.Transactions;

using System.Threading;

namespace tonkoin

{

class Listener

{

enum Header { USERLIST = 1, TRANSLIST = 2, BLOCKLIST = 3, ASKTRANSACTION = 4, VALIDTRANSACTION = 5,

ASKBLOCKLIST = 6, VALIDBLOCKLIST = 7, NOTVALIDBLOCKLIST = 8, ADDTRANSACTION = 9}

public event EventHandler<Transaction> TransactionReceived;

public event EventHandler<Exception> ExceptionReceived;

Storage storage;

public Listener(Storage st)

{

this.storage = st;

}

public void StartListen(UserIP userIP)

{

IPEndPoint ipEndPoint = new IPEndPoint(userIP.IP, 12000);

Socket sListener = new Socket(ipEndPoint.AddressFamily, SocketType.Stream, ProtocolType.Tcp);

try

{

sListener.Bind(ipEndPoint);

sListener.Listen(10);

}

catch(Exception e)

{

ExceptionReceived(this, e);

return;

}

while (true)

{

byte[] bytes = new byte[65536];

int bytesRec = 0;

int total = 0;

Socket handler = sListener.Accept();

MemoryStream ms = new MemoryStream();

while ((bytesRec = handler.Receive(bytes)) != 0)

{

ms.Write(bytes, 0, bytesRec);

for (int i = 0; i<bytesRec; i++)

bytes[i] = 0;

total += bytesRec;

}

Header byteHeader;

ms.Seek(0, SeekOrigin.Begin);

byteHeader = (Header)ms.ReadByte();

switch (byteHeader)

{

case Header.USERLIST:

{

try

{

Stream stream\_target = File.Open("users.bin", FileMode.Create, FileAccess.Write, FileShare.None);

ms.Position = 1;

ms.CopyTo(stream\_target);

stream\_target.Close();

}

catch (Exception e)

{

ExceptionReceived(this, e);

}

break;

}

case Header.ASKTRANSACTION:

{

BinSerializer bs = new BinSerializer();

bs.ExceptionReceived += ExceptionReceived;

Transaction tr;

ms.Seek(1, SeekOrigin.Begin);

tr = bs.DeserializeTransaction(ms);

TransactionVerifier trv = new TransactionVerifier();

if (trv.IsTransactionValid(storage, tr))

{

byte[] sendB = new byte[ms.Length];

ms.Seek(0, SeekOrigin.Begin);

ms.Read(sendB, 0, (int)ms.Length);

sendB[0] = (byte)Header.VALIDTRANSACTION;

BinSender bsend = new BinSender(storage);

bsend.ExceptionReceived += ExceptionReceived;

bsend.SendValid(((IPEndPoint)handler.RemoteEndPoint).Address, sendB);

}

break;

}

case Header.VALIDTRANSACTION:

{

if (storage.newTransaction != null)

{

storage.Verified++;

if (storage.Verified > (storage.userIPList.Count / 2))

{

BinSerializer bs = new BinSerializer();

bs.ExceptionReceived += ExceptionReceived;

Transaction tr;

ms.Seek(1, SeekOrigin.Begin);

tr = bs.DeserializeTransaction(ms);

Sha256Digest sha = new Sha256Digest();

if (sha.IsEqualHash(tr.hash, storage.newTransaction.hash))

{

TransactionVerifier tv = new TransactionVerifier();

storage.blockList.Last().trans\_list.Add(storage.newTransaction);

storage.blockList.Last().hash = tv.PackBlock(storage.blockList.Last());

if (storage.blockList.Last().trans\_list.Count == 10)

{

storage.blockList.Last().hash = tv.PackBlock(storage.blockList.Last());

Block block = new Block();

block.hash\_before = storage.blockList.Last().hash;

block.trans\_list = new List<Transaction>();

uint[] rec = tv.SearchSender(storage, tr.in\_list.ElementAt(0).hash, tr.in\_list.ElementAt(0).n);

storage.blockList.Add(block);

tv.BonusTonkoin(storage, rec);

block.hash = tv.PackBlock(block);

}

bs.SaveBlockList(storage.blockList);

storage.newTransaction = null;

BinSender bsend = new BinSender(storage);

bsend.ExceptionReceived += ExceptionReceived;

byte[] b = new byte[ms.Length];

ms.Seek(0, SeekOrigin.Begin);

ms.Read(b, 0, (int)ms.Length);

b[0] = (byte)Header.ADDTRANSACTION;

bsend.SendBin(b);

}

}

}

break;

}

case Header.ASKBLOCKLIST:

{

try

{

Stream blockFile = File.Open("blockChain.bin", FileMode.Open, FileAccess.Read, FileShare.None);

BinSerializer bs = new BinSerializer();

bs.ExceptionReceived += ExceptionReceived;

List<Block> blockList = bs.DeserializeBlock(blockFile);

ms.Seek(1, SeekOrigin.Begin);

TransactionVerifier tv = new TransactionVerifier();

int i = 0;

byte[] buffer = new byte[4];

byte[] b = new byte[blockList.Count \* 32];

for (i = 0; i < blockList.Count; i++)

{

blockList.ElementAt(i).hash = tv.PackBlock(blockList.ElementAt(i));

for (int j = 0; j < 8; j++)

{

buffer = BitConverter.GetBytes(blockList.ElementAt(i).hash[j]);

for (int k = 0; k < 4; k++)

{

b[i \* 32 + j \* 4 + k] = buffer[k];

}

}

}

i = 0;

if ((ms.Length - 1) == (b.Length))

while ((i < b.Length) && (ms.ReadByte() == b[i]))

i++;

byte[] sendB = new byte[1];

if (i == b.Length)

sendB[0] = (byte)Header.VALIDBLOCKLIST;

else

sendB[0] = (byte)Header.NOTVALIDBLOCKLIST;

blockFile.Close();

BinSender bsend = new BinSender(storage);

bsend.ExceptionReceived += ExceptionReceived;

bsend.SendValid(((IPEndPoint)handler.RemoteEndPoint).Address, sendB);

}

catch (Exception e)

{

ExceptionReceived(this, e);

}

break;

}

case Header.VALIDBLOCKLIST:

{

storage.Verified++;

if (storage.Verified > (storage.userIPList.Count / 2))

{

BinSerializer bs = new BinSerializer();

bs.ExceptionReceived += ExceptionReceived;

storage.blockList = bs.GetBlockList();

}

break;

}

case Header.ADDTRANSACTION:

{

BinSerializer bs = new BinSerializer();

bs.ExceptionReceived += ExceptionReceived;

Transaction tr;

ms.Seek(1, SeekOrigin.Begin);

tr = bs.DeserializeTransaction(ms);

TransactionVerifier tv = new TransactionVerifier();

storage.blockList.Last().trans\_list.Add(tr);

storage.blockList.Last().hash = tv.PackBlock(storage.blockList.Last());

if (storage.blockList.Last().trans\_list.Count == 10)

{

storage.blockList.Last().hash = tv.PackBlock(storage.blockList.Last());

Block block = new Block();

block.hash\_before = storage.blockList.Last().hash;

block.trans\_list = new List<Transaction>();

uint[] rec = tv.SearchSender(storage, tr.in\_list.ElementAt(0).hash, tr.in\_list.ElementAt(0).n);

storage.blockList.Add(block);

tv.BonusTonkoin(storage, rec);

block.hash = tv.PackBlock(block);

}

bs.SaveBlockList(storage.blockList);

storage.newTransaction = null;

this.TransactionReceived(this, tr);

break;

}

}

handler.Shutdown(SocketShutdown.Both);

ms.Close();

}

}

}

}

Класс TransactionVerifier

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using tonkoin.Serializers;

using TonkoinLibrary.Transactions;

namespace tonkoin

{

class TransactionVerifier

{

public TransactionVerifier() { }

public int TransactionUsed(Transaction tr, List<Block> blockList)

{

uint[] outHash = tr.hash;

int res = 0;

Sha256Digest sha = new Sha256Digest();

bool found = false;

foreach (Block block in blockList)

{

foreach (Transaction trans in block.trans\_list)

{

if (sha.IsEqualHash(trans.hash, tr.hash)) //если транзакция в этом блоке, с него надо начинать проверку

{

found = true;

}

}

if (found)

{

foreach (Transaction trans in block.trans\_list)

{

foreach (In inElement in trans.in\_list)

{

if (sha.IsEqualHash(outHash, inElement.hash))

{

if (inElement.n == 0)

res += 1; // использовался 1 выход

if (inElement.n == 1)

res += 2; // использовался 2 выход

}

}

}

}

}

return res;

}

public Transaction IsTransactionValid(List<Block> blockList, string from, string dest, string password, int value)

{

int ttl = 0;

Sha256Digest sha = new Sha256Digest();

uint[] from\_hash = sha.hash(Encoding.UTF8.GetBytes(from));

sha = new Sha256Digest();

uint[] dest\_hash = sha.hash(Encoding.UTF8.GetBytes(dest));

int used = 0;

List<In> listIn = new List<In>();

if (blockList != null)

{

foreach (Block block in blockList)

{

foreach (Transaction tr in block.trans\_list)

{

if ((used = TransactionUsed(tr, blockList)) != 3) //не все выходы использованы

{

if (used != 1) // не использован первый выход

if (sha.IsEqualHash(tr.out\_list.ElementAt(0).dest\_hash, from\_hash))

{

In in\_tr = new In(tr.hash, 0, password);

listIn.Add(in\_tr);

ttl += tr.out\_list.ElementAt(0).value;

if (ttl >= value)

{

break;

}

}

if (used != 2) // не использован второй выход

if (tr.out\_amount == 2)

if (sha.IsEqualHash(tr.out\_list.ElementAt(1).dest\_hash, from\_hash))

{

In in\_tr = new In(tr.hash, 1, password);

listIn.Add(in\_tr);

ttl += tr.out\_list.ElementAt(1).value;

if (ttl >= value)

{

break;

}

}

}

}

}

}

if ((listIn.Count == 0) || (ttl < value))

{

return null;

}

if (ttl < value)

{

return null;

}

List<Out> listOut = new List<Out>();

Out out\_tr = new Out(dest\_hash, value);

listOut.Add(out\_tr);

if (ttl > value)

{

Out out\_tr2 = new Out(from\_hash, ttl - value);

listOut.Add(out\_tr2);

}

Transaction newTr = new Transaction(listIn, listOut);

return newTr;

}

public bool IsTransactionValid(Storage st, Transaction trans)

{

Sha256Digest sha = new Sha256Digest();

int used;

foreach (Block block in st.blockList)

{

foreach (Transaction tr in block.trans\_list)

{

foreach (In inTr in trans.in\_list)

{

if (sha.IsEqualHash(inTr.hash, tr.hash))

{

used = TransactionUsed(trans, st.blockList);

if (used == 3)

{

return false;

}

if (inTr.n == 0)

{

if (used == 1)

{

return false;

}

}

if (inTr.n == 1)

{

if (used == 2)

{

return false;

}

}

}

}

}

}

return true;

}

public int ShowBallance(Storage st)

{

uint[] usHash = st.curentUser.hash;

int amount = 0;

int used;

Sha256Digest sha = new Sha256Digest();

foreach (Block bl in st.blockList)

{

foreach (Transaction trans in bl.trans\_list)

{

used = TransactionUsed(trans, st.blockList);

if (used != 3)

{

if (sha.IsEqualHash(trans.out\_list.ElementAt(0).dest\_hash, usHash))

{

if (used != 1)

{

amount += trans.out\_list.ElementAt(0).value;

}

}

if (trans.out\_list.Count > 1)

{

if (sha.IsEqualHash(trans.out\_list.ElementAt(1).dest\_hash, usHash))

if (used != 2)

{

amount += trans.out\_list.ElementAt(1).value;

}

}

}

}

}

return amount;

}

public uint[] PackBlock(Block block)

{

uint[] hash = block.trans\_list.ElementAt(0).hash;

for(int i = 1; i < block.trans\_list.Count; i++)

{

uint[] addhash = block.trans\_list.ElementAt(i).hash;

for (int j = 0; j < 8; j++)

hash[j] = hash[j] ^ addhash[j];

}

return hash;

}

private uint[] FindParent(Storage st, uint[] rec)

{

Sha256Digest sha = new Sha256Digest();

User user = null;

foreach (User us in st.userList)

{

if (sha.IsEqualHash(us.hash, rec))

user = us;

}

foreach (User us in st.userList)

{

if (sha.IsEqualHash(us.hash, user.parent\_hash))

return us.hash;

}

return null;

}

public void BonusTonkoin(Storage st, uint[] rec)

{

Sha256Digest sha = new Sha256Digest();

Out out1 = new Out(rec, 20);

uint[] ui = new uint[1];

ui[0] = 0;

In in1 = new In(ui, 0, "");

List<In> inList = new List<In>();

inList.Add(in1);

List<Out> outList = new List<Out>();

outList.Add(out1);

Transaction trans = new Transaction(inList, outList);

st.blockList.Last().trans\_list.Add(trans);

uint[] parentHash = FindParent(st, rec);

while(parentHash != null)

{

out1 = new Out(parentHash, 1);

in1 = new In(ui, 0, "");

inList = new List<In>();

inList.Add(in1);

outList = new List<Out>();

outList.Add(out1);

trans = new Transaction(inList, outList);

st.blockList.Last().trans\_list.Add(trans);

parentHash = FindParent(st, parentHash);

}

}

public uint[] SearchSender(Storage st, uint[] hash, int x)

{

Sha256Digest sha = new Sha256Digest();

foreach (Block bl in st.blockList)

{

foreach (Transaction trans in bl.trans\_list)

{

if (sha.IsEqualHash(hash, trans.hash))

return trans.out\_list.ElementAt(x).dest\_hash;

}

}

return hash;

}

}

}

Класс UserIP

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Net;

namespace tonkoin

{

[Serializable]

public class UserIP

{

public string ID { get; set; }

public IPAddress IP { get; set; }

public UserIP()

{ }

public UserIP(string ID, IPAddress IP)

{

this.ID = ID;

this.IP = IP;

}

}

}

Класс UserIPSerializer

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Net;

namespace tonkoin

{

class UserIPSerializer

{

public UserIPSerializer() { }

public byte[] Serialize(List<UserIP> uL)

{

String retS = "";

foreach (UserIP uI in uL)

{

retS += uI.ID + "~" + uI.IP.ToString() + "~";

}

return Encoding.UTF8.GetBytes(retS);

}

public List<UserIP> Deserialize(byte[] b)

{

string[] s = Encoding.UTF8.GetString(b).Split(new char[] { '~' });

List<UserIP> userIpL = new List<UserIP>();

for (int i = 0; i < s.Length - 1; i += 2)

{

UserIP usIp = new UserIP();

usIp.ID = s[i];

usIp.IP = IPAddress.Parse(s[i + 1]);

userIpL.Add(usIp);

}

return userIpL;

}

}

}

Класс RegistrationForm

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using tonkoin.Serializers;

using TonkoinLibrary.Transactions;

namespace tonkoin

{

public partial class RegistrationForm : Form

{

public RegistrationForm()

{

InitializeComponent();

}

private void OnExceptionReceived(object sender, Exception e)

{

MessageBox.Show(e.ToString());

}

private void backBT\_Click(object sender, EventArgs e)

{

Close();

}

private void registerBT\_Click(object sender, EventArgs e)

{

Tonkoin owner = (Tonkoin)this.Owner;

BinSerializer bs = new BinSerializer();

bs.ExceptionReceived += OnExceptionReceived;

String login, password, parent;

login = loginTB.Text;

if (login == "")

{

MessageBox.Show("Please, type your login.");

return ;

}

if (passwordTB.Text == "")

{

MessageBox.Show("Please, type your password.");

return;

}

if (passwordTB.Text != passwordAgainTB.Text)

{

MessageBox.Show("Password again does not match.");

return;

}

password = passwordAgainTB.Text;

parent = parentTB.Text;

if (parent == "")

{

MessageBox.Show("Please, login of user, wh invited you.");

return;

}

owner.storage.curentUser = new User(login, parent, password);

if (owner.storage.curentUser.IsUserExists(owner.storage.userList, owner.storage.curentUser.ID))

{

MessageBox.Show("User " + owner.storage.curentUser.ID + " already exists.");

return;

}

if (!(owner.storage.curentUser.IsUserExists(owner.storage.userList, parent)))

{

MessageBox.Show("User " + parent + " does not exists.");

return;

}

owner.storage.userList.Add(owner.storage.curentUser);

bs.SaveUserList(owner.storage.userList);

if (owner.storage.userIPList != null)

{

BinSender binSender = new BinSender(owner.storage);

binSender.ExceptionReceived += OnExceptionReceived;

binSender.SendUserList();

}

MessageBox.Show("Success.");

}

}

}

Класс TransactionForm

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using tonkoin.Serializers;

using TonkoinLibrary.Transactions;

namespace tonkoin

{

public partial class TransactionForm : Form

{

public TransactionForm()

{

InitializeComponent();

}

private void backBT\_Click(object sender, EventArgs e)

{

this.Close();

}

private void OnExceptionReceived(object sender, Exception e)

{

MessageBox.Show(e.ToString());

}

private void sendTransBT\_Click(object sender, EventArgs e)

{

if (sendTransBT.Text == "Send")

{

String login, password;

byte value;

Tonkoin owner = (Tonkoin)this.Owner;

login = receiverTB.Text;

if (login == "")

{

MessageBox.Show("Please, type receiver login.");

return;

}

if (valueTB.Text == "")

{

MessageBox.Show("Please, type value to send.");

return;

}

try

{

value = Convert.ToByte(valueTB.Text);

}

catch

{

MessageBox.Show("Please, enter valid value.");

return;

}

password = passwordTB.Text;

if (password == "")

{

MessageBox.Show("Please, type receiver login.");

return;

}

if (!(owner.storage.curentUser.IsUserExists(owner.storage.userList, login)))

{

MessageBox.Show("User " + login + " not found.");

return;

}

TransactionVerifier tv = new TransactionVerifier();

Transaction newTr;

if ((newTr = tv.IsTransactionValid(owner.storage.blockList, owner.storage.curentUser.ID, login, password, value)) != null)

{

BinSender bs = new BinSender(owner.storage);

bs.ExceptionReceived += OnExceptionReceived;

bs.SendTransaction(owner.storage.userIPList, owner.storage.curentUserIP, newTr);

}

}

}

}

}

Проект TonkoinLibrary

Класс Transaction

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace TonkoinLibrary.Transactions

{

[Serializable]

public class Transaction

{

public uint[] hash;

public int in\_amount; //Количество предыдущих транзакций, из которых деньги переводятся на новые адреса. Одна или более.

public int out\_amount; //Количество адресов, на которые переводятся деньги. Один или более.

public int size;

public List<In> in\_list;

public List<Out> out\_list;

public Transaction()

{ }

public Transaction(List<In> in\_list, List<Out> out\_list)

{

this.in\_list = in\_list;

this.out\_list = out\_list;

this.in\_amount = in\_list.Count;

this.out\_amount = out\_list.Count;

this.size = sizeof(uint) \* 8 + sizeof(int) \* 3; // неправильно!

Sha256Digest sha = new Sha256Digest();

String s;

DateTime dt = DateTime.Now;

s = dt.Millisecond.ToString() + in\_list.ElementAt(0).hash[0].ToString() + out\_list.ElementAt(0).dest\_hash[7].ToString();

this.hash = sha.hash(Encoding.UTF8.GetBytes(s));

}

}

}

Класс User

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace TonkoinLibrary.Transactions

{

[Serializable]

public class User

{

public uint[] hash;

public String ID;

public uint[] parent\_hash;

public uint[] password\_hash;

public User(String ID, String parent, String password)

{

Byte[] s;

Sha256Digest sha = new Sha256Digest();

s = Encoding.UTF8.GetBytes(password);

this.password\_hash = sha.hash(s);

s = Encoding.UTF8.GetBytes(ID);

sha = new Sha256Digest();

this.hash = sha.hash(s);

this.ID = ID;

sha = new Sha256Digest();

s = Encoding.UTF8.GetBytes(parent);

this.parent\_hash = sha.hash(s);

sha = new Sha256Digest();

}

public bool IsUserExists(List<User> userList, String login)

{

foreach (User user in userList)

{

if (user.ID == login)

return true;

}

return false;

}

}

}

Класс Out

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace TonkoinLibrary.Transactions

{

[Serializable]

public class Out

{

public int value; // Содержит количество денег, которые будут переведены по новому адресу.

public uint[] dest\_hash; // Хэш получателя

public Out(uint[] dest\_hash, int value)

{

this.dest\_hash = dest\_hash;

this.value = value;

}

}

}

Класс In

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace TonkoinLibrary.Transactions

{

[Serializable]

public class In

{

public uint[] hash; //хэш предыдущей транзакции

public int n; //номер выхода, с которого нужно брать деньги

public uint[] sig;

public In(uint[] hash, int n, String s)

{

this.hash = hash;

this.n = n;

Sha256Digest sha = new Sha256Digest();

this.sig = sha.hash(Encoding.UTF8.GetBytes(s));

}

}

}

Класс Block

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace TonkoinLibrary.Transactions

{

[Serializable]

public class Block

{

public uint[] hash;

public uint[] hash\_before;

public List<Transaction> trans\_list; //список транзакций

int repeat; //для формирования правильного хэша

public int trans\_amount;

public int size;

public Block() { }

}

}

Проект Alphach (сервер)

Класс Program

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Net;

using System.Net.Sockets;

using System.Runtime.Serialization.Formatters.Binary;

using System.IO;

namespace Alphach

{

class Program

{

static List<UserIP> userIPList = new List<UserIP>();

static void Main(string[] args)

{

IPEndPoint ipEndPoint = new IPEndPoint(IPAddress.Parse("192.168.43.89"), 11000);

Socket sListener = new Socket(ipEndPoint.AddressFamily, SocketType.Stream, ProtocolType.Tcp);

sListener.Bind(ipEndPoint);

sListener.Listen(10);

Console.WriteLine("Server working {0}", ipEndPoint);

while (true)

{

string data;

byte[] bytes = new byte[2000];

Socket handler = sListener.Accept();

Console.WriteLine("Connection from " + handler.RemoteEndPoint.ToString());

int bytesRec = handler.Receive(bytes);

{

if ((bytesRec == 1) && (bytes[0] == 0))

{

int i = 0;

foreach (UserIP usIP in userIPList)

{

if (usIP.IP.ToString() == (((IPEndPoint)handler.RemoteEndPoint).Address).ToString())

userIPList.RemoveAt(i);

break;

i++;

}

continue;

}

}

Deserializer ds = new Deserializer();

List<UserIP> getList = new List<UserIP>();

getList = ds.Deserialize(bytes);

getList.ElementAt(0).IP = ((IPEndPoint)handler.RemoteEndPoint).Address;

bool found = false;

foreach(UserIP uI in getList)

{

foreach(UserIP uIp in userIPList)

{

if (uI.ID == uIp.ID)

found = true;

if (uI.IP.ToString() == uIp.IP.ToString())

{

uIp.ID = uI.ID;

found = true;

}

}

if (!found)

userIPList.Add(uI);

found = false;

}

Serializer s = new Serializer();

bytes = s.Serialize(userIPList);

handler.Send(bytes);

}

}

}

}