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**Варіант 6 (Сховище)**

**Тема роботи: Просте наслідування на С++**

**Перелік ідентифікаторів:**

**Shelter{}** –  **клас Сховище.**

**Item{} – клас Предмет.**

**Electronic{} – породжений клас від предмета.**

**Product{} – породжений клас від предмета.**

**Fruits{} – породжений клас від продукта.**

**Temp\_product – поле класу продукта.**

**County\_origin – поле класу фрукта.**

**Graduation\_year – поле класу електроніки.**

**Name** – **поле класу Сховище.**

Type – **поле класу Сховище.**

**\*\* item** – масив вказівників**.**

**Size** – розмір масиву.

Counter – статичне поле класу.

**Shelter() – конструктор без параметрів.**

**~Shelter() – деструктор.**

**~Item() – віртуальний деструктор.**

**Storage() – перевантажений метод у класі сховище.**

**Friend operator>>(istream) – дружній перевантажений оператор вводу.**

**Friend operator<<(ostream) – дружній перевантажений оператор виводу**

**PrintName() – віртуальний метод, що встановлює тип предмету.**

**F\_print\_item() – віртуальний поліморфний метод друку.**

**Код програми** **(**Написано мовою C++). Програма написання— Visual Studio 2022.

#pragma once

#include<iostream>

#include<fstream>

#include<string.h>

#pragma warning (disable:4996)

using namespace std;

const int size1 = 30;

class Item {

static int counter;

int number\_item;

protected:

char name[size1];

public:

Item();

Item(const char\* \_name);

Item(const char\* \_name, int \_number\_item);

virtual ~Item();

bool set\_item(const char\* \_name, int \_number\_item);

bool set\_name(const char\* \_name);

bool set\_number\_item(int \_number\_item);

inline const char\* get\_name() const

{

return name;

}

inline int get\_number\_item() const

{

return number\_item;

}

static void set\_counter(int seed) { counter = seed; }

virtual void PrintName(ostream& out)const = 0;

virtual void print\_item() const;

virtual void f\_print\_item(ostream& out) const;

friend istream& operator>>(istream& in, Item& item);

friend ostream& operator<<(ostream& out, const Item& item);

};

// породжений клас

class Product : public Item {

private:

double temp\_product;

public:

Product() : Item(),temp\_product(0.0) {}

Product(const char\* \_name) : Item(\_name), temp\_product(0.0) {}

Product(const char\* \_name, int \_number\_item) : Item(\_name, \_number\_item), temp\_product(0.0) {}

Product(const char\* \_name, int \_number\_item, double \_temp\_product) : Item(\_name, \_number\_item), temp\_product(\_temp\_product) {}

Product(const Product& \_item) : Item(\_item), temp\_product(\_item.temp\_product) {};

virtual ~Product();

bool set\_item(const char\* \_name, int \_number\_item, double \_temp\_product);

void set\_temp\_product(double \_temp\_product);

inline double get\_temp\_product() const

{

return temp\_product;

}

virtual void PrintName(ostream& out)const override { out << "Product" << ' '; }

virtual void print\_item() const;

virtual void f\_print\_item(ostream& out) const;

};

// породжений клас

class Electronic : public Item {

private:

int graduation\_year;

public:

Electronic() : Item(), graduation\_year(0) {}

Electronic(const char\* \_name) : Item(\_name), graduation\_year(0.0) {}

Electronic(const char\* \_name, int \_number\_item) : Item(\_name, \_number\_item), graduation\_year(0.0) {}

Electronic(const Electronic& \_item) : Item(\_item), graduation\_year(\_item.graduation\_year) {};

Electronic(const char\* \_name, int \_number\_item, double \_graduation\_year) :Item(\_name, \_number\_item), graduation\_year(\_graduation\_year) {}

virtual ~Electronic();

bool set\_graduation\_year(int \_graduation\_year);

inline int get\_graduation\_year() const

{

return graduation\_year;

}

virtual void PrintName(ostream& out)const override { out << "Electronic" << ' '; }

virtual void print\_item() const;

virtual void f\_print\_item(ostream& out) const;

};

class Fruits : public Product {

private:

char country\_origin[size1];

public:

Fruits() : Product(), country\_origin("NULL") {}

Fruits(const char\* \_name) : Product(\_name), country\_origin("NULL") {}

Fruits(const char\* \_name, int \_number\_item) : Product(\_name, \_number\_item), country\_origin("NULL") {}

virtual ~Fruits() { cout << "Fruits destroyed"; }

virtual void PrintName(ostream& out) const override { out << "Fruits" << ' '; }

void set\_country\_origin(const char\* \_country\_origin) { strcpy(country\_origin, \_country\_origin); }

inline const char\* get\_country\_origin() const

{

return country\_origin;

}

virtual void print\_item() const;

virtual void f\_print\_item(ostream& out) const;

};

class Shelter {

Item\*\* items;//динамічний масив вказівників

int size;

public:

char name[size1];

protected:

char type[size1];

public:

Shelter();

Shelter(const char\* \_name, const char\* \_type, Item\*\* \_items, int \_size);

Shelter(const Shelter& shelter);

const Shelter & operator=(const Shelter& shelter);

~Shelter();

bool set\_Shelter(const char\* \_name, const char\* \_type, Item\*\* \_items, int \_size);

bool set\_type(const char\* \_type);

bool set\_name(const char\* \_name);

bool set\_size(int \_size);

int storage(int \_number);

void storage(const char\* item\_name, const char\* \_item\_type);

void storage(const char\* item\_name, int item\_number, const char\* \_item\_type);

int get\_size()

{

return size;

}

void bubble\_sort();

void quick\_sort(int start, int end);

//функція розділення масиву

int partition(int start, int end);

friend ostream& operator<<(ostream& out, const Shelter& shelter);

friend istream& operator>>(istream& in, Shelter& shelter);

};

bool operator<(const Item& item1, const Item& item2);

bool operator<=(const Item& item1, const Item& item2);

bool operator>(const Item& item1, const Item& item2);

bool operator>=(const Item& item1, const Item& item2);

enum class menu\_items { add\_item = 1, find\_item, print\_shelter, scan\_shelter, read\_file, safe\_file, sort\_items, end };

void print\_all(Item& item1);

void Item::print\_item() const

{

cout << "Name of item: " << name << endl;

cout << "Number of item: " << number\_item << endl;

}

void Item::f\_print\_item(ostream & out) const

{

out << name << ' ';

out << number\_item << ' ';

}

void Product::f\_print\_item(ostream & out) const

{

Item::f\_print\_item(out);

cout << get\_temp\_product() << ' ';

}

void Electronic::f\_print\_item(ostream & out) const

{

Item::f\_print\_item(out);

cout << get\_graduation\_year() << ' ';

}

void Fruits::f\_print\_item(ostream & out) const

{

Product::f\_print\_item(out);

cout << get\_country\_origin() << ' ';

}

void Product::print\_item() const

{

Item::print\_item();

cout << "Temperature: " << get\_temp\_product() << endl;

}

void Electronic::print\_item() const

{

Item::print\_item();

cout << "Graduation Year: " << get\_graduation\_year() << endl;

}

void Fruits::print\_item() const

{

Product::print\_item();

cout << "Country Origin: " << get\_country\_origin() << endl;

}

int main()

{

menu\_items menu\_item;

int choice;

char item\_name[size1];

int number\_item, max\_number\_item = 0;

char shelter\_name[size1];

char shelter\_type[size1];

char item\_type[size1];

Shelter shelter;

do

{

cout << "\n\_\_Menu\_\_" << endl;

cout << "1. Add Item" << endl;

cout << "2. Find Item" << endl;

cout << "3. Print Shelter" << endl;

cout << "4. Scan Shelter" << endl;

cout << "5. Read from file" << endl;

cout << "6. Save file" << endl;

cout << "7. Sort Items" << endl;

cout << "8. Exit" << endl << endl;

cout << "enter menu number: ";

cin >> choice;

cin.ignore();

menu\_item = (menu\_items)choice;

system("cls");

switch (menu\_item)

{

case menu\_items::add\_item:

cout << "enter name of Item: ";

cin.getline(item\_name, size1);

cout << "enter type of Item (Product, Electronic, Fruits): ";

cin.getline(item\_type, size1);

shelter.storage(item\_name,item\_type);

cout << "successfully" << endl;

break;

case menu\_items::find\_item:

cout << "enter number of item: ";

cin >> number\_item;

cin.ignore();

cout << "position Item in shelter is " << shelter.storage(number\_item) + 1 << endl;

break;

case menu\_items::print\_shelter:

cout << shelter;

break;

case menu\_items::scan\_shelter:

cin >> shelter;

break;

case menu\_items::read\_file:

{

ifstream fin("shelter.txt");

if (!fin.is\_open())

{

cerr << "file not found" << endl;

break;

}

while (!fin.eof())

{

fin >> shelter;

}

fin.close();

cout << "File read successfully" << endl;

}

break;;

case menu\_items::safe\_file:

{

ofstream fout("Shelter.txt");

if (!fout.is\_open())

{

cerr << "file not saved" << endl;

break;

}

fout << shelter;

fout.close();

cout << "File saved successfully" << endl;

}

break;

case menu\_items::sort\_items:

shelter.quick\_sort(0, shelter.get\_size() - 1);

cout << shelter << endl;

break;

case menu\_items::end:

cout << "end" << endl;

exit(0);

break;

default:

cerr << "incorrect menu number" << endl;

break;

}

system("pause");

system("cls");

} while (menu\_item != menu\_items::end);

cout << "Ends of program" << endl;

system("pause");

system("cls");

return 0;

}

**Контрольний приклад:**

![](data:image/png;base64,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)

**Висновок:** на цій лабораторній я навчився працювати з простим наслідуванням, будувати ієрархію класів і описувати поліморфні функції на С++.