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1 ФОРМУЛИРОВКА ЗАДАЧИ

Фактически – программная модель системы массового обслуживания с упрощениями: внимание к технической реализации, а не к качествам мат. модели. Два или более (до 4-5) процессов, соответствующим «ступеням» обработки, и передача обслуживаемых «заявок» по цепочке конвейера. Варианты реализуемой обработки: статистические расчеты, сортировка, поиск, криптография, математические вычисления и т.д. Варианты используемых IPC: именованные и неименованные каналы, почтовые ящики, очереди сообщений. Варианты организации цепочек (конвейеров): – генерация блоков данных – обработка – визуализация – генерация блоков – сортировка – сборка – вывод – генерация блоков – шифрование – вывод – дешифрование – вывод и т.д.

2 ОПИСАНИЕ ФУНКЦИЙ ПРОГРАММЫ

Согласно формулировке задачи, были спроектированы следующие функции программы:

– функция создания и подключения к каналу;

– функция шифрования и дешифрования данных;

– функция вывода данных.

## **2.1** **Создание и подключение к именованному каналу**

При запуске программы открываются именованные каналы и главный процесс ожидает подключения других процессов. [1,2] (рисунок 2.1).
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Рисунок 2.1 – Результат создания и подключения к именованному каналу.

## **2.2** **Шифрование и дешифрование данных**

Отдельный процесс шифрует данные передаваемые по именованному каналу с помощью метода шифровки исключающим ИЛИ (рисунок 2.2).
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Рисунок 2.2 – Результат шифрования и дешифрования данных

## **2.3** **Вывод данных**

По условиям лабораторной работы необходимо было создать отдельный поток и через отдельный канал отправлять данные, которые процесс будет выводить в консоль. (рисунок 2.3).

![](data:image/png;base64,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)

Рисунок 2.3 – Результат вывода данных

ЗАКЛЮЧЕНИЕ

В ходе выполнения лабораторной работы была разработана программная модель системы массового обслуживания, сосредоточенная на технической реализации процессов обработки данных. Модель демонстрирует взаимодействие нескольких процессов, которые соответствуют различным этапам обработки заявок в рамках цепочки конвейера. В результате работы были реализованы варианты обработки данных, включая статистические расчеты, сортировку, поиск и криптографию.

Использование межпроцессорных коммуникаций (IPC), таких как именованные и неименованные каналы, почтовые ящики и очереди сообщений, обеспечило эффективную передачу данных между процессами, что является критически важным для функционирования системы. Разнообразие организации цепочек обработки, включая генерацию блоков данных, их обработку и визуализацию, показало гибкость и масштабируемость разработанной модели.

Работа над данной лабораторной задачей позволила не только углубить знания в области систем массового обслуживания и межпроцессорных коммуникаций, но и получить практические навыки в разработке и реализации программных решений, что имеет важное значение для будущих проектов в области программирования и разработки систем.
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ПРИЛОЖЕНИЕ А  
(обязательное)  
Исходный код программы

#include <windows.h>

#include <iostream>

#include <vector>

#include <string>

using namespace std;

string xorCipher(string& text, string key) {

string result = text;

for (size\_t i = 0; i < text.size(); ++i) {

result[i] ^= key[i % key.size()];

}

return result;

}

int main() {

string namedPipeCoutManager = "\\\\.\\pipe\\coutPipe";

string namedPipeEncoder = "\\\\.\\pipe\\encoderPipe";

string namedPipeDecoder = "\\\\.\\pipe\\decoderPipe";

HANDLE hPipeEncoder = CreateNamedPipeA(

namedPipeEncoder.c\_str(), // Имя канала

PIPE\_ACCESS\_DUPLEX, // Чтение и запись

PIPE\_TYPE\_MESSAGE | PIPE\_READMODE\_MESSAGE | PIPE\_WAIT, // Тип сообщения

PIPE\_UNLIMITED\_INSTANCES, // Максимальное количество инстанций

512, // Выходной буфер

512, // Входной буфер

0, // Тайм-аут

NULL // Без защиты

);

if (hPipeEncoder == INVALID\_HANDLE\_VALUE) {

cerr << "CreateFile failed. Error: " << GetLastError() << endl;

return 1;

}

HANDLE hPipeDecoder = CreateNamedPipeA(

namedPipeDecoder.c\_str(), // Имя канала

PIPE\_ACCESS\_DUPLEX, // Чтение и запись

PIPE\_TYPE\_MESSAGE | PIPE\_READMODE\_MESSAGE | PIPE\_WAIT, // Тип сообщения

PIPE\_UNLIMITED\_INSTANCES, // Максимальное количество инстанций

512, // Выходной буфер

512, // Входной буфер

0, // Тайм-аут

NULL // Без защиты

);

if (hPipeDecoder == INVALID\_HANDLE\_VALUE) {

cerr << "CreateFile failed. Error: " << GetLastError() << endl;

return 1;

}

HANDLE hPipeCoutManager = CreateNamedPipeA(

namedPipeCoutManager.c\_str(), // Имя канала

PIPE\_ACCESS\_DUPLEX, // Чтение и запись

PIPE\_TYPE\_MESSAGE | PIPE\_READMODE\_MESSAGE | PIPE\_WAIT, // Тип сообщения

PIPE\_UNLIMITED\_INSTANCES, // Максимальное количество инстанций

512, // Выходной буфер

512, // Входной буфер

0, // Тайм-аут

NULL // Без защиты

);

if (hPipeCoutManager == INVALID\_HANDLE\_VALUE) {

cerr << "CreateNamedPipe failed. Error: " << GetLastError() << endl;

return 1;

}

string encoderPath = "D:\\253505\\5sem\\OSiSP\\LR3\\LR3\\x64\\Debug\\Encoder.exe";

PROCESS\_INFORMATION pi;

STARTUPINFO si;

ZeroMemory(&si, sizeof(si));

si.cb = sizeof(si);

ZeroMemory(&pi, sizeof(pi));

wstring encoderPathModefied(encoderPath.begin(), encoderPath.end());

if (!CreateProcess(

&encoderPathModefied[0], // Путь к исполняемому файлу

NULL, // Командная строка

NULL, // Указатель на процесс

NULL, // Указатель на поток

FALSE, // Наследовать дескрипторы

NULL, // Флаги создания

NULL, // Переменные окружения

NULL, // Рабочий каталог

&si, // Структура информации о запуске

&pi)) // Структура информации о процессе

{

cerr << "CreateProcess failed (" << GetLastError() << ").\n";

return -1;

}

cout << "Waiting for encoder to connect..." << endl;

BOOL result = ConnectNamedPipe(hPipeEncoder, NULL);

if (!result) {

cerr << "ConnectNamedPipe failed. Error: " << GetLastError() << endl;

CloseHandle(hPipeEncoder);

return 1;

}

cout << "Encoder connected." << endl;

DWORD bytesWritten;

string buffer("TEST MESSAGE TO ENCODE AND DECODE");

/\* string key("osisp");

cout << "Message: " << buffer<<'\n';

string encoded = xorCipher(buffer, key);

cout << "Encoded message: " << encoded << '\n';

cout << "Message: " << xorCipher(encoded, key) << '\n';\*/

WriteFile(hPipeEncoder, &buffer[0], buffer.size()+1, &bytesWritten, NULL);

DWORD bytesRead;

ReadFile(hPipeEncoder, &buffer[0], buffer.size() + 1, &bytesRead, NULL);

//cout << "Received from encoder: "<< buffer << endl;

CloseHandle(pi.hProcess);

CloseHandle(pi.hThread);

ZeroMemory(&si, sizeof(si));

si.cb = sizeof(si);

ZeroMemory(&pi, sizeof(pi));

string coutManagerPath = "D:\\253505\\5sem\\OSiSP\\LR3\\LR3\\x64\\Debug\\CoutManager.exe";

wstring coutManagerPathModefied(coutManagerPath.begin(), coutManagerPath.end());

if (!CreateProcess(

&coutManagerPathModefied[0], // Путь к исполняемому файлу

NULL, // Командная строка

NULL, // Указатель на процесс

NULL, // Указатель на поток

FALSE, // Наследовать дескрипторы

NULL, // Флаги создания

NULL, // Переменные окружения

NULL, // Рабочий каталог

&si, // Структура информации о запуске

&pi)) // Структура информации о процессе

{

cerr << "CreateProcess failed (" << GetLastError() << ").\n";

return -1;

}

cout << "Waiting for cout manager to connect..." << endl;

result = ConnectNamedPipe(hPipeCoutManager, NULL);

if (!result) {

cerr << "ConnectNamedPipe failed. Error: " << GetLastError() << endl;

CloseHandle(hPipeCoutManager);

return 1;

}

cout << "Cout manager connected." << endl;

WriteFile(hPipeCoutManager, &buffer[0], buffer.size() + 1, &bytesWritten, NULL);

cout << "Message has been encoded." << endl;

CloseHandle(pi.hProcess);

CloseHandle(pi.hThread);

CloseHandle(hPipeCoutManager);

string decoderPath = "D:\\253505\\5sem\\OSiSP\\LR3\\LR3\\x64\\Debug\\Decoder.exe";

wstring decoderPathModified(decoderPath.begin(), decoderPath.end());

ZeroMemory(&si, sizeof(si));

si.cb = sizeof(si);

ZeroMemory(&pi, sizeof(pi));

if (!CreateProcess(

&decoderPathModified[0], // Путь к исполняемому файлу

NULL, // Командная строка

NULL, // Указатель на процесс

NULL, // Указатель на поток

FALSE, // Наследовать дескрипторы

NULL, // Флаги создания

NULL, // Переменные окружения

NULL, // Рабочий каталог

&si, // Структура информации о запуске

&pi)) // Структура информации о процессе

{

cerr << "CreateProcess failed (" << GetLastError() << ").\n";

return -1;

}

cout << "Waiting for decoder to connect..." << endl;

result = ConnectNamedPipe(hPipeDecoder, NULL);

if (!result) {

cerr << "ConnectNamedPipe failed. Error: " << GetLastError() << endl;

CloseHandle(hPipeDecoder);

return 1;

}

cout << "Decoder connected." << endl;

WriteFile(hPipeDecoder, &buffer[0], buffer.size() + 1, &bytesWritten, NULL);

ReadFile(hPipeDecoder, &buffer[0], buffer.size() + 1, &bytesRead, NULL);

// cout << "Received from decoder: " << buffer << endl;

cout << "Message has been decoded." << endl;

CloseHandle(pi.hProcess);

CloseHandle(pi.hThread);

hPipeCoutManager = CreateNamedPipeA(

namedPipeCoutManager.c\_str(), // Имя канала

PIPE\_ACCESS\_DUPLEX, // Чтение и запись

PIPE\_TYPE\_MESSAGE | PIPE\_READMODE\_MESSAGE | PIPE\_WAIT, // Тип сообщения

PIPE\_UNLIMITED\_INSTANCES, // Максимальное количество инстанций

512, // Выходной буфер

512, // Входной буфер

0, // Тайм-аут

NULL // Без защиты

);

if (hPipeCoutManager == INVALID\_HANDLE\_VALUE) {

cerr << "CreateNamedPipe failed. Error: " << GetLastError() << endl;

return 1;

}

ZeroMemory(&si, sizeof(si));

si.cb = sizeof(si);

ZeroMemory(&pi, sizeof(pi));

if (!CreateProcess(

&coutManagerPathModefied[0], // Путь к исполняемому файлу

NULL, // Командная строка

NULL, // Указатель на процесс

NULL, // Указатель на поток

FALSE, // Наследовать дескрипторы

NULL, // Флаги создания

NULL, // Переменные окружения

NULL, // Рабочий каталог

&si, // Структура информации о запуске

&pi)) // Структура информации о процессе

{

cerr << "CreateProcess failed (" << GetLastError() << ").\n";

return -1;

}

cout << "Waiting for cout manager to connect..." << endl;

result = ConnectNamedPipe(hPipeCoutManager, NULL);

if (!result) {

cerr << "ConnectNamedPipe failed. Error: " << GetLastError() << endl;

CloseHandle(hPipeCoutManager);

return 1;

}

cout << "Cout manager connected." << endl;

WriteFile(hPipeCoutManager, &buffer[0], buffer.size() + 1, &bytesWritten, NULL);

cout << "Message has been encoded." << endl;

CloseHandle(pi.hProcess);

CloseHandle(pi.hThread);

CloseHandle(hPipeCoutManager);

CloseHandle(hPipeDecoder);

CloseHandle(hPipeEncoder);

return 0;

}