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# Predicting The Prices of Used Toyota Corolla Car (Regression Trees)

The process of predicting future outcomes from data using statistical methods is called prediction analysis. Predictive models are designed to carry out those predictions by applying certain algorithms. One example of such a model is the Regression Tree. A regression tree (RT) model, unlike a classification tree (used in classifying categorical variables), is used in predicting numerical outcome variables.

## Problem

The ToyotaCorolla.csv file contains information on used cars (Toyota Corolla) which were on sale during the late summer of 2004 in the Netherlands. The objective here is to apply the RT model to predict the price of a used Toyota Corolla based on design specifications.

## Loading the ToyotaCorolla dataset and assign to a data frame

The code below demonstrates loading the data and assigning it to a data frame, usedcars.df.

usedcars.df <- read.csv("ToyotaCorolla.csv", header = TRUE) # load ToyotaCorolla.csv data

# Data Exploration Analysis

The data exploration phase is the initial phase of exploring the dataset to gain more insight into the data. Here, it is split into two parts: descriptive analysis and data visualization.

## Find the size or dimension of the data frame

The knowledge of the dimension of the dataset is useful when it comes to splitting or partitioning the data into test, train, and validate data. Implementing the code below showed that the dataset has 1436 observations (rows) and 39 attributes, including Price, Age, Kilometers, etc.

dim(usedcars.df) # find dimension of data frame

## [1] 1436 39

## Perform descriptive analysis of data

The descriptive analysis includes summary statistics. Summary statistics are used in determining quantitative and non-quantitative attributes of the dataset. The descriptive was computed as shown below:

summary(usedcars.df) # find summary statistics for each column

## Id Model Price Age\_08\_04   
## Min. : 1.0 Length:1436 Min. : 4350 Min. : 1.00   
## 1st Qu.: 361.8 Class :character 1st Qu.: 8450 1st Qu.:44.00   
## Median : 721.5 Mode :character Median : 9900 Median :61.00   
## Mean : 721.6 Mean :10731 Mean :55.95   
## 3rd Qu.:1081.2 3rd Qu.:11950 3rd Qu.:70.00   
## Max. :1442.0 Max. :32500 Max. :80.00   
## Mfg\_Month Mfg\_Year KM Fuel\_Type   
## Min. : 1.000 Min. :1998 Min. : 1 Length:1436   
## 1st Qu.: 3.000 1st Qu.:1998 1st Qu.: 43000 Class :character   
## Median : 5.000 Median :1999 Median : 63390 Mode :character   
## Mean : 5.549 Mean :2000 Mean : 68533   
## 3rd Qu.: 8.000 3rd Qu.:2001 3rd Qu.: 87021   
## Max. :12.000 Max. :2004 Max. :243000   
## HP Met\_Color Color Automatic   
## Min. : 69.0 Min. :0.0000 Length:1436 Min. :0.00000   
## 1st Qu.: 90.0 1st Qu.:0.0000 Class :character 1st Qu.:0.00000   
## Median :110.0 Median :1.0000 Mode :character Median :0.00000   
## Mean :101.5 Mean :0.6748 Mean :0.05571   
## 3rd Qu.:110.0 3rd Qu.:1.0000 3rd Qu.:0.00000   
## Max. :192.0 Max. :1.0000 Max. :1.00000   
## CC Doors Cylinders Gears Quarterly\_Tax   
## Min. : 1300 Min. :2.000 Min. :4 Min. :3.000 Min. : 19.00   
## 1st Qu.: 1400 1st Qu.:3.000 1st Qu.:4 1st Qu.:5.000 1st Qu.: 69.00   
## Median : 1600 Median :4.000 Median :4 Median :5.000 Median : 85.00   
## Mean : 1577 Mean :4.033 Mean :4 Mean :5.026 Mean : 87.12   
## 3rd Qu.: 1600 3rd Qu.:5.000 3rd Qu.:4 3rd Qu.:5.000 3rd Qu.: 85.00   
## Max. :16000 Max. :5.000 Max. :4 Max. :6.000 Max. :283.00   
## Weight Mfr\_Guarantee BOVAG\_Guarantee Guarantee\_Period  
## Min. :1000 Min. :0.0000 Min. :0.0000 Min. : 3.000   
## 1st Qu.:1040 1st Qu.:0.0000 1st Qu.:1.0000 1st Qu.: 3.000   
## Median :1070 Median :0.0000 Median :1.0000 Median : 3.000   
## Mean :1072 Mean :0.4095 Mean :0.8955 Mean : 3.815   
## 3rd Qu.:1085 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.: 3.000   
## Max. :1615 Max. :1.0000 Max. :1.0000 Max. :36.000   
## ABS Airbag\_1 Airbag\_2 Airco   
## Min. :0.0000 Min. :0.0000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:1.0000 1st Qu.:1.0000 1st Qu.:0.0000 1st Qu.:0.0000   
## Median :1.0000 Median :1.0000 Median :1.0000 Median :1.0000   
## Mean :0.8134 Mean :0.9708 Mean :0.7228 Mean :0.5084   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:1.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.0000 Max. :1.0000   
## Automatic\_airco Boardcomputer CD\_Player Central\_Lock   
## Min. :0.00000 Min. :0.0000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:0.00000 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:0.0000   
## Median :0.00000 Median :0.0000 Median :0.0000 Median :1.0000   
## Mean :0.05641 Mean :0.2946 Mean :0.2187 Mean :0.5801   
## 3rd Qu.:0.00000 3rd Qu.:1.0000 3rd Qu.:0.0000 3rd Qu.:1.0000   
## Max. :1.00000 Max. :1.0000 Max. :1.0000 Max. :1.0000   
## Powered\_Windows Power\_Steering Radio Mistlamps   
## Min. :0.000 Min. :0.0000 Min. :0.0000 Min. :0.000   
## 1st Qu.:0.000 1st Qu.:1.0000 1st Qu.:0.0000 1st Qu.:0.000   
## Median :1.000 Median :1.0000 Median :0.0000 Median :0.000   
## Mean :0.562 Mean :0.9777 Mean :0.1462 Mean :0.257   
## 3rd Qu.:1.000 3rd Qu.:1.0000 3rd Qu.:0.0000 3rd Qu.:1.000   
## Max. :1.000 Max. :1.0000 Max. :1.0000 Max. :1.000   
## Sport\_Model Backseat\_Divider Metallic\_Rim Radio\_cassette   
## Min. :0.0000 Min. :0.0000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:0.0000 1st Qu.:1.0000 1st Qu.:0.0000 1st Qu.:0.0000   
## Median :0.0000 Median :1.0000 Median :0.0000 Median :0.0000   
## Mean :0.3001 Mean :0.7702 Mean :0.2047 Mean :0.1455   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:0.0000 3rd Qu.:0.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.0000 Max. :1.0000   
## Parking\_Assistant Tow\_Bar   
## Min. :0.000000 Min. :0.0000   
## 1st Qu.:0.000000 1st Qu.:0.0000   
## Median :0.000000 Median :0.0000   
## Mean :0.002786 Mean :0.2779   
## 3rd Qu.:0.000000 3rd Qu.:1.0000   
## Max. :1.000000 Max. :1.0000

For each of the quantitative attributes, we compute the mean, standard deviation, min, max, median, length, missing values and sum of missing values as follows:

data.frame(mean=sapply(usedcars.df[, -c(1, 2, 8, 11)], mean, na.rm=TRUE),  
 sd=sapply(usedcars.df[, -c(1, 2, 8, 11)], sd, na.rm=TRUE),  
 min=sapply(usedcars.df[, -c(1, 2, 8, 11)], min, na.rm=TRUE),  
 max=sapply(usedcars.df[, -c(1, 2, 8, 11)], max, na.rm=TRUE),  
 median=sapply(usedcars.df[, -c(1, 2, 8, 11)], median, na.rm=TRUE),  
 length=sapply(usedcars.df[, -c(1, 2, 8, 11)], length),  
 miss.val=sapply(usedcars.df[, -c(1, 2, 8, 11)], function(x)  
 sum(length(which(is.na(x))))) )

## mean sd min max median length miss.val  
## Price 1.073082e+04 3.626965e+03 4350 32500 9900.0 1436 0  
## Age\_08\_04 5.594708e+01 1.859999e+01 1 80 61.0 1436 0  
## Mfg\_Month 5.548747e+00 3.354085e+00 1 12 5.0 1436 0  
## Mfg\_Year 1.999625e+03 1.540722e+00 1998 2004 1999.0 1436 0  
## KM 6.853326e+04 3.750645e+04 1 243000 63389.5 1436 0  
## HP 1.015021e+02 1.498108e+01 69 192 110.0 1436 0  
## Met\_Color 6.747911e-01 4.686160e-01 0 1 1.0 1436 0  
## Automatic 5.571031e-02 2.294413e-01 0 1 0.0 1436 0  
## CC 1.576856e+03 4.243868e+02 1300 16000 1600.0 1436 0  
## Doors 4.033426e+00 9.526766e-01 2 5 4.0 1436 0  
## Cylinders 4.000000e+00 0.000000e+00 4 4 4.0 1436 0  
## Gears 5.026462e+00 1.885104e-01 3 6 5.0 1436 0  
## Quarterly\_Tax 8.712256e+01 4.112861e+01 19 283 85.0 1436 0  
## Weight 1.072460e+03 5.264112e+01 1000 1615 1070.0 1436 0  
## Mfr\_Guarantee 4.094708e-01 4.919075e-01 0 1 0.0 1436 0  
## BOVAG\_Guarantee 8.955432e-01 3.059588e-01 0 1 1.0 1436 0  
## Guarantee\_Period 3.815460e+00 3.011025e+00 3 36 3.0 1436 0  
## ABS 8.133705e-01 3.897496e-01 0 1 1.0 1436 0  
## Airbag\_1 9.707521e-01 1.685594e-01 0 1 1.0 1436 0  
## Airbag\_2 7.228412e-01 4.477515e-01 0 1 1.0 1436 0  
## Airco 5.083565e-01 5.001043e-01 0 1 1.0 1436 0  
## Automatic\_airco 5.640669e-02 2.307857e-01 0 1 0.0 1436 0  
## Boardcomputer 2.945682e-01 4.560072e-01 0 1 0.0 1436 0  
## CD\_Player 2.186630e-01 4.134834e-01 0 1 0.0 1436 0  
## Central\_Lock 5.800836e-01 4.937169e-01 0 1 1.0 1436 0  
## Powered\_Windows 5.619777e-01 4.963167e-01 0 1 1.0 1436 0  
## Power\_Steering 9.777159e-01 1.476575e-01 0 1 1.0 1436 0  
## Radio 1.462396e-01 3.534693e-01 0 1 0.0 1436 0  
## Mistlamps 2.569638e-01 4.371115e-01 0 1 0.0 1436 0  
## Sport\_Model 3.001393e-01 4.584780e-01 0 1 0.0 1436 0  
## Backseat\_Divider 7.701950e-01 4.208539e-01 0 1 1.0 1436 0  
## Metallic\_Rim 2.047354e-01 4.036487e-01 0 1 0.0 1436 0  
## Radio\_cassette 1.455432e-01 3.527705e-01 0 1 0.0 1436 0  
## Parking\_Assistant 2.785515e-03 5.272278e-02 0 1 0.0 1436 0  
## Tow\_Bar 2.778552e-01 4.480976e-01 0 1 0.0 1436 0

Note, the na.rm = TRUE removes the missing values and all categorical variables were negatively removed using the sapply() function.

## Data visualization

Histogram and Box plot for single variable Price by implementing the ggplot as follows:

library(ggplot2) # instantiate ggplot

ggplot(usedcars.df) + geom\_histogram(aes(x = Price), binwidth = 1000, color = "midnightblue", fill = "lightblue") +  
 labs(title=" Histogram for Price",x="Price in dollars", y = "Count") # Histogram for variable Price

![](data:image/png;base64,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)

# Histogram for variable Price by Fuel Type   
  
ggplot(usedcars.df) + geom\_histogram(aes(x = Price, fill = Fuel\_Type), binwidth = 1000, color = "midnightblue") + labs(title = "Histogram for Price by Fuel Type", x = "Price", y = "Count")
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ggplot(usedcars.df) + geom\_boxplot(aes(x = as.factor(Fuel\_Type), y = Price, fill = Fuel\_Type)) + xlab("Fuel Type") + theme(legend.position="none") +  
 labs(title=" Boxplot for Price by Fuel Type",y="Price in dollars") # boxplot for variable Price by Fuel\_Type
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# Regression Tree Model Design

For this assignment, we are interested in predicting Price (outcome variable) based on 15 attributes of the dataset. Because Price is a continuous variable, this is a regression problem and requires the use of a regression tree. The regression tree for this dataset was built using a training set of 600 records.

## Instantiating the regression tree model

library(rpart) # for regression tree model  
library(rpart.plot) # for visualizing the model

## Data Partitioning

Split the data into training (60%), and validation (40%) datasets.

set.seed(22) # seed set to 22  
train.index <- sample(c(1:dim(usedcars.df)[1]), dim(usedcars.df)[1]\*0.6) # split 60% for train data  
train.df <- usedcars.df[train.index, ]  
valid.df <- usedcars.df[-train.index, ] # validate data partitioned

## Regression tree model specifications

Run a regression tree (RT) with the following characteristics:

* Outcome variable Price.
* Predictors Age\_08\_04, KM, Fuel\_Type, HP, Automatic, Doors, Quarterly\_Tax, Mfr\_Guarantee, Guarantee\_Period, Airco, Automatic\_Airco, CD\_Player, Powered\_Windows, Sport\_Model, and Tow\_Bar.
* The minimum number of records in a terminal node is s 1.
* The maximum number of tree levels to 30.
* cp = 0.001, to make the run least restrictive.

## Build RT model

# tree model  
  
rt <- rpart(Price ~ Age\_08\_04 + KM + Fuel\_Type + HP + Automatic + Doors + Quarterly\_Tax +  
 Mfr\_Guarantee + Guarantee\_Period + Airco + Automatic\_airco + CD\_Player +  
 Powered\_Windows + Sport\_Model + Tow\_Bar,   
 data = train.df,  
 method = "anova", minbucket = 1, maxdepth = 30, cp = 0.001)   
  
  
prp(rt, tweak = 1.15, box.col = ifelse(rt$frame$var == "<leaf>", 'gray', 'white')) # plot tree
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**Interpretation of RT Model result**

The RT model was designed to predict the price from a given Toyota Corolla used car dataset according to the specification provided in Module 3 assignment instructions. The predictor(s), that is, the decision node information was used for “dropping” the record down the tree until it reaches a terminal node (gray ovals). For example, to predict the price of a used car with Age = 70 and KM > 116000 (Accumulated Kilometers on the odometer), it was dropped down the tree until the terminal node that has the value $7132 was reached.