Python理论题

1. Python中的input()函数以字符串的形式返回用户输入的数据。（1分）

A. 对  
B. 错

**参考答案：**

A

1. Python代码的注释只有一种方式，那就是使用#符号。（1分）

A. 对  
B. 错

**参考答案：**

B

1. Python是一种用途广泛、解释型、面向对象的程序设计语言。（1分）

A. 对  
B. 错

**参考答案：**

A

1. eval()、int()以及float()函数都可用于将字符串转换为数值。（1分）

A. 对  
B. 错

**参考答案：**

A

1. Python程序是区分大小写的。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 算法是解决某个问题所需要的方法和步骤。

A. 对  
B. 错

**参考答案：**

A

1. Python使用缩进来体现代码之间的逻辑关系。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 不可以在同一台计算机上安装多个Python版本。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 程序设计语言包括机器语言、汇编语言和高级语言。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 解释程序对高级语言编写的程序是一边翻译，一边执行的。下次执行同样的程序时，还必须重新翻译。（1分）

A. 对  
B. 错

**参考答案：**

A

1. Python解释器的提示符是\_\_\_\_\_\_\_\_。（2分）

**参考答案：**

>>>

1. 程序设计语言包括机器语言、汇编语言和\_\_\_\_\_\_\_\_。（2分）

**参考答案：**

高级语言

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print(5 // 4)

【来源】  
《Python程序设计基础》第1章思考与练习。**参考答案：**

1

1. 基于冯 · 诺依曼思想而设计的计算机硬件由\_\_\_\_\_\_\_\_、运算器、存储器、输入设备和输出设备5个基本组成部分构成。

**参考答案：**

控制器

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print((15 / 5) \* 2)

**参考答案：**

6.0

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。

print("hello", 5)

【来源】  
《Python程序设计基础》第1章思考与练习。**参考答案：**

hello 5

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print(format(57.467657,".2f"))

【来源】  
《Python程序设计基础》第1章思考与练习。**参考答案：**

57.47

1. Python语言源程序文件的扩展名通常为\_\_\_\_\_\_\_\_。  
   【来源】  
   《Python程序设计基础》第1章思考与练习。

**参考答案：**

.py、py

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print('{},{}'.format('carmen',20))

**参考答案：**

carmen,20

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print('{0},{1}'.format('carmen',20))

**参考答案：**

carmen,20

1. Python 3.4及后续版本中，默认的安装和管理Python包（库）的工具是\_\_\_\_\_\_\_\_。  
   【来源】  
   《Python程序设计基础》第1章思考与练习。（2分）

**参考答案：**

pip

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print("{:.2f}".format(96.3213))

（2分）

**参考答案：**

96.32

1. Python内置的集成开发环境是\_\_\_\_\_\_\_\_。（2分）

**参考答案：**

IDLE

1. 一个字节等于\_\_\_\_\_\_\_\_位（注：填写阿拉伯数字）。（2分）

**参考答案：**

8

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print("%.2f" % (57.467657))

【来源】  
《Python程序设计基础》第1章思考与练习。（2分）

**参考答案：**

57.47

1. 算法是程序设计的基础和精髓。一个有效的算法应该具有如下特点，其中错误的是（    ）。

（2分）

A. 零个或多个输入及一个或多个输出  
B. 无穷性  
C. 可行性  
D. 确定性

**参考答案：**

B

1. 下列Python程序，正确的是（    ）。

（2分）

A.

print("Programming is fun")

print("Python is fun")

B.

print("Programming is fun")

print("Python is fun")

C.

print("Programming is fun)

print("Python is fun")

D.

print("Programming is fun")

print("Python is fun")

**参考答案：**

B

1. Python的段落注释的语法格式是（    ）。

（2分）

A. // comments //  
B. /\* comments \*/  
C. """comments """  
D. /# comments #/

**参考答案：**

C

1. Python语言被称为高级程序设计语言，（   ）。

A. 因为它比低级语言功能强大  
B. 因为它是编译型语言  
C. 因为它是解释型语言  
D. 因为它比低级语言更贴近人类的思维

**参考答案：**

D

1. 下列Python程序，正确的是（    ）。

（2分）

A.

print("Programming is fun")

print("Python")

print("Computer Science")

B.

print("Programming is fun")

print("Python")

print("Computer Science")

C.

print("Programming is fun")

print("Python")

print("Computer Science")

D.

print("Programming is fun")

print("Python")

print("Computer Science")

**参考答案：**

D

1. 下列Python程序，正确的是（    ）。

（2分）

A.

print("Hello, I'm Tom.")

B.

print('Hello, ' print 'World!')

C.

print('Hello, this's Tom.')

D.

Print('Hello, World!')

**参考答案：**

A

1. 编写Python程序，输出“Hello World”，要求将这两个单词分两行输出，以下错误的是（    ）。

（2分）

A.

print("Hello\nWorld")

B.

print('Hello\nWorld')

C.

print('Hello

World')

D.

print('Hello')

print('World')

**参考答案：**

C

1. Python的行注释以（    ）开头。

A. //  
B. /\*  
C. #  
D. $$

**参考答案：**

C

1. 下列（   ）是对算法的正确描述。

（2分）

A. 解决一个问题只有一种算法  
B. 对于所有问题都可以找到最好的算法  
C. 算法所包含的语句数量越少，算法越先进  
D. 解决一个问题可以有多种算法

**参考答案：**

D

1. 关于Python程序的执行过程，正确的是（    ）。

（2分）

A. 由解释器一条语句一条语句地执行  
B. 由编译器将源程序转化为机器语言，然后执行  
C. 可以同时执行多条语句  
D. 执行过的语句将不会再被执行

**参考答案：**

A

1. Python不允许使用关键字（保留字）作为变量名，允许使用内置函数名作为变量名，但这会改变函数名的含义。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 内置函数id(object)返回对象object在其生命周期内的内存地址。（1分）

A. 对  
B. 错

**参考答案：**

A

1. Python其实不支持命名常量，只是约定在程序运行过程中值不会改变的变量为命名常量。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 在Python中，"+"运算符可以用来连接字符串并生成新的字符串。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 在Python中，同一个变量在当前作用域内可以先后赋予不同类型的值。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 在Python中，列表只能包含相同类型的数据。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 在Python中，字符串、列表、元组和字典都属于序列类型。（1分）

A. 对  
B. 错

**参考答案：**

B

1. Python的标识符必须以字母或下画线开头，不能以数字开头。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 在Python中，可以不加声明就使用变量，但使用前需要初始化变量。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 执行语句print(len({}))，其输出结果是1。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print(int("08"))

【来源】  
《Python程序设计基础》第2章思考与练习。（2分）

**参考答案：**

8

1. 使用math模块前，需要使用\_\_\_\_\_\_\_\_关键字导入该模块。（2分）

**参考答案：**

import

1. print(hex(16))的输出结果是（进制用小写字母表示）\_\_\_\_\_\_\_\_。**参考答案：**

0x10

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. s = "Hello"

print(len(s))

**参考答案：**

5

1. 下面程序的输出结果是。
2. x = 'a'
3. y = 'A'
4. print(chr(ord(y) + ord(x) - ord(y)))

【来源】  
《Python程序设计基础》第2章思考与练习。**参考答案：**

a

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_ 。

print(format(0.0033911, "6.3%"))

【来源】  
《Python程序设计基础》第2章思考与练习。（2分）

**参考答案：**

0.339%

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。

print(1, 2, 3, sep=':')

**参考答案：**

1:2:3

1. 下列表达式的值是\_\_\_\_\_\_\_\_。

3\*\*2\*\*3

**参考答案：**

6561

1. 下列数学式子转换为算术表达式是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。  
   ![](data:image/png;base64,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)  
   【来源】  
   《Python程序设计基础》第2章思考与练习。（2分）

**参考答案：**

(3+4\*x)/5-10\*(y-5)\*(a+b+c)/x+9\*(4/x+(9+x)/y)

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. value = 8.6

print(int(value))

【来源】  
《Python程序设计基础》第2章思考与练习。

**参考答案：**

8

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. value = 8.6

print(round(value))

【来源】  
《Python程序设计基础》第2章思考与练习。（2分）

**参考答案：**

9

1. 下列表达式的值是\_\_\_\_\_\_\_\_。

1 + 2 + (3 + 4) \* ((5 + 6 % 7 \* 8) - 9) – 10

【来源】

《Python程序设计基础》第2章思考与练习。

（2分）

**参考答案：**

301

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print(max(3, 5, 1, 7, 4))

**参考答案：**

7

1. 下面程序的输出结果是。
2. s = "Python" + str(3)

print(s.lower())

**参考答案：**

python3

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print(float("08"))

【来源】  
《Python程序设计基础》第2章思考与练习。（2分）

**参考答案：**

8.0

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print([3, "dog", 9, "cat"][1])

**参考答案：**

dog

1. print(bin(10))的输出结果是（进制用小写字母表示）\_\_\_\_\_\_\_\_。

**参考答案：**

0b1010

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. d = {1:"a", 2:"b"}

print(d[1])

**参考答案：**

a

1. print(int('101', 2))的输出结果是\_\_\_\_\_\_\_\_。  
   （2分）

**参考答案：**

5

1. print("hello" 'world')的输出结果是\_\_\_\_\_\_\_\_。**参考答案：**

helloworld

1. 45 // 4的计算结果是（   ）。

A. 10  
B. 11  
C. 11.25  
D. 12

**参考答案：**

B

1. type((1,))的返回值是（    ）。（2分）

A. <class 'tuple'>  
B. <class 'list'>  
C. <class 'dict'>  
D. <class 'int'>

**参考答案：**

A

1. 下列（   ）是正确的。
2. （1） x -= x + 4
3. （2） x = x + 4 - x

（3） x = x - (x + 4)

A. （1）和（2)是相同的  
B. （1）和（3）是相同的  
C. （2）和（3）是相同的  
D. （1）、（2）和（3）是相同的

**参考答案：**

B

1. 表达式"Good " + 1 + 2 + 3的计算结果是（    ）。

（2分）

A. Good123  
B. Good6  
C. Good 123  
D. 非法的表达式

**参考答案：**

D

1. 对象5.6的类型是（    ）。

（2分）

A. int  
B. float  
C. str  
D. bool

**参考答案：**

B

1. 下列（   ）语句的输出结果是python\exam1\test.txt。

（2分）

A.

print("python\exam1\test.txt")

B.

print("python\\exam1\\test.txt")

C.

print("python\"exam1\"test.txt")

D.

print("python"\exam1"\test.txt")

**参考答案：**

B

1. 下列（    ）语句是错误的。（2分）

A. x = y = z = 1  
B. x = (y = z + 1)  
C. x, y = y, x  
D. x += y

**参考答案：**

B

1. 执行下列程序，输出的结果是（    ）。
2. x = 1
3. x = x + 2.5

print(x)

A. 1  
B. 2  
C. 3  
D. 3.5

**参考答案：**

D

1. 下列（   ）函数的返回值是4。

A. int(3.4)  
B. int(3.9)  
C. round(3.4)  
D. round(3.9)

**参考答案：**

D

1. 下列程序的输出结果是（   ）（注意：?表示空格）。
2. print(format("Welcome", "10s"), end = '#')
3. print(format(111,"4d"), end = '#')

print(format(924.656, "3.2f"))

A.

???Welcome#?111#924.66

B.

Welcome#111#924.66

C.

Welcome#111#.66

D.

Welcome???#?111#924.66

**参考答案：**

D

1. 执行下列程序，输出的结果是（    ）。
2. x = 1
3. y = x = x + 1

print(y)

（2分）

A. 0  
B. 1  
C. 2  
D. 3

**参考答案：**

C

1. 使用（        ）输出可以换行的字符串。

A. 转义符\\  
B. 转义符\n  
C. 空格  
D. 转义符\r

**参考答案：**

B

1. math.degrees(math.pi / 2)的返回值是（    ）。

A. 0.0  
B. 90.0  
C. 45.0  
D. 30.0

**参考答案：**

B

1. 假设x的值为345.3546，format(x, "10.3f")结果是（    ）（注意：b表示空格）。

A.

bb345.355

B.

bbb345.355

C.

bbbb345.355

D.

bbb345.354

E.

bbbb345.354

**参考答案：**

B

1. 45 / 4的计算结果是（   ）。

A. 10  
B. 11  
C. 11.25  
D. 12

**参考答案：**

C

1. 假设x是一个字符变量，其值为'b'。语句print(chr(ord(x) + 1))的输出结果是（    ）。

（2分）

A. a  
B. b  
C. c  
D. d

**参考答案：**

C

1. 使用下列（   ）函数读取一个字符串。

A.

input("输入一个字符串")

B.

eval(input("输入一个字符串"))

C.

enter("输入一个字符串")

D.

eval(enter("输入一个字符串"))

**参考答案：**

A

1. 下列表达式的计算结果是（   ）。

eval("1 + 3 \* 2")

A.

"1 + 3 \* 2"

B.

7

C.

8

D.

"1 + 6"

**参考答案：**

B

1. 执行下列程序，输出的结果是（    ）。
2. x, y = 1, 2
3. x, y = y, x

print(x, y)

（2分）

A. 1 1  
B. 2 2  
C. 1 2  
D. 2 1

**参考答案：**

D

1. 下列表达式计算结果为1的是（    ）。

A. 2 % 1  
B. 15 % 4  
C. 25 % 5  
D. 37 % 6

**参考答案：**

D

1. 下列程序的输出结果是（    ）。
2. print("输入三个数: ")
3. number1 = eval(input())
4. number2 = eval(input())
5. number3 = eval(input())
6. # 求平均值
7. average = (number1+ number2 + number3) / 3
8. # 显示结果

print(average)

程序运行时，输入（↙表示回车）：

1 2 3↙

A. 1.0  
B. 2.0  
C. 3.0  
D. 4.0  
E. 输入数据时，程序发生运行时错误

**参考答案：**

E

1. 将x的值格式化为小数点后3位小数，使用（    ）。

（2分）

A. format(x, "5.3f")  
B. format("5.3f", x)  
C. format(x, "5.3%")  
D. format("3d", x)

**参考答案：**

A

1. 下列程序的输出结果是（   ）。
2. print("A", end = ' ')
3. print("B", end = ' ')
4. print("C", end = ' ')

print("D", end = ' ')

（2分）

A.

ABCD

B.

A, B, C, D

C.

A B C D

D.

A

B

C

D

**参考答案：**

C

1. 如下语句执行后，x的值是（   ）。
2. x = 2
3. y = 1

x \*= y + 1

A. 1  
B. 2  
C. 3  
D. 4

**参考答案：**

D

1. 假设number的值为4，下列语句错误的是（    ）。

（2分）

A.

print(format(number, "2d"), format(number \*\* 1.5, "4.2d"))

B.

print(format(number, "2d"), format(number \*\* 1.5,"4.2f"))

C.

print(format(number, "2f"), format(number \*\* 1.5,"4.2f"))

D.

print(format(number, "2.1f"), format(number \*\* 1.5,"4.2f"))

**参考答案：**

A

1. 下面（   ）是一个有效的标识符。

（2分）

A. $343  
B. 9X  
C. import  
D. max\_radius  
E. "red"

**参考答案：**

D

1. 2 \*\* 3.0的计算结果是（   ）。

（2分）

A. 9  
B. 8  
C. 9.0  
D. 8.0

**参考答案：**

D

1. 执行下列程序，输出的结果是（    ）。
2. y = x = 1
3. x += y + y \* 5

print(x)

（2分）

A. 1  
B. 5  
C. 6  
D. 7

**参考答案：**

D

1. 执行下列程序，输出的结果是（    ）。
2. x = 7.0
3. y = 5

print(x % y)

A. 2.0  
B. 1.0  
C. 2  
D. 1

**参考答案：**

A

1. 若字典d={1:"a", 2:"b"}，则能够访问d的第一个元素的语句是（    ）。

（2分）

A. d['0']  
B. d[1]  
C. d['1']  
D. d[0]

**参考答案：**

B

1. 假设s = "Welcome"，type(s)结果是（   ）。

A. <class 'int'>  
B. <class 'float'>  
C. <class 'str'>  
D. <class 'complex'>

**参考答案：**

C

1. 下列程序的输出结果是（    ）。
2. number1, number2, number3 = eval(input("输入三个数: "))
3. # 求平均值
4. average = (number1 + number2 + number3) / 3
5. # 显示结果

print(average)

程序运行时，输入（↙表示回车）：

1, 2, 3↙

A. 1.0  
B. 2.0  
C. 3.0  
D. 4.0

**参考答案：**

B

1. 下列程序的输出结果是（    ）。
2. print("输入三个数: ")
3. number1 = eval(input())
4. number2 = eval(input())
5. number3 = eval(input())
6. # 求平均值
7. average = (number1+ number2 + number3) / 3
8. # 显示结果

print(average)

程序运行时，输入（↙表示回车）：

1↙

2↙

3↙

（2分）

A. 1.0  
B. 2.0  
C. 3.0  
D. 4.0

**参考答案：**

B

1. math.radians(30) \* 6的返回值是（    ）。

（2分）

A. 0.0  
B. 1.3434343  
C. 3.141592653589793  
D. 5.565656

**参考答案：**

C

1. 下列程序的输出结果是（   ）（注意：?表示空格）。
2. print(format("Welcome",">10s"), end = '#')
3. print(format(111,"<4d"), end = '#')

print(format(924.656, ">10.2f"))

（2分）

A.

???Welcome#?111#924.66

B.

???Welcome#?111#????924.66

C.

???Welcome#111?#????924.66

D.

Welcome???#111?#????924.66

**参考答案：**

C

1. 假设s = "Welcome"，s.upper()结果是（   ）。

A. welcome  
B. WELCOME  
C. Welcome

**参考答案：**

B

1. print(chr(65))的运行结果是（   ）。

A. 65  
B. 6  
C. 5  
D. A

**参考答案：**

D

1. 下列关于Python字符串的说法，错误的是（   ）。

A. 字符即长度为1的字符串  
B. 字符串以\0标志字符串的结束  
C. 既可以用单引号，也可以用双引号创建字符串  
D. 在三引号字符串中可以包含换行回车等特殊字符

**参考答案：**

B

1. 如下语句执行后，x的值是（   ）。
2. x = 1

x \*= x + 1

A. 1  
B. 2  
C. 3  
D. 4

**参考答案：**

B

1. 2 + 2 \*\* 3 / 2的计算结果是（    ）。

A. 4  
B. 6  
C. 4.0  
D. 6.0

**参考答案：**

D

1. 执行语句print(bool(0))，其输出结果是False。

A. 对  
B. 错

**我的答案：**

A

1. 条件表达式5 if 5>6 else (6 if 3>2 else 5)的值为6。（1分）

A. 对  
B. 错

**我的答案：**

A

1. 执行语句print(int(True))，其输出结果是1。

A. 对  
B. 错

**我的答案：**

A

1. 表达式3 and 5的值为True。（1分）

A. 对  
B. 错

**我的答案：**

B

1. 表达式3 not in [1, 2, 3]的值为False。（1分）

A. 对  
B. 错

**我的答案：**

A

1. 下列程序的输出结果是"Small number."。
2. x = 5
3. if x >= 10:
4. print("Big number!")
5. elif:

print("Small number.")

（1分）

A. 对  
B. 错

**我的答案：**

B

1. 表达式3<5>2的值为True。（1分）

A. 对  
B. 错

**我的答案：**

A

1. 表达式3 or 5 的值为True。（1分）

A. 对  
B. 错

**我的答案：**

B

1. 下列程序的输出结果是苹果：
2. if True:
3. if False:
4. print("香蕉")
5. else:
6. print("苹果")
7. else:
8. if True:
9. print("红枣")
10. else:

print("玉米")

（1分）

A. 对  
B. 错

**我的答案：**

A

1. 交互方式下，已知a = 257和b = 257，那么表达式a is b的值为True。（1分）

A. 对  
B. 错

**我的答案：**

B

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. a, b, c = 1, 2, 6
3. if a <= b or c < 0 or b < c:
4. s = b + c
5. else:
6. s = a + b + c

print(s)

**我的答案：**

8

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. a, b = 10, 20
3. ok1, ok2 = 5, 0
4. if a < b:
5. if b != 15:
6. if not ok1:
7. x = 1
8. elif ok2:
9. x = 10
10. else:
11. x = -1

print(x)

【来源】  
《Python程序设计基础》第3章思考与练习。（2分）

**我的答案：**

-1

1. 要想得到[0,100]范围内的随机数，random.randint(0, n)里的n应该是\_\_\_\_\_\_\_\_。  
   （2分）

**我的答案：**

100

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print(int(True))

【来源】  
《Python程序设计基础》第3章思考与练习。（2分）

**我的答案：**

1

1. 下面表达式的值为\_\_\_\_\_\_\_\_。

0 and 1 or not 2 < True

（2分）

**我的答案：**

True

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. if 6 < 5:
3. print('one')
4. elif 7 == 9:
5. print('two')

print("three")

（2分）

**我的答案：**

three

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print(bool(8))

【来源】

《Python程序设计基础》第3章思考与练习。

（2分）

**我的答案：**

True

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. x = 100
3. if x > 10:
4. x = x + 10
5. if x > 20:
6. x = x + 50

print(x)

（2分）

**我的答案：**

160

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. m, n, x = 1, 0, 2
3. if not n:
4. x -= 1
5. if m:
6. x -= 2
7. if x:
8. x -= 3

print(x)

【来源】  
《Python程序设计基础》第3章思考与练习。（2分）

**我的答案：**

-4

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. a = 3
3. b = 2
4. x = a if a > b else b

print(x)

【来源】  
《Python程序设计基础》第3章思考与练习。

（2分）

**我的答案：**

3

1. 下面表达式的值为\_\_\_\_\_\_\_\_。

((2 >= 2) or (2 < 2)) and 2

（2分）

**我的答案：**

2

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print(bool(0))

【来源】  
《Python程序设计基础》第3章思考与练习。（2分）

**我的答案：**

False

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. a, b, c, d = 1, 3, 5, 4
3. if a < b:
4. if c < d:
5. x = 1
6. else:
7. if a < c:
8. if b < d:
9. x = 2
10. else:
11. x = 3
12. else:
13. x = 6
14. else:
15. x = 7

print(x)

【来源】  
《Python程序设计基础》第3章思考与练习。（2分）

**我的答案：**

2

1. 下面表达式的值为\_\_\_\_\_\_\_\_。

3 and 0 and 5

（2分）

**我的答案：**

0

1. 下面表达式的值为\_\_\_\_\_\_\_\_。

[2] in [1,2,3]

（2分）

**我的答案：**

False

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。

print(int(False))

【来源】  
《Python程序设计基础》第3章思考与练习。

（2分）

**我的答案：**

0

1. 下面条件表达式的值为\_\_\_\_\_\_\_\_。

5 if 5>6 else (6 if 3>2 else 5)

（2分）

**我的答案：**

6

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. a = 14 // 3
3. b = 4 > 5

print(a and b)

（2分）

**我的答案：**

False

1. 下面表达式的值为\_\_\_\_\_\_\_\_。

10 + 5 // 3 - True + False

（2分）

**我的答案：**

10

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. x = 5
3. if 8 % 4:
4. x = x - 1
5. elif 3 < 4 / 2:
6. x = x - 2
7. elif "t":
8. x = x - 3
9. else:
10. x = x - 4

print(x)

**我的答案：**

2

1. 下列（         ）不可能出现在and操作的真值表中。

（2分）

A. True and False，结果为True  
B. False and False，结果为False  
C. True and True，结果为True  
D. False and True，结果为False

**我的答案：**

A

1. 以下程序的输出结果是（    ）。
2. ch = 'F'
3. if ch >= 'A' and ch <= 'Z':

print(ch)

（2分）

A. F  
B. f  
C. 无输出  
D. F f

**我的答案：**

A

1. 能实现下面功能的语句是（   ）。  
   接收用户输入的一个整数。如果输入的是偶数，则输出"True"，否则输出"False"。

（2分）

A.

print(not bool(input() % 2))

B.

print(int(input()) % 2 != 0)

C.

print(int(input()) % 2 == 1)

D.

print(not bool(int(input()) % 2))

**我的答案：**

D

1. 对于以下程序：
2. even = False
3. if even = True:

print("It is even!")

（    ）是正确的

。

（2分）

A. 在行1（even = False），程序有语法错误  
B. 在行2，程序有语法错误，if even = True:不是一个正确的条件，它应该替换成if even == True:或if even:  
C. 程序正常运行，但不显示任何信息  
D. 程序正常运行，显示It is even!

**我的答案：**

B

1. 若年龄（age）小于16岁，显示"Cannot get a driver's license"；若年龄（age）大于或等于16岁，显示"Can get a driver's license"，以下代码段最佳的是（    ）。

（1）

if age < 16:

print("Cannot get a driver's license")

if age >= 16:

print("Can get a driver's license")

（2）

if age < 16:

print("Cannot get a driver's license")

else:

print("Can get a driver's license")

（3）

if age < 16:

print("Cannot get a driver's license")

elif age >= 16:

print("Can get a driver's license")

（4）

if age < 16:

print("Cannot get a driver's license")

elif age == 16:

print("Can get a driver's license")

elif age > 16:

print("Can get a driver's license")

（2分）

A. （1）  
B. （2）  
C. （3）  
D. （4）

**我的答案：**

B

1. 对于以下代码段：

Code1:

if number % 2 == 0:

even = True

else:

even = False

Code2:

even = number % 2 == 0

（    ）是正确的。

（2分）

A. Code1有错误  
B. Code2有错误  
C. Code1和Code2都有错误  
D. Code1和Code2都是正确的，但Code2更好

**我的答案：**

D

1. 运算符+、\*、and、or的优先级（从高到低）是（   ）。

（2分）

A. and、or、\*、+  
B. \*、+、or、and  
C. \*、+、and、or  
D. or、and、\*、+

**我的答案：**

C

1. "小于或等于"比较运算符是（    ）。

（2分）

A. <  
B. <=  
C. =<  
D. <<  
E. !=

**我的答案：**

B

1. "等于"比较运算符是（    ）。

（2分）

A. <>  
B. !=  
C. ==  
D. =

**我的答案：**

C

1. 假设x的值为4、y的值为5，以下表达式的值为真（True）的是（    ）。

（2分）

A. x < 5 and y < 5  
B. x < 5 or y < 5  
C. x > 5 and y > 5  
D. x > 5 or y > 5

**我的答案：**

B

1. 以下程序的输出结果是（    ）。
2. x = 1
3. y = -1
4. z = 1
5. if x > 0:
6. if y > 0:
7. print('AAA')
8. elif z > 0:

print('BBB')

（2分）

A. 语法错误  
B. BBB  
C. 无输出  
D. AAA

**我的答案：**

C

1. random.randint(0, 1)的返回值是（    ）。

（2分）

A. 0  
B. 1  
C. 0或1  
D. 2

**我的答案：**

C

1. random.random()的返回值是（    ）。

（2分）

A. 一个浮点数i，0 < i < 1.0  
B. 一个浮点数i，0 <= i < 1.0  
C. 一个浮点数i，0 <= i <= 1.0  
D. 一个浮点数i，0 < i < 2.0

**我的答案：**

C

|  |  |
| --- | --- |
| 题目得分 | 0 |

1. 下列（         ）不可能出现在or操作的真值表中。

（2分）

A. False or True，结果为True  
B. True or True，结果为True  
C. False or False，结果为True  
D. True or False，结果为True

**我的答案：**

C

1. 以下程序的输出结果是（    ）。
2. isCorrect = False

print("Correct" if isCorrect else "Incorrect")

（2分）

A. Correct  
B. Incorrect  
C. 无输出  
D. Correct Incorrect

**我的答案：**

B

1. 假设x的值为4、y的值为5，以下表达式的值为真（True）的是（    ）。

（2分）

A. not (x == 4)  
B. x != 4  
C. x == 5  
D. x != 5

**我的答案：**

D

1. 若半径是正数，下面（   ）代码段输出一个圆的面积。

（2分）

A.

if radius != 0:

print(radius \*radius \* 3.14159)

B.

if radius >= 0:

print(radius \*radius \* 3.14159)

C.

if radius > 0:

print(radius \*radius \* 3.14159)

D.

if radius <= 0:

print(radius \*radius \* 3.14159)

**我的答案：**

C

1. 以下程序的输出结果是（    ）。
2. temperature = 50
3. if temperature>= 100:
4. print("too hot")
5. elif temperature<= 40:
6. print("too cold")
7. else:

print("just right")

（2分）

A. too hot  
B. too cold  
C. just right  
D. too hot too cold just right

**我的答案：**

C

1. 以下程序的输出结果是（    ）。
2. x = 0
3. if x < 4:
4. x = x + 1

print(x)

（2分）

A. 0  
B. 1  
C. 2  
D. 3

**我的答案：**

B

1. 若年龄（age）小于16岁，显示"Cannot get a driver's license"；若年龄（age）大于或等于16岁，显示"Can get a driver's license"，以下代码段正确的是（   ）。

（1）

if age < 16:

print("Cannot get a driver's license")

if age >= 16:

print("Can get a driver's license")

（2）

if age < 16:

print("Cannot get a driver's license")

else:

print("Can get a driver's license")

（3）

if age < 16:

print("Cannot get a driver's license")

elif age >= 16:

print("Can get a driver's license")

（4）

if age < 16:

print("Cannot get a driver's license")

elif age == 16:

print("Can get a driver's license")

elif age > 16:

print("Can get a driver's license")

（2分）

A. （1）和（2）  
B. （2）和（3）  
C. （1）、（2）和（3）  
D. （3）和（4）  
E. 以上都是

**我的答案：**

E

1. 给定|x-2|≥4，以下表达式正确的是（   ）。

（2分）

A. x - 2 >= 4 and x - 2 <= -4  
B. x - 2 >= 4 or x - 2 <= -4  
C. x - 2 >= 4 and x - 2 < -4  
D. x - 2 >=4 or x - 2 < -4

**我的答案：**

B

1. 假设income的值为4001，以下代码段的输出结果是（   ）。
2. if income > 3000:
3. print("Income is greater than 3000")
4. elif income > 4000:

print("Income is greater than 4000")

（2分）

A. 无输出  
B. 输出Income is greater than 3000  
C. 先输出Income is greater than 3000，接着输出Income is greater than 4000  
D. 输出Income is greater than 4000  
E. 先输出Income is greater than 4000，接着输出Income is greater than 3000

**我的答案：**

B

1. 以下运算符右结合的是（   ）。

（2分）

A. \*  
B. \*\*  
C. %  
D. and  
E. =

**我的答案：**

E

1. 以下程序的输出结果是（    ）。
2. x = 1
3. y = -1
4. z = 1
5. if x > 0:
6. if y > 0:
7. print("x > 0 and y >0")
8. elif z > 0:

print("x < 0 and z > 0")

（2分）

A. x > 0 and y > 0  
B. x < 0 and z > 0  
C. x < 0 and z <0  
D. 无输出

**我的答案：**

D

1. 给定|x-2|≤4，以下表达式正确的是（    ）。

（2分）

A. x - 2 <= 4 and x - 2 >= 4  
B. x - 2 <= 4 and x - 2 > -4  
C. x - 2 <= 4 and x - 2 >= -4  
D. x - 2 <=4 or x - 2 >= -4

**我的答案：**

C

1. 以下程序的输出结果是（    ）。
2. number = 30
3. if number % 2 == 0:
4. print(number, 'is even')
5. elif number % 3 == 0:

print(number, 'is multiple of 3')

（2分）

A.

30 is even

B.

程序出错

C.

30 is multiple of 3

D.

30 is even

30 is multiple of 3

**我的答案：**

A

1. 对于以下程序：
2. even = False
3. if even:

print("It is even!")

（    ）是正确的。

A. 程序正常运行，显示It is even!  
B. 程序正常运行，但不显示任何信息  
C. 程序有错误，if even:应该替换成if even == True:  
D. 程序有错误，if even:应该替换成if even = True:

**我的答案：**

B

1. 假设isPrime是一个布尔类型的变量，为了测试isPrime是否为真（True），下列（    ）语句是正确且最佳的。

A.

if isPrime = True:

B.

if isPrime == True:

C.

if isPrime:

D.

if not isPrime = False:

E.

if not isPrime == False:

**我的答案：**

C

1. 执行以下代码段后，y的值是（   ）。
2. x = 0

y = 10 if x > 0 else -10

（2分）

A. -10  
B. 0  
C. 10  
D. 20  
E. 非法的表达式

**我的答案：**

A

1. 对于以下代码段：

Code1:

if number % 2 == 0:

even = True

else:

even = False

Code2:

even = True if number % 2 == 0 else False

Code3:

even = number % 2 == 0

（    ）是正确的。

A. Code2有错误  
B. Code3有错误  
C. Code1、Code2和code3都是正确的，但Code1更好  
D. Code1、Code2和code3都是正确的，但Code2更好  
E. Code1、Code2和code3都是正确的，但Code3更好

**我的答案：**

E

1. 在Python中，可以使用 for 作为变量名。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 在循环中，break语句的作用是跳过当前当次循环。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 下面程序的输出结果是2。
2. m = 0
3. x = 1
4. while x < 5:
5. y = 1
6. while y < 4:
7. m = m + y
8. y = y + 3
9. x = x + 2
10. print(m)

A. 对  
B. 错

**参考答案：**

A

1. 对于下面程序：
2. total = 0
3. for i in range(5):
4. total += i

print(i)

for循环结束后，循环变量i不存在，导致程序错误。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 在循环中，continue语句的作用是结束当前循环。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 下面while循环执行的次数为6次。
2. k = 10
3. while k >= 5:

k = k - 1

A. 对  
B. 错

**参考答案：**

A

1. 对于带有else子句的for语句和while语句，当循环因循环条件不成立而自然结束时，会执行else子句中的代码。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 在编写嵌套循环时，为了提高运行效率，应尽量减少内循环中不必要的计算。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 下面程序的输出结果是14。
2. count = 0
3. for x in range(2, 5):
4. count = count + x

print(count)

A. 对  
B. 错

**参考答案：**

B

1. 表达式len(range(1,10))的值为10。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 下面程序循环了\_\_\_\_\_\_\_\_次（注：填写阿拉伯数字）。
2. k = 1000
3. while k > 1:
4. print(k)

k = k // 2

**参考答案：**

9

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. number = 15292
3. if number == 0:
4. print("0")
5. else:
6. while number:
7. right\_digit = number % 10
8. print(right\_digit, end='')

number //= 10

**参考答案：**

29251

1. 下面程序执行后，输出结果的最后一行是\_\_\_\_\_\_\_\_。
2. for i in range(1, 3):
3. for j in range(2, 5):

print(i \* j)

（2分）

**参考答案：**

8

1. 下面表达式的值为\_\_\_\_\_\_\_\_。

len(range(1,10))

**参考答案：**

9

1. 如果输入4、-1、6、9、8、3、0，下面程序的输出结果是\_\_\_\_\_\_\_\_ 。
2. number = int(input('输入一个整数: '))
3. max = number
4. while number != 0:
5. number = int(input('输入一个整数: '))
6. if number > max:
7. max = number

print(max)

**参考答案：**

9

1. 在程序中\_\_\_\_\_\_\_\_处填上恰当的成分（注：不要有任何空格），完成题目要求的功能。

从键盘输入20个整数，输出它们的和。

total = 0

for i in range(1, 21):

a= int(input())

total = \_\_\_\_\_\_\_\_

print("Total=", total)

**参考答案：**

total+a、a+total

1. 下面程序的输出结果是。
2. y = 0
3. for i in range(0, 10, 2):
4. y += i

print(y)

**参考答案：**

20

1. 下面程序执行的循环次数是\_\_\_\_\_\_\_\_ 。
2. for i in range(1, n + 1):

# 循环体

**参考答案：**

n

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. total = 0
3. for i in range(100):
4. if i % 10:
5. continue
6. total = total + i

print(total)

**参考答案：**

450

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. i=0
3. while i<10:
4. i += 1
5. if i == 7:
6. continue
7. else:

print(i,end=' ')

**参考答案：**

1 2 3 4 5 6 8 9 10

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. counter = 0
3. for i in range(10):
4. for j in range(10):
5. if i == j:
6. continue
7. counter += 1

print(counter)

【来源】  
《Python程序设计基础》第3章思考与练习。（2分）

**参考答案：**

90

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. x = 15
3. while 10 < x < 50:
4. x += 1
5. if x // 3:
6. x += 1
7. break
8. else:
9. continue
10. print(x)

【来源】  
《Python程序设计基础》第3章思考与练习。（2分）

**参考答案：**

17

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. a, b, c = 1, 2, 3
3. while a < b < c:
4. a, b = b, a
5. c -= 1

print(a, b, c)

【来源】  
《Python程序设计基础》第3章思考与练习。（2分）

**参考答案：**

2 1 2

1. 下面表达式的值为\_\_\_\_\_\_\_\_。

list(range(2, 10, 2))

**参考答案：**

[2, 4, 6, 8]

1. 在程序中\_\_\_\_\_\_\_\_处填上恰当的成分（注：不要有任何空格），完成题目要求的功能。

计算1-2+3-4+5 ... 99的所有数的和。

total1 = 0

total2 = 0

for i in range(1,100,2):

\_\_\_\_\_\_\_\_

for j in range(2,100,2):

total2 += j

total3 = total1 - total2

print(total3)

**参考答案：**

total1+=i、total1=total1+i、total1=i+total1

1. 以下程序，print语句执行了（         ）次。
2. for i in range(10):
3. for j in range(10):

print(i \* j)

（2分）

A. 100  
B. 20  
C. 10  
D. 45

**参考答案：**

A

1. 对于以下程序：
2. total = 0
3. for d in range(0,10, 0.1):

total += total + d

（    ）是正确的。  
  
（2分）

A. 程序有语法错误，因为range函数不能有三个参数  
B. 程序有语法错误，因为range函数的参数必须是整数  
C. 程序无限循环运行  
D. 程序运行正常

**参考答案：**

B

1. 给定以下四种图案：
2. 图案（1） 图案（2） 图案（3） 图案（4）
3. 1 1 2 3 4 5 6 1 1 2 3 4 5 6
4. 1 2 1 2 3 4 5 2 1 1 2 3 4 5
5. 1 2 3 1 2 3 4 3 2 1 1 2 3 4
6. 1 2 3 4 1 2 3 4 3 2 1 1 2 3
7. 1 2 3 4 5 1 2 5 4 3 2 1 1 2

1 2 3 4 5 6 1 6 5 4 3 2 1 1

（    ）是由如下程序生成的。

for i in range(1, 6 + 1):

for j in range(6, 0, -1):

print(j if j <= i else " ", end = " ")

print()

（2分）

A. 图案（1）  
B. 图案（2）  
C. 图案（3）  
D. 图案（4）

**参考答案：**

C

1. 以下程序的输出结果是（         ）。
2. y = 0
3. for i in range(10, 1, -2):
4. y += i

print(y)

（2分）

A. 10  
B. 40  
C. 30  
D. 20

**参考答案：**

C

1. 以下程序的输出结果是（         ）。
2. y = 0
3. for i in range(0, 10):
4. y += i

print(y)

（2分）

A. 10  
B. 11  
C. 12  
D. 13  
E. 45

**参考答案：**

E

1. 以下程序的输出结果是（         ）。
2. number = 6
3. while number > 0:
4. number -= 3

print(number, end = ' ')

（2分）

A. 6 3 0  
B. 6 3  
C. 3 0  
D. 3 0 -3  
E. 0 -3

**参考答案：**

C

1. 以下程序输出"Welcome to Python"（        ）次。
2. count = 0
3. while count <10:

print("Welcome to Python")

（2分）

A. 8  
B. 9  
C. 10  
D. 11  
E. 无数次

**参考答案：**

E

1. 以下程序输出"Welcome to Python"（        ）次。
2. count = 0
3. while count <10:
4. print("Welcome to Python")

count += 1

（2分）

A. 8  
B. 9  
C. 10  
D. 11  
E. 0

**参考答案：**

C

1. 对于以下程序：
2. total = d = 0
3. while d != 10.0:
4. d += 0.1

total += total + d

（         ）是正确的。

（2分）

A. 程序不能运行，因为total和d没有正确初始化  
B. 程序永远不会停止，因为循环中d的值始终是0.1  
C. 程序可能不会停止，原因是浮点数运算误差引起的数值错误  
D. 循环结束后，total的值是0 + 0.1 + 0.2 + 0.3 + ... + 1.9之和

**参考答案：**

C

1. 以下程序的输出结果是（         ）。
2. total = 0
3. item = 0
4. while item < 5:
5. item += 1
6. total += item
7. if total > 4:
8. continue

print(total)

（2分）

A. 15  
B. 16  
C. 17  
D. 18

**参考答案：**

A

1. 以下程序，print语句执行了（         ）次。
2. for i in range(10):
3. for j in range(i):

print(i \* j)

（2分）

A. 100  
B. 20  
C. 10  
D. 45

**参考答案：**

D

1. 以下程序的输出结果是（         ）。
2. x = 0
3. while x < 4:
4. x = x + 1

print(x)

A. 0  
B. 1  
C. 2  
D. 3  
E. 4

**参考答案：**

E

1. 以下程序的输出结果是（         ）。
2. for i in range(1, 11):

print(i, end = " ")

（2分）

A. 1 2 3 4 5 6 7 8 9  
B. 1 2 3 4 5 6 7 8 9 10  
C. 1 2 3 4 5  
D. 1 3 5 7 9  
E. 2 4 6 8 10

**参考答案：**

B

1. 以下程序的输出结果是（         ）。
2. number = 25
3. isPrime = True
4. i = 2
5. while i < number and isPrime:
6. if number % i == 0:
7. isPrime = False
8. i += 1

print("i is", i, "isPrime is", isPrime)

A. i is 5 isPrime is True  
B. i is 5 isPrime is False  
C. i is 6 isPrime is True  
D. i is 6 isPrime is False

**参考答案：**

D

1. 以下（         ）程序正确计算了"1/2 + 2/3 + 3/4 + ... + 99/100"的值。  
   （1）
2. total = 0
3. for i in range(1, 99):
4. total += i / (i + 1)

print("Total is", total)

（2）

total = 0

for i in range(1, 100):

total += i / (i + 1)

print("Total is", total)

（3）

total = 0

for i in range(1.0, 99.0):

total += i / (i + 1)

print("Total is", total)

（4）

total = 0

for i in range(1.0, 100.0):

total += i / (i + 1)

print("Total is", total)

（2分）

A. （2）、（3）、（4）  
B. （1）、（2）、（3）、（4）  
C. （2）  
D. （3)、（4）

**参考答案：**

C

1. 以下程序的输出结果是（         ）。
2. y = 0
3. for i in range(0, 10, 2):
4. y += i

print(y)

A. 9  
B. 10  
C. 11  
D. 20

**参考答案：**

D

1. 以下程序的输出结果是（         ）。
2. number = 25
3. isPrime = True
4. for i in range(2,number):
5. if number % i == 0:
6. isPrime = False
7. break

print("i is", i, "isPrime is", isPrime)

（2分）

A. i is 5 isPrime is True  
B. i is 5 isPrime is False  
C. i is 6 isPrime is True  
D. i is 6 isPrime is False

**参考答案：**

B

1. 以下（         ）程序输出"Welcome to Python"10次。

（1）

for count in range(1, 10):

print("Welcome to Python")

（2）

for count in range(0, 10):

print("Welcome to Python")

（3）

for count in range(1, 11):

print("Welcome to Python")

（4）

for count in range(1, 12):

print("Welcome to Python")

（2分）

A. （2）、（4）  
B. （1）、（2）、（3）  
C. （1）、（3)  
D. （2）、（3）  
E. （1）、（2）

**参考答案：**

D

1. list(range(5))返回序列（         ）。（2分）

A. [1, 2, 3, 4, 5]  
B. [0, 1, 2, 3, 4, 5]  
C. [1, 2, 3, 4]  
D. [0, 1, 2, 3, 4]

**参考答案：**

D

1. 以下程序的输出结果是（         ）。
2. total = 0
3. item = 0
4. while item < 5:
5. item += 1
6. total += item
7. if total > 4:
8. break

print(total)

A. 5  
B. 6  
C. 7  
D. 8

**参考答案：**

B

1. 在自定义函数内部没有办法定义全局变量。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 在同一个作用域内，局部变量会隐藏同名的全局变量。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 如果函数中没有return语句或者return语句不带任何返回值，那么该函数的返回值为None。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 自定义函数时，即使该函数不需要接收任何参数，也必须在函数名后保留一对空的圆括号来表示这是一个函数。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 在自定义函数时，某个参数名字前面带有\*符号表示可变长度参数，可以接收任意多个关键字参数并将其存放于一个字典之中。

（1分）

A. 对  
B. 错

**参考答案：**

B

1. 在调用函数时，可以通过关键字参数的形式进行传值，从而避免必须记住函数形参顺序的麻烦。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 自定义函数时，若一个参数带有默认值，那么所有其他参数都必须设置默认值。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 在Python中，自定义函数的关键字是def。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 形参可以看做是函数内部的局部变量，函数运行结束之后形参就不可访问了。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 函数是代码重用的一种方式。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 若匿名函数f = [lambda x = 3: x \* 3, lambda x: x \*\* 3]，则f[1](f[0]())返回的结果是\_\_\_\_\_\_\_\_（若有错误，则填写Error）。（2分）

**参考答案：**

729

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. lst = [1]
3. def scope():
4. lst.append(6)
5. print(\*lst)

scope()

**参考答案：**

1 6

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. def scope():
3. n = 4
4. m = 5
5. print(m, n, end = ' ')
6. n = 5
7. t = 8
8. scope()

print(n, t)

**参考答案：**

5 4 5 8

1. 下列程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. def f(x, y):
3. return x + y, x - y, x \* y, x / y
4. t1, t2, t3, t4 = f(9, 5)

print(t1, t2, t3, t4)

**参考答案：**

14 4 45 1.8

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_ 。
2. def fun(x, y=2, z=3):
3. return x + y + z

print(fun(1, z = 4))

【来源】  
《Python程序设计基础》第4章思考与练习。（2分）

**参考答案：**

7

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. a = "first"
3. def second(a):
4. a = "second"
5. def third():
6. global a
7. a = "third"
8. third()
9. print(a, end=',')
10. second("fourth")

print(a)

**参考答案：**

third,third

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. import functools
3. lst = ["Welcome ", "to ", "Python", ", ", "Programming ", "is ", "fun", "."]

print(functools.reduce(lambda x, y : x + y, lst))

【来源】  
《Python程序设计基础》第4章思考与练习。（2分）

**参考答案：**

Welcome to Python, Programming is fun.

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. def fun(\*x):
3. print(x)

fun(1, 2, 3)

**参考答案：**

(1, 2, 3)

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. def fib(n):
3. f1, f2 = 0, 1
4. while f2 < n:
5. print(f2, end = ' ')
6. f1, f2 = f2, f1 + f2

fib(10)

**参考答案：**

1 1 2 3 5 8

1. 若匿名函数f = lambda x, y: x + y，则f({1:2}, {3:4})返回的结果是\_\_\_\_\_\_\_\_（若有错误，则填写Error）。（2分）

**参考答案：**

Error

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. a = 10
3. def fun():
4. global a
5. a = 20
6. print(a, end = ' ')
7. fun()

print(a)

**参考答案：**

20 20

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. def fun(x, y):
3. x = x + y
4. y = x - y
5. x = x - y
6. def main():
7. x, y = 2, 3
8. fun(x, y);
9. print("%d#%d" % (x, y))

main()

【来源】  
《Python程序设计基础》第4章思考与练习。（2分）

**参考答案：**

2#3

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. a, b = 1, 2
3. def fun():
4. a = 100
5. b = 200
6. def main():
7. a, b = 5, 7
8. fun()
9. print("%d#%d" % (a, b))

main()

【来源】  
《Python程序设计基础》第4章思考与练习。（2分）

**参考答案：**

5#7

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. def main():
3. print(min(5, 6))
4. def min(n1, n2):
5. smallest = n1
6. if n2 < smallest:
7. smallest = n2

main()

**参考答案：**

None

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. b, c = 2, 4
3. def fun(d):
4. global a
5. a = d \* c
6. fun(b)

print(a)

（2分）

**参考答案：**

8

1. ﻿下面程序的输出结果是\_\_\_\_\_\_\_\_ 。
2. def fun(x, y, z):
3. return x + y + z

print(fun(y = 4, z = 5, x = 2))

【来源】  
《Python程序设计基础》第4章思考与练习。  
（2分）

**参考答案：**

11

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. def nprint(message, n):
3. for i in range(n):
4. print(message, end = ' ')
5. nprint('a', 3)

nprint(n = 5, message = "good")

（2分）

**参考答案：**

a a a good good good good good

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。

print(list(map(lambda x : x \*\* 2, range(1, 11))))

【来源】  
《Python程序设计基础》第4章思考与练习。（2分）

**参考答案：**

[1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。

print(list(filter(lambda x : x % 2 != 0 and x % 3 != 0, range(2, 25))))

【来源】  
《Python程序设计基础》第4章思考与练习。（2分）

**参考答案：**

[5, 7, 11, 13, 17, 19, 23]

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. def fun(\*\*x):
3. print(x)

fun(a = 1, b = 2, c = 3)

（2分）

**参考答案：**

{'a': 1, 'b': 2, 'c': 3}

1. 下列程序的输出结果是（         ）。
2. x = 1
3. def foo():
4. y = x + 2
5. print(y, end = ' ')
6. foo()

print(x)

（2分）

A. 1 3  
B. 3 1  
C. 程序有运行时错误，因为x未定义  
D. 1 1  
E. 3 3

**参考答案：**

B

1. 下列程序的输出结果是（         ）。
2. def foo(x = 1, y =2):
3. x = x + y
4. y += 1
5. print(x, y)

foo(2, 1)

（2分）

A. 1 3  
B. 2 3  
C. 程序有运行时错误，因为x和y未定义  
D. 3 2  
E. 3 3

**参考答案：**

D

1. 若一个函数没有返回值，默认情况下，该函数返回（         ）。

（2分）

A. None  
B. int  
C. double  
D. public  
E. Null

**参考答案：**

A

1. 下列程序的输出结果是（         ）。
2. def foo(x = 1, y = 2):
3. x = x + y
4. y += 1
5. print(x, y)

foo(y = 2, x = 1)

（2分）

A. 1 3  
B. 2 3  
C. 程序有运行时错误，因为x和y未定义  
D. 3 2  
E. 3 3

**参考答案：**

E

1. print(type(lambda:3))的输出结果是（    ）。  
   （2分）

A. <class 'function'>  
B. <class 'int'>  
C. <class 'NoneType'>  
D. <class 'float'>

**参考答案：**

A

1. 函数的参数总是出现在（        ）中。

（2分）

A. 方括号  
B. 双引号  
C. 圆括号  
D. 花括号

**参考答案：**

C

1. 下面（        ）应该被定义为一个无返回值函数。

（2分）

A. 编写一个函数，打印从1到100的整数  
B. 编写一个函数，返回一个1到100之间的随机整数  
C. 编写一个函数，检查当前秒数是否是一个1到100之间的整数  
D. 编写一个函数，将一个大写字母转换为小写字母

**参考答案：**

A

1. 函数可以改变（    ）数据类型的实参。  
   （2分）

A. int  
B. string  
C. list  
D. float

**参考答案：**

C

1. 对于下列函数：
2. def n\_print(message, n):
3. while n > 0:
4. print(message, end = '')

n -= 1

调用n\_print('a', 4)，输出结果是（         ）。

（2分）

A. aaaaa  
B. aaaa  
C. aaa  
D. 无效的函数调用  
E. 无限循环

**参考答案：**

B

1. 下列程序的输出结果是（         ）。
2. def foo(x = 1, y =2):
3. return x + y, x - y
4. x, y = foo(y = 2, x= 1)

print(x, y)

A. 1 3  
B. 3 1  
C. 程序有运行时错误，因为函数返回多个值  
D. 3 -1  
E. -1 3

**参考答案：**

D

1. 在一个函数中如局部变量和全局变量同名，则（    ）。

A. 局部变量屏蔽全局变量  
B. 全局变量屏蔽局部变量  
C. 全局变量和局部变量都不可用  
D. 程序错误

**参考答案：**

A

1. 对于下列函数，错误的函数调用是（         ）。
2. def foo(arg1, arg2 = 'test', arg3 = 100):

print(arg1, arg2, arg3)

（2分）

A. foo('where', 'what')  
B. foo(arg1 = 'where', arg2 = 'what')  
C. foo(arg = 'where')  
D. foo('where')

**参考答案：**

C

1. 下列函数头，正确的是（        ）。

（2分）

A. def f(a, b == 0):   
B. def f(a, b, \*):  
C. def f(a=0, b):  
D. def f(a, \*b):

**参考答案：**

D

1. 对于下列函数：
2. def n\_print(message, n):
3. while n > 0:
4. print(message, end = '')

n -= 1

调用n\_print("A message", k)后，k的值是（         ）。

k = 2

n\_print("A message", k)

（2分）

A. 0  
B. 1  
C. 2  
D. 3

**参考答案：**

C

1. 下列程序的输出结果是（         ）。
2. x = 1
3. def foo():
4. x = x + 2
5. print(x)
6. foo()

print(x)

（2分）

A. 1 3  
B. 3 1  
C. 程序有运行时错误，因为x未定义  
D. 1 1  
E. 3 3

**参考答案：**

C

1. 在Python中，对于函数定义代码的理解，正确的是（    ）。  
     
   （2分）

A. 必须存在形参  
B. 必须存在return语句  
C. 形参和return语句都是可有可无的  
D. 形参和return语句要么都存在，要么都不存在

**参考答案：**

C

1. 下列程序的输出结果是（         ）。
2. x = 1
3. def foo():
4. x = 3
5. print(x)
6. foo()

print(x)

（2分）

A. 1 3  
B. 3 1  
C. 程序有运行时错误，因为x未定义  
D. 1 1  
E. 3 3

**参考答案：**

B

1. 对于下面不完整的程序：
2. def f(number):
3. # 缺失的函数体

print(f(5))

缺失的函数体应该是（

）。

（2分）

A. return "number"  
B. print(number)  
C. print("number")  
D. return number

**参考答案：**

D

1. 有关函数的说法，（         ）是错误的。

（2分）

A. 函数是对一段代码的命名  
B. 函数是代码功能的一种抽象  
C. 函数是计算机对代码执行优化的要求  
D. 函数是代码逻辑的封装

**参考答案：**

C

1. 下列程序的输出结果是（         ）。
2. def foo(x = 1, y =2):
3. x = x + y
4. y += 1
5. print(x, y)

foo()

（2分）

A. 1 3  
B. 3 1  
C. 程序有运行时错误，因为x和y未定义  
D. 1 1  
E. 3 3

**参考答案：**

E

1. 对于下列函数：
2. def n\_print(message, n):
3. while n > 0:
4. print(message, end = '')

n -= 1

调用n\_print(n = k, message = "A message")后，k的值是（        ）。

k = 2

n\_print(n = k, message = "A message")

（2分）

A. 0  
B. 1  
C. 2  
D. 3

**参考答案：**

C

1. 下列程序的输出结果是（         ）。
2. x = 1
3. def foo():
4. global x
5. x = x + 2
6. print(x)
7. foo()

print(x)

（2分）

A. 1 3  
B. 3 1  
C. 程序有运行时错误，因为x未定义  
D. 1 1  
E. 3 3

**参考答案：**

E

1. 下列函数头，正确的是（        ）。

（2分）

A. def f(a = 1, b):  
B. def f(a = 1, b, c = 2):  
C. def f(a = 1, b =1, c = 2):  
D. def f(a = 1, b =1, c = 2, d):

**参考答案：**

C

1. 函数头由（        ）组成。

（2分）

A. def关键字、函数名和冒号  
B. def关键字、函数名、参数表和冒号  
C. 函数名和参数表  
D. 函数名、参数表和冒号

**参考答案：**

B

1. 一个函数（        ）。

（2分）

A. 必须至少有一个参数  
B. 可以没有参数  
C. 必须有一个return语句返回一个值  
D. 必须有一个return语句返回多个值

**参考答案：**

B

1. 在turtle中，画布绘图坐标系的绝对0度方向默认指向画布正右方。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 海龟图起源于LOGO编程语言。这是一个很经典的专门用来教小孩子编程的图形模块。Python本身实现并内置了海龟图模块。

（1分）

A. 对  
B. 错

**参考答案：**

A

1. turtle.circle(50)沿顺时针方向绘制了一个半径为50像素的圆，圆心在在海龟左侧。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 在turtle中，画布（Canvas）是用于绘制图形的矩形区域。（1分）

A. 对  
B. 错

**参考答案：**

A

1. turtle.circle(-90，90)沿顺时针方向绘制了一个半径为90像素的弧形，圆心在在海龟右侧。（1分）

A. 对  
B. 错

**参考答案：**

A

1. turtle.dot(100, "red")绘制了一个半径为100像素的红色实心点。（1分）

A. 对  
B. 错

**参考答案：**

B

1. mainloop方法或done方法开始事件循环，必须是海龟图形程序中的最后一条语句。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 在turtle中，画布绘图坐标系的原点默认在屏幕左上角。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 在turtle中，setheading(to\_angle)或seth(to\_angle)方法，将海龟的方向设置为to\_angle，to\_angle为角度。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 在turtle中，clear方法用于清除画布，并将海龟状态和位置重置为起始默认值。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 在turtle中，使用\_\_\_\_\_\_\_\_方法可以绘制圆、弧形和正多边形（注意：只需填写方法或函数名即可）。（2分）

**参考答案：**

circle、circle()

1. 在turtle中，使用\_\_\_\_\_\_\_\_方法朝着海龟箭头指向的反方向移动画笔（注意：只需填写方法或函数名即可）。（2分）

**参考答案：**

backward、backward()、back、back()、bk、bk()

1. 在turtle中，使用\_\_\_\_\_\_\_\_方法朝着海龟箭头指向的方向移动画笔（注意：只需填写方法或函数名即可）。（2分）

**参考答案：**

forward、forward()、fd、fd()

1. 在turtle中，使用\_\_\_\_\_\_\_\_方法设置画布窗口大小和位置（注意：只需填写方法或函数名即可）。（2分）

**参考答案：**

setup、setup()

1. 在Python中，为了使用turtle图形模块，必须使用\_\_\_\_\_\_\_\_来导入该模块（注意：不要有任何多余的空格）。（2分）

**参考答案：**

import turtle、import

1. 在turtle中，使用\_\_\_\_\_\_\_\_方法抬起画笔，画笔移动时不绘制图形（注意：只需填写方法或函数名即可）。（2分）

**参考答案：**

penup、penup()、pu、pu()、up、up()

1. 在turtle中，使用\_\_\_\_\_\_\_\_方法设置填充颜色（注意：只需填写方法或函数名即可）。（2分）

**参考答案：**

fillcolor、fillcolor()、color、color()

1. 在turtle中，使用\_\_\_\_\_\_\_\_方法设置画笔颜色（注意：只需填写方法或函数名即可）。（2分）

**参考答案：**

pencolor、pencolor()、color、color()

1. 在turtle中，使用\_\_\_\_\_\_\_\_方法绘制文本（注意：只需填写方法或函数名即可）。**参考答案：**

write、write()

1. 在turtle中，使用\_\_\_\_\_\_\_\_方法设置画笔宽度（注意：只需填写方法或函数名即可）。（2分）

**参考答案：**

pensize、pensize()、width、width()

1. 可重复撤消最后一次海龟操作，使用（         ）。（2分）

A. turtle.rollback()  
B. turtle.redo()  
C. turtle.undo()  
D. turtle.remove()

**参考答案：**

C

1. 放下画笔，移动海龟时绘制图形，使用（         ）。（2分）

A. turtle.penDown()  
B. turtle.pendown()  
C. turtle.putDown()  
D. turtle.Down()

**参考答案：**

B

1. 显示海龟，使用（         ）。（2分）

A. turtle.show()  
B. turtle.showLocation()  
C. turtle.showDirection()  
D. turtle.showturtle()  
E. turtle.showTurtle()

**参考答案：**

D

1. 隐藏海龟，使用（         ）。（2分）

A. turtle.home()  
B. turtle.hideturtle()  
C. turtle.hideTurtle()  
D. turtle.clear()  
E. turtle.reset()

**参考答案：**

B

1. 下面程序的执行结果是（         ）。
2. import turtle
3. t = turtle.Turtle()
4. t.circle(40)
5. t.circle(60)
6. t.circle(80)
7. t.circle(100)

turtle.mainloop()

A. 同心圆  
B. 太极图  
C. 同切圆  
D. 笛卡尔心形

**参考答案：**

C

1. 下面程序的执行结果是（         ）。
2. import turtle
3. t = turtle.Turtle()
4. t.circle(100, steps=6)

turtle.mainloop()

（2分）

A. 圆  
B. 椭圆  
C. 弧形  
D. 正六边形

**参考答案：**

D

1. 下列（         ）不能改变海龟画笔的移动方向。

A. bk()  
B. seth()  
C. left()  
D. right()

**参考答案：**

A

1. 将海龟移动到坐标点(4、5)，不改变海龟的方向，使用（        ）。（2分）

A. turtle.move(4, 5)  
B. turtle.moveTo(4, 5)  
C. turtle.moveto(4, 5)  
D. turtle.go(4, 5)  
E. turtle.goto(4, 5)

**参考答案：**

E

1. 下面程序的执行结果是（         ）。
2. import turtle
3. t = turtle.Turtle()
4. for i in range(3):
5. t.seth(i \* 120)
6. t.fd(200)

turtle.mainloop()

（2分）

A. 直角三角形  
B. 等边三角形  
C. 等腰三角形  
D. 锐角三角形

**参考答案：**

B

1. 设置海龟移动速度为5，使用（        ）。（2分）

A. turtle.speed(5)  
B. turtle.setSpeed(5)  
C. turtle.setspeed(5)  
D. turtle.velocity(5)

**参考答案：**

A

1. "HZNU"[::-1]返回的结果是"HZNU"。（1分）

A. 对  
B. 错

**我的答案：**

B

1. 在Python中，字符串字面量可以表示为以单引号'或双引号"括起来的一个字符序列。（1分）

A. 对  
B. 错

**我的答案：**

A

1. 字符串是不可变对象，不可以直接修改字符串中的内容。（1分）

A. 对  
B. 错

**我的答案：**

A

1. 表达式'ab' in 'acbed'的值为True。（1分）

A. 对  
B. 错

**我的答案：**

B

1. len("HZNU")返回的结果是4，len("杭州师大")返回的结果也是4。（1分）

A. 对  
B. 错

**我的答案：**

A

1. Unicode编码是目前最广泛使用的字符编码。UTF-8是在互联网上使用最广泛的一种Unicode的实现方式。Python 3默认使用UTF-8编码。  
   （1分）

A. 对  
B. 错

**我的答案：**

A

1. 已知x为非空字符串，那么表达式 ''.join(x.split())==x 的值一定为True。（1分）

A. 对  
B. 错

**我的答案：**

B

1. 假设s1="Python"，s2="Python"，则表达式s1 is s2的值为True。（1分）

A. 对  
B. 错

**我的答案：**

A

1. "HHZZNNUU"[::2]返回的结果是"HZNU"。（1分）

A. 对  
B. 错

**我的答案：**

A

1. 字符串属于Python序列类型，支持下标操作。（1分）

A. 对  
B. 错

**我的答案：**

A

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。

print("oops too".strip('o'))

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**我的答案：**

ps t

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. x = "university"

print(x[0:4])

【来源】

《Python程序设计基础》第5章思考与练习。

（2分）

**我的答案：**

univ

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。

print("hello".isalpha(), "CSE-1001".isalnum())

【来源】  
《Python程序设计基础》第5章思考与练习。

（2分）

**我的答案：**

True False

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。

print("Computer science".split ('e'))

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**我的答案：**

['Comput', 'r sci', 'nc', '']

1. 当输入为'cbabc'时，下列程序的输出结果为\_\_\_\_\_\_\_\_ 。
2. s1 = input()
3. index = 0
4. s2 = ''
5. while index < len(s1) - 1:
6. if s1[index] > s1[index + 1]:
7. s2 += s1[index]
8. else:
9. s2 = s2 \* 2
10. index += 1

print(s2)

（2分）

**我的答案：**

cbcbcbcb

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ 。

print("this is a test".count('s', 5))

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**我的答案：**

2

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_。

print("Mississippi".replace('i', 'z', 2))

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**我的答案：**

Mzsszssippi

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ 。

print("test".center(10, 'x'))

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**我的答案：**

xxxtestxxx

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ 。

print("abcdef".find('e'))

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**我的答案：**

4

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ 。

print("test".join(['A', 'B', 'C']))

【来源】  
《Python程序设计基础》第5章思考与练习。  
（2分）

**我的答案：**

AtestBtestC

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_。

print("knickknack".rfind('k', 3, -2))

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**我的答案：**

5

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ 。

print("university".index("iv"))

【来源】  
《Python程序设计基础》第5章思考与练习。

（2分）

**我的答案：**

2

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ 。

print("bird".endswith("ir"))

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**我的答案：**

False

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。
2. my\_str = "Hello"

print(my\_str.lower(), my\_str.upper())

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**我的答案：**

hello HELLO

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ （注意：不要有任何多余的空格）。
2. my\_str = "Hello"

print(my\_str.islower(), my\_str.isupper())

【来源】  
《Python程序设计基础》第5章思考与练习。

（2分）

**我的答案：**

False False

1. 对于如下字符串：  
   s= "Programming is fun"  
     
   s.find('rom')的计算结果是（        ）。

（2分）

A. 1  
B. 2  
C. 3  
D. 4  
E. -1

**我的答案：**

E

1. "Programming is fun"[:2]的计算结果是（        ）。

（2分）

A. Pr  
B. p  
C. Pro  
D. Programming  
E. Programming is

**我的答案：**

A

1. 字符串s长度为奇数，则显示中间字符的表达式为（         ）。

（2分）

A. s[len(s) // 2 + 1]  
B. s[(len(s) - 1) // 2]  
C. s[len(s) // 2 - 1]  
D. s[(len(s) + 1) // 2]

**我的答案：**

B

1. 字符串"abc"的长度是3，字符串"老师好"的长度是（         ）。

（2分）

A. 1  
B. 3  
C. 6  
D. 9

**我的答案：**

B

1. len("Good")的计算结果是（         ）。

（2分）

A. 1  
B. 2  
C. 3  
D. 4  
E. -1

**我的答案：**

D

1. "Programming is fun"[4:6]的计算结果是（         ）。

（2分）

A. ram  
B. ra  
C. r  
D. pr  
E. pro

**我的答案：**

B

1. "Programming is fun"[-3:-1]的计算结果是（        ）。

（2分）

A. Pr  
B. p  
C. fun  
D. un  
E. fu

**我的答案：**

E

1. "Programming is fun"[1:1]的计算结果是（        ）。

（2分）

A. Pr  
B. r  
C. Pr  
D. ''  
E. 非法的表达式

**我的答案：**

D

1. min("Programmingis fun")的计算结果是（        ）。

（2分）

A. P  
B. r  
C. 空格字符  
D. u  
E. n

**我的答案：**

C

1. 对于如下字符串：  
   s ="Welcome"  
     
   s.count('e')的计算结果是（        ）。

（2分）

A. 1  
B. 2  
C. 3  
D. 4

**我的答案：**

B

1. max("Programming is fun")的计算结果是（         ）。

（2分）

A. P  
B. r  
C. 空格字符  
D. u  
E. n

**我的答案：**

D

1. "Programming is fun"[:-1]的计算结果是（        ）。

（2分）

A. Programming  
B. Programming is fun  
C. Programming is f  
D. Programming is fu  
E. Programming is

**我的答案：**

D

1. "Programming is fun"[-1]的计算结果是（        ）。

（2分）

A. Pr  
B. p  
C. fun  
D. n  
E. un

**我的答案：**

D

1. 对于如下字符串：  
   s ="Welcome"  
     
   下列（         ）是错误的。

（2分）

A. print(s[0])  
B. print(s.lower())  
C. s[1] = 'r'  
D. print(s.strip())

**我的答案：**

C

1. 对于如下字符串：  
   s= "Programming is fun"  
     
   s.find('ram')的计算结果是（        ）。

（2分）

A. 1  
B. 2  
C. 3  
D. 4  
E. -1

**我的答案：**

D

1. 对于如下字符串：  
   s= "Programming is fun"  
     
   s.find('m')的计算结果是（        ）。

（2分）

A. 8  
B. 7  
C. 6  
D. 5  
E. -1

**我的答案：**

C

1. 对于如下字符串：  
   s= "Programming is fun"  
     
   s.rfind('m')的计算结果是（        ）。

（2分）

A. 8  
B. 7  
C. 6  
D. 5  
E. -1

**我的答案：**

B

1. "Good".replace('o', 'e')的计算结果是（         ）。

（2分）

A. God  
B. Good  
C. Geed  
D. Ged

**我的答案：**

C

1. 假设s = "\t\tWelcome\n"，s.strip()结果是（   ）。

（2分）

A. welcome  
B. \t\tWelocme\n  
C. \t\tWELCOME\n  
D. Welcome

**我的答案：**

D

1. 字符串的strip方法的作用是（         ）。

A. 按照指定字符分割字符串为列表  
B. 连接两个字符串序列  
C. 去掉字符串两侧空格或指定字符  
D. 替换字符串中特定字符

**我的答案：**

C

1. 列表lst=[12, -5, -22, -10, -26, 35, 0, 49, 3, -21]，lst[0:100]的结果是错误。  
   （1分）

A. 对  
B. 错

**参考答案：**

B

1. 列表lst=[12, -5, -22, -10, -26, 35, 0, 49, 3, -21]，lst[3:8:2]的结果是[-10, 35, 49]。  
   （1分）

A. 对  
B. 错

**参考答案：**

A

1. 列表lst=[12, -5, -22, -10, -26, 35, 0, 49, 3, -21]，lst[::2]的结果是[12, -22, -26, 0, 3]。  
   （1分）

A. 对  
B. 错

**参考答案：**

A

1. 只能通过切片访问元组中的元素，不能使用切片修改元组中的元素。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 元组的访问速度比列表要快一些，如果定义了一系列常量值，并且主要用途仅仅是对其进行遍历而不需要进行任何修改，建议使用元组而不使用列表。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 将列表中的元素顺序打乱的shuffle()方法不是random模块中的方法。  
   （1分）

A. 对  
B. 错

**参考答案：**

B

1. 表达式tuple(zip(\*[[1, 2, 3], [4, 5, 6]]))的值为((1, 4), (2, 5), (3, 6))。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 已知x为非空列表，那么表达式 sorted(x,reverse=True) == list(reversed(x)) 的值一定是True。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 元组是不可变对象，但如果元组中的元素是可变对象，这样的可变对象是可以修改的。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 同一个列表中的元素类型可以各不相同。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 列表lst=[12, -5, -22, -10, -26, 35, 0, 49, 3, -21]，lst[100:]的结果是[]。  
   （1分）

A. 对  
B. 错

**参考答案：**

A

1. 表达式 (1,) + (2,) 的值为3。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 列表lst=[12, -5, -22, -10, -26, 35, 0, 49, 3, -21]，lst[100]的结果是运行错误。  
   （1分）

A. 对  
B. 错

**参考答案：**

A

1. 列表是可变对象，可以直接修改列表中的元素值。

（1分）

A. 对  
B. 错

**参考答案：**

A

1. 列表lst=[12, -5, -22, -10, -26, 35, 0, 49, 3, -21]，lst[::]的结果是[12, -5, -22, -10, -26, 35, 0, 49, 3, -21]。  
   （1分）

A. 对  
B. 错

**参考答案：**

A

1. 只能通过切片访问列表中的元素，不能使用切片修改列表中的元素。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 列表lst=[12, -5, -22, -10, -26, 35, 0, 49, 3, -21]，lst[1::2]的结果是[12, -22, -26, 0, 3]。  
   （1分）

A. 对  
B. 错

**参考答案：**

B

1. 列表lst=[12, -5, -22, -10, -26, 35, 0, 49, 3, -21]，lst[::-1]的结果是[-21, 3, 49, 0, 35, -26, -10, -22, -5, 12]。  
   （1分）

A. 对  
B. 错

**参考答案：**

A

1. 对于列表而言，在尾部追加元素比在中间位置插入元素速度更快一些，尤其是对于包含大量元素的列表。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 列表可以用find()方法来搜索数据是否在列表中。  
   （1分）

A. 对  
B. 错

**参考答案：**

B

1. 下面表达式的值是\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。

[x for x in [1,2,3,4,5] if x < 3]

（2分）

**参考答案：**

[1, 2]

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。
2. a = 8
3. b = 3
4. c = 2
5. my\_tuple = a, b, c

print(my\_tuple)

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**参考答案：**

(8, 3, 2)

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ 。（注意：不要有任何多余的空格）
2. my\_list = [3, "dog", 9, "cat"]

print(my\_list.index('cat'))

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**参考答案：**

3

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. my\_list = ["Python", 3.4, 54, "Java", 82, 'C', 7.4]

print(my\_list[2::3])

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**参考答案：**

[54, 'C']

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（若有错误，则填写Error）。
2. my\_list = [5, "old", "new", 8, "time", 2]

print(my\_list[6])

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**参考答案：**

Error

1. 语句x = (3,)执行后，x的值为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。（2分）

**参考答案：**

(3,)

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ 。（注意：不要有任何多余的空格）
2. x = [5, 'dog']
3. y = ['cat', 3.5]

print(3 \* x)

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**参考答案：**

[5, 'dog', 5, 'dog', 5, 'dog']

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. my\_list = ["Python", 3.4, 54, "Java", 82, 'C', 7.4]

print(my\_list[6:0:-2])

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**参考答案：**

[7.4, 82, 54]

1. 语句x = (3)执行后，x的值为\_\_\_\_\_\_\_\_。（2分）

**参考答案：**

3

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_。
2. my\_list = [5, "old", "new", 8, "time", 2]

print(my\_list[-1])

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**参考答案：**

2

1. lst=[3,4,5,6,5,4,3]，执行lst.remove(3)后，lst[0]的值是\_\_\_\_\_\_\_\_。

**参考答案：**

4

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ 。（注意：不要有任何多余的空格）
2. x = [5, 'dog']
3. y = ['cat', 3.5]

print(x + y)

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**参考答案：**

[5, 'dog', 'cat', 3.5]

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. my\_list = ["pet", 12, "cat", 4.3, "dog", 46]

print(my\_list[3:-3])

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**参考答案：**

[]

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注：不要有任何多余的空格）。
2. my\_list = ["pet", 12, "cat", 4.3, "dog", 46]

print(my\_list[0:1])

【来源】  
《Python程序设计基础》第5章思考与练习。（2分）

**参考答案：**

['pet']

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。
2. my\_list = [3, "dog", 9, "cat"]
3. my\_list.append("dog")
4. my\_list.insert(1, [6, 9])
5. my\_list.remove(3)
6. my\_list.pop()
7. del my\_list[0]
8. my\_list.extend([7,8])

print(my\_list)

【来源】  
《Python程序设计基础》第5章思考与练习。  
**参考答案：**

['dog', 9, 'cat', 7, 8]

1. 下列程序的输出结果为（         ）。
2. myList = [1, 2, 3, 4, 5, 6]
3. for i in range(1, 6):
4. myList[i - 1] = myList[i]
5. for i in range(0, 6):

print(myList[i], end = " ")

（2分）

A. 2 3 4 5 6 1  
B. 6 1 2 3 4 5  
C. 2 3 4 5 6 6  
D. 1 1 2 3 4 5  
E. 2 3 4 5 6 1

**参考答案：**

C

1. 将5添加到list1列表的尾部，使用（         ）。（2分）

A. list1.add(5)  
B. list1.append(5)  
C. list1.addLast(5)  
D. list1.addEnd(5)

**参考答案：**

B

1. 假设t = (1, 2, 4, 3)，t[1:3]的计算结果是（        ）。（2分）

A. (1, 2)  
B. (1, 2, 4)  
C. (2, 4)  
D. (2, 4, 3)  
E. (1, 2, 4, 3)

**参考答案：**

C

1. 假设list1 = [1, 3, 2, 4, 5, 2, 1, 0]，list1[:-1]的计算结果是（        ）。（2分）

A. 0  
B. [1, 3, 2, 4, 5, 2, 1]  
C. [1, 3, 2, 4, 5, 2]  
D. [1, 3, 2, 4, 5, 2, 1, 0]

**参考答案：**

B

1. 从list1列表中删除字符串“red”，使用（        ）。（2分）

A. list1.remove("red")  
B. list1.remove(red)  
C. list1.removeAll("red")  
D. list1.removeOne("red")

**参考答案：**

A

1. 下列程序的输出结果为（         ）。
2. def f(value,values):
3. value = 1
4. values[0] = 44
5. t = 3
6. v = [1, 2, 3]
7. f(t, v)

print(t, v[0])

（2分）

A. 1 1  
B. 1 44  
C. 3 1  
D. 3 44

**参考答案：**

D

1. 假设list1 = [3, 4, 5, 20, 5, 25, 1, 3]，list1.extend([34, 5])后，list1为（         ）。（2分）

A. [3, 4, 5, 20, 5, 25, 1, 3, 34, 5]  
B. [1, 3, 3, 4, 5, 5, 20, 25, 34, 5]  
C. [25, 20, 5, 5, 4,3, 3, 1, 34, 5]  
D. [1, 3, 4, 5, 20, 5, 25, 3, 34, 5]  
E. [3, 1, 25, 5, 20, 5, 4, 3, 34, 5]

**参考答案：**

A

1. 假设list1 = [3, 4, 5, 20, 5, 25, 1, 3]，list1.index(5)的计算结果是（        ）。（2分）

A. 0  
B. 4  
C. 1  
D. 2

**参考答案：**

D

1. 将list1的所有元素随机排列，使用（         ）。（2分）

A. list1.shuffle()  
B. shuffleList(list1)  
C. random.shuffle(list1)  
D. random.shuffleList(list1)

**参考答案：**

C

1. 假设list1 = [1, 3, 2, 4, 5, 2, 1, 0]，list1[-1]的计算结果是（        ）。（2分）

A. 3  
B. 5  
C. 1  
D. 0

**参考答案：**

D

1. 假设list1 = [11, 2, 23]、list2 = [2, 11, 23]，list1 == list2的计算结果是（         ）。（2分）

A. True  
B. False  
C. 非法的表达式

**参考答案：**

B

1. 假设list1 = [3, 4, 5, 20, 5, 25, 1, 3]，max(list1)的计算结果是（ ）。（2分）

A. 5  
B. 4  
C. 8  
D. 25  
E. 1

**参考答案：**

D

1. 假设t = (1, 2)，2 \* t的计算结果是（        ）。（2分）

A. (1, 2, 1, 2)  
B. [1, 2, 1, 2]  
C. (1, 1, 2, 2)  
D. [1, 1, 2, 2]  
E. 非法的表达式

**参考答案：**

A

1. 假设list1 = [0.5 \* x for x in range(0, 4)]，list1的计算结果是（        ）。（2分）

A. [0, 1, 2, 3]  
B. [0, 1, 2, 3, 4]  
C. [0.0, 0.5, 1.0,1.5]  
D. [0.0, 0.5, 1.0,1.5, 2.0]

**参考答案：**

C

1. 下列（        ）语句创建一个列表。（2分）

A. list1 = list()  
B. list1 = []  
C. list1 = list([12, 4, 4])  
D. list1 = [12, 4, 4]  
E. list1 = [1,"3", "red"]  
F. 以上都是

**参考答案：**

F

1. 假设list1 = [11, 2, 23]、list2 = [11, 2, 2]，list1 < list2的计算结果是（        ）。（2分）

A. True  
B. False  
C. 非法的表达式

**参考答案：**

B

1. 假设x = [[1, 2], [3, 4, 5], [5, 6, 5, 9]]，len(x[0])、len(x[1])和len(x[2])的值为（         ）。

（2分）

A. 2、3和3  
B. 2、3和4  
C. 3、3和3  
D. 3、3和4

**参考答案：**

B

1. 假设list1 = [3, 4, 5, 20, 5, 25, 1, 3]，list1.pop()后，list1为（         ）。（2分）

A. [3, 4, 5, 20, 5, 25, 1]  
B. [1, 3, 3, 4, 5, 5, 20, 25]  
C. [3, 5, 20, 5, 25, 1, 3]  
D. [1, 3, 4, 5, 20, 5, 25]  
E. [3, 1, 25, 5, 20, 5, 4]

**参考答案：**

A

1. 假设t = (1, 2, 4, 3)，t[1:-1]的计算结果是（        ）。（2分）

A. (1, 2)  
B.  (1, 2, 4)  
C. (2, 4)  
D. (2, 4, 3)  
E. (1, 2, 4, 3)

**参考答案：**

C

1. list("a#b#c#d".split('#'))的计算结果是（         ）。（2分）

A. ['a', 'b', 'c', 'd']  
B. ['a b c d']  
C. ['a#b#c#d']  
D. ['abcd']

**参考答案：**

A

1. 下列程序的输出结果为（         ）。
2. list1 = [1, 3]
3. list2 = list1
4. list1[0] = 4

print(list2)

（2分）

A. [1, 3]  
B. [4, 3]  
C. [1, 4]  
D. [1, 3, 4]

**参考答案：**

B

1. 下列（        ）是元组（tuple）。

（2分）

A. [1, 2, 3]  
B. (1, 2, 3)  
C. {1, 2, 3}  
D. {}

**参考答案：**

B

1. 假设list1 = [3, 4, 5, 20, 5, 25, 1, 3]，list1.pop(1)后，list1为（         ）。（2分）

A. [3, 4, 5, 20, 5, 25, 1, 3]  
B. [1, 3, 3, 4, 5, 5, 20, 25]  
C. [3, 5, 20, 5, 25, 1, 3]  
D. [1, 3, 4, 5, 20, 5, 25]  
E. [3, 1, 25, 5, 20, 5, 4]

**参考答案：**

C

1. "Welcome to Python".split()的计算结果是（         ）。（2分）

A. ["Welcome", "to", "Python"]  
B. ("Welcome","to", "Python")  
C. {"Welcome","to", "Python"}  
D. "Welcome","to", "Python"

**参考答案：**

A

1. max((3, 5, 1, 7, 4))的结果是（        ）。

A. 1  
B. 3  
C. 5  
D. 7

**参考答案：**

D

1. 假设list1 = [1, 3, 2]，list1 \* 2的计算结果是（         ）。（2分）

A. [2, 6, 4]  
B. [1, 3, 2, 1, 3]  
C. [1, 3, 2, 1, 3, 2]  
D. [1, 3, 2, 3, 2,1]

**参考答案：**

C

1. list("abcd")的计算结果是（         ）。（2分）

A. ['a', 'b', 'c', 'd']  
B. ['ab']  
C. ['cd']  
D. ['abcd']

**参考答案：**

A

1. 假设list1 = [3, 4, 5, 20, 5, 25, 1, 3]，list1.count(5)的计算结果是（        ）。（2分）

A. 0  
B. 4  
C. 1  
D. 2

**参考答案：**

D

1. 下列（        ）不是创建元组的正确方式。（2分）

A. (1,)  
B. (1, 2)  
C. (1, 2, (3, 4))  
D. (1)

**参考答案：**

D

1. 假设list1 = [3, 4, 5, 20, 5, 25, 1, 3]，list1.sort()后，list1为（         ）。（2分）

A. [3, 4, 5, 20, 5, 25, 1, 3]  
B. [1, 3, 3, 4, 5, 5, 20, 25]  
C. [25, 20, 5, 5, 4, 3, 3, 1]  
D. [1, 3, 4, 5, 20, 5, 25, 3]

**参考答案：**

B

1. 下列（        ）是列表（list)。

（2分）

A. [1, 2, 3]  
B. (1, 2, 3)  
C. {1, 2, 3}  
D. {}

**参考答案：**

A

1. 下列程序的输出结果为（         ）。
2. myList = [1, 5, 5, 5, 5, 1]
3. max = myList[0]
4. indexOfMax = 0
5. for i in range(1,len(myList)):
6. if myList[i] > max:
7. max = myList[i]
8. indexOfMax = i

print(indexOfMax)

（2分）

A. 0  
B. 1  
C. 2  
D. 3  
E. 4

**参考答案：**

B

1. 假设list1 = [1, 3, 2]，sum(list1)的计算结果是（         ）。（2分）

A. 5  
B. 4  
C. 6  
D. 2  
E. 1

**参考答案：**

C

1. 假设list1 = [3, 4, 5, 20, 5, 25, 1, 3]，list1.reverse()后，list1为（         ）。（2分）

A. [3, 4, 5, 20, 5, 25, 1, 3]  
B. [1, 3, 3, 4, 5, 5, 20, 25]  
C. [25, 20, 5, 5, 4, 3, 3, 1]  
D. [1, 3, 4, 5, 20, 5, 25, 3]  
E. [3, 1, 25, 5, 20, 5, 4, 3]

**参考答案：**

E

1. 假设list1 = [3, 4, 5, 20, 5, 25, 1, 3]，min(list1)的计算结果是（        ）。（2分）

A. 5  
B. 4  
C. 8  
D. 25  
E. 1

**参考答案：**

E

1. 假设t = (1, 2, 4, 3, 8, 9)，[t[i] for i in range(0, len(t), 2)]的计算结果是（        ）。（2分）

A. [2, 3, 9]  
B. [1, 2, 4, 3, 8, 9]  
C. [1, 4, 8]  
D. (1, 4, 8)  
E. (2, 3, 9)

**参考答案：**

C

1. 假设list1 = [3, 4, 5, 20, 5, 25, 1, 3]，len(list1)的计算结果是（        ）。（2分）

A. 6  
B. 7  
C. 8  
D. 5  
E. 4

**参考答案：**

C

1. 下列程序的输出结果为（         ）。
2. def f(values):
3. values[0] = 44
4. v = [1, 2, 3]
5. f(v)

print(v)

（2分）

A. [1, 44]  
B. [1, 2, 3, 44]  
C. [44, 2, 3]  
D. [1, 2, 3]

**参考答案：**

C

1. 将5插入到list1列表的第三个位置，使用（        ）。（2分）

A. list1.insert(3, 5)  
B. list1.insert(2, 5)  
C. list1.add(3, 5)  
D. list1.append(3, 5)

**参考答案：**

B

1. 假设t1 = (1, 2, 4, 3)、t2 = (1, 2, 3, 4)，t1 < t2 的计算结果是（         ）。（2分）

A. True  
B. False  
C. 非法的表达式

**参考答案：**

B

1. 当以指定键为下标给字典对象赋值时，若该键存在则表示修改该键对应的值，若不存在则表示为字典对象添加一个新的键/值对。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 字典是可变对象，可以直接修改字典中的元素值。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 字典中的值不允许重复。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 字典中的键可以是元组。  
   【来源】  
   《Python程序设计基础》第6章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 可以使用空的花括号{}或内置函数dict()创建一个空字典。

（1分）

A. 对  
B. 错

**参考答案：**

A

1. 执行语句d ={[1, 2]:3, [3, 4]:7}，创建了字典d。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 字典中的元素之间存在顺序关系。  
   【来源】  
   《Python程序设计基础》第6章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 字典中的键可以对应多个值。  
   【来源】  
   《Python程序设计基础》第6章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 字典中的键不允许重复。  
   【来源】  
   《Python程序设计基础》第6章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 字典中的键可以是列表。  
   【来源】  
   《Python程序设计基础》第6章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_。
2. d = {"uno": "one","dos": "two"}
3. d.setdefault('one', 'dog')

print(d["one"])

**参考答案：**

dog

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ 。
2. def main():
3. d = {}
4. d["susan"] = 50
5. d["jim"] = 45
6. d["joan"] = 54
7. d["susan"] = 51
8. d["john"] = 53
9. print(len(d))

main()

**参考答案：**

4

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_。
2. numbers = {"one": 1, "two": 2, "three": 3}

print (numbers["two"])

**参考答案：**

2

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格） 。
2. d = {"uno": ["one", 1], "dos": ["two", 2], 3: ["tres","three"]}

print(d.get(3, 'cat'))

**参考答案：**

['tres', 'three']

1. 使用字典对象的\_\_\_\_\_\_\_\_方法（注意：不要有任何多余的空格）获取字典的所有值。**参考答案：**

values、values()

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_。
2. x = {1: 1}
3. x[2] = 2

print(len(x))

**参考答案：**

2

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。

print(dict(zip([1, 2], [3, 4])))

**参考答案：**

{1: 3, 2: 4}

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格） 。
2. d = {"uno": ["one", 1], "dos": ["two", 2], 3: ["tres","three"]}

print(d.get('two', 'cat'))

**参考答案：**

cat

1. 下列程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格） 。
2. numbers = {"one":1, "two":[4, 6, 3], "three":3}
3. x = numbers["two"]
4. x.sort()

print(x)

**参考答案：**

[3, 4, 6]

1. 使用字典对象的\_\_\_\_\_\_\_\_方法（注意：不要有任何多余的空格）获取字典的所有键/值对。（2分）

**参考答案：**

items、items()

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_。
2. d = {"uno": "one","dos": "two"}
3. d.setdefault('uno', 'cat')

print(d["uno"])

**参考答案：**

one

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_。
2. numbers = {"one": 1, "two": 2, "three": 3}

print ("two" in numbers)

**参考答案：**

True

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格） 。
2. numbers = {1:2, 3:4}
3. numbers.pop(3)

print(numbers)

**参考答案：**

{1: 2}

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_。
2. x = {1: 2, 3: 4, 5: 6}

print(sum(x))

**参考答案：**

9

1. 使用字典对象的\_\_\_\_\_\_\_\_方法（注意：不要有任何多余的空格）获取字典的所有键 。**参考答案：**

keys、keys()

1. 下列会返回错误的语句是（        ）。

（2分）

A. d = dict([0, 1], [2, 3])  
B. d = {}  
C. d = dict(([0, 1], [2, 3]))  
D. d = {0:1}

**参考答案：**

A

1. 下列程序的输出结果为（         ）。
2. d ={"john":40, "peter":45}

print(list(d.keys()))

A. ['john', 'peter']  
B. [john': 40, 'peter': 45]  
C. ('john', 'peter')  
D. (john': 40, 'peter': 45)

**参考答案：**

A

1. 下面（        ）字典不能被正确创建。（2分）

A. d = {3:[1, 2], 7:[3, 4]}  
B. d = {[1, 2]:3, [3, 4]:7}  
C. d = {(1, 2):3, (3, 4):7}  
D. d = {"apple":1, "banana":3, "pear":3}  
E. d = {False:0, True:1}

**参考答案：**

B

1. 给定字典d，下列对d.values()的描述正确的是（        ）。

A. 返回一个字符串类型，包括字典d中所有值  
B. 返回一个元组类型，包括字典d中所有值  
C. 返回一种dict\_values类型，包括字典d中所有值  
D. 返回一个列表类型，包括字典d中所有值

**参考答案：**

C

1. 假设d = {"john":40, "peter":45}，使用的d["susan"]获取一个值时将发生（         ）。

A. 因为"susan"不是字典中的一个值，抛出KeyError异常  
B. 正常执行，没有异常发生，返回None  
C. 因为"susan"不是字典中的一个键，抛出KeyError异常  
D. 因为"susan"不是字典中的一个键，抛出语法错误

**参考答案：**

C

1. 若字典dict\_color = {"seashell":"海贝色", "gold":"金色", "pink":"粉红色", "brown":"棕色", "purple":"紫色", "tomato":"西红柿色"}，则能够输出"海贝色"的是（        ）。

A. print(dict\_color.keys())  
B. print(dict\_color["海贝色"])  
C. print(dict\_color.values())  
D. print(dict\_color["seashell"])

**参考答案：**

D

1. 给定字典d，下列（        ）对x in d的描述是正确的。

（2分）

A. 判断x是否是字典d中的键  
B. x是一个二元元组，判断x是否是字典d中的键值对  
C. 判断x是否是在字典d中以键或值方式存在  
D. 判断x是否是字典d中的值

**参考答案：**

A

1. 给定字典d，下列对d.keys()的描述正确的是（        ）。

A. 返回一种dict\_keys类型，包括字典d中所有键  
B. 返回一个元组类型，包括字典d中所有键  
C. 返回一个列表类型，包括字典d中所有键  
D. 返回一个字符串类型，包括字典d中所有键

**参考答案：**

A

1. 假设d = {"john":40, "peter":45}，使用的d.get("susan")获取一个值时将发生（         ）。

（2分）

A. 因为"susan"不是字典中的一个值，抛出KeyError异常  
B. 正常执行，没有异常发生，返回None  
C. 因为"susan"不是字典中的一个键，抛出KeyError异常  
D. 因为"susan"不是字典中的一个键，抛出语法错误

**参考答案：**

B

1. 假设d = {"john":40, "peter":45}，"john" in d的计算结果是（         ）。

A. True  
B. False  
C. 非法的表达式

**参考答案：**

A

1. 假设d = {"john":40, "peter":45}，键（keys）是（        ）。

A. "john"、40、45和"peter"  
B. "john"和"peter"  
C. 40和45  
D. d = (40:"john", 45:"peter")

**参考答案：**

B

1. 假设d = {"john":40, "peter":45}，删除"john":40，使用（         ）。

A. d.delete("john":40)  
B. d.delete("john")  
C. del d["john"]  
D. del d("john":40)

**参考答案：**

C

1. 下面程序的结果是（        ）。
2. d= {'a': 1, 'b': 2, 'b': '3'}

print(d['b'])

A. {'b':2}  
B. 3  
C. 2  
D. 1

**参考答案：**

B

1. 假设d1 = {"john":40, "peter":45}、d2 = {"john":466, "peter":45}，d1 > d2 的计算结果是（        ）。

A. True  
B. False  
C. 非法的表达式

**参考答案：**

C

1. 对于字典d={'abc':1, 'qwe':2, 'zxc':3}，len(d)的结果为（       ）。

A. 9  
B. 3  
C. 6  
D. 12

**参考答案：**

B

1. 假设d = {"john":40, "peter":45}，d["john"]的计算结果是（         ）。

A. 40  
B. 45  
C. "john"  
D. "peter"

**参考答案：**

A

1. 下列（        ）是字典（dictionary)。

（2分）

A. [1, 2, 3]  
B. (1, 2, 3)  
C. {1, 2, 3}  
D. {}

**参考答案：**

D

1. 假设d = {"john":40, "peter":45}，获取字典中的条目（键/值对）数量，使用（        ）。

A. d.size()  
B. len(d)  
C. size(d)  
D. d.len()

**参考答案：**

B

1. 关于花括号{}，下列描述正确的是（        ）。

A. 直接使用{}将生成一个字符串类型  
B. 直接使用{}将生成一个列表类型  
C. 直接使用{}将生成一个字典类型  
D. 直接使用{}将生成一个元组类型

**参考答案：**

C

1. 假设d1 = {"john":40, "peter":45}、d2 = {"john":466, "peter":45}，d1 == d2 的计算结果是（        ）。

A. True  
B. False  
C. 非法的表达式

**参考答案：**

B

1. 集合中的元素可以是列表。  
   【来源】  
   《Python程序设计基础》第6章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 集合中的元素可以是元组。  
   【来源】  
   《Python程序设计基础》第6章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 集合中的元素之间存在顺序关系。  
   【来源】  
   《Python程序设计基础》第6章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 已知s1和s2是两个集合，则执行s1.union(s2)后，s1中的元素是原来s1和s2两个集合中的元素的并集。  
   （1分）

A. 对  
B. 错

**参考答案：**

B

1. 下面程序的运行结果一定是：1 2 3 4。
2. set1={1,2,3,4}
3. for i in set1:

print(i, end=" ")

A. 对  
B. 错

**参考答案：**

B

1. 集合中的元素不允许重复。  
   【来源】  
   《Python程序设计基础》第6章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 集合中的元素可以是字典。  
   【来源】  
   《Python程序设计基础》第6章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 假设set1= {1, 2, 3}，set2={1, 2, 3}，则表达式set1 is set2的值为True。

A. 对  
B. 错

**参考答案：**

B

1. 集合分为可变集合和不可变集合。可以直接修改不可变集合中的元素值。

A. 对  
B. 错

**参考答案：**

B

1. 可以通过下标来访问集合中的元素。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 可以使用空的花括号{}或内置函数set()创建一个空集合。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 若不关心元素的顺序，使用集合来存储数据比使用列表效率更高。

A. 对  
B. 错

**参考答案：**

A

1. len(set([0,4,5,6,0,7,8])的结果是7。

A. 对  
B. 错

**参考答案：**

B

1. 集合的元素可以是任意数据类型。

A. 对  
B. 错

**参考答案：**

B

1. a={}，type(a)结果是<class 'set'>。

A. 对  
B. 错

**参考答案：**

B

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。
2. x = {1, 2, 3}
3. x.add(3)

print(x)

**参考答案：**

{1, 2, 3}

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。

print({1, 2, 3}.symmetric\_difference({2, 3, 4}))

**参考答案：**

{1, 4}

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_。

print({1, 2, 3} < {5, 10, 3, 1, -111, 2})

**参考答案：**

True

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。

print({1, 2, 3}.intersection({2, 3, 4}))

**参考答案：**

{2, 3}

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_。

print({4, 1, 2, 3, 8}.issuperset({2, 3, 4}))

**参考答案：**

True

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。

print({1, 2, 3} | {5, 3, 4})

**参考答案：**

{1, 2, 3, 4, 5}

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。

print({1, 2, 3, 4, 5} ^ {4, 5, 6, 7})

**参考答案：**

{1, 2, 3, 6, 7}

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。

print({1, 2, 3} - {5, 3, 4})

**参考答案：**

{1, 2}

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。

print({1, 2, 3}.difference({2, 3, 4}))

**参考答案：**

{1}

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。
2. students = {"peter", "john"}
3. students.add("john")
4. students.add("peterson")
5. students.remove("peter")

print(students)

**参考答案：**

{'peterson', 'john'}、{'john', 'peterson'}

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_。

print({1, 2, 3} == {1, 3, 2})

**参考答案：**

True

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。
2. set1 = {1, 2, 3}
3. set2 = {6, 2}
4. set1.update(set2)

print(set1)

**参考答案：**

{1, 2, 3, 6}

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。

print({1, 2, 3}.union({2, 3, 4}))

{1, 2, 3, 4}

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。

print({1, 2, 3} & {5, 3, 4})

（2分）

**参考答案：**

{3}

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_。

print({1, 2, 3}.issubset({2, 3, 4}))

**参考答案：**

False

1. 假设s = {1, 2}，2 \* s的计算结果是（        ）。（2分）

A. (1, 2, 1, 2)  
B. [1, 2, 1, 2]  
C. (1, 1, 2, 2)  
D. [1, 1, 2, 2]  
E. 非法的表达式

**参考答案：**

E

1. 在（        ）中，不能有重复的元素。（2分）

A. 列表（list）  
B. 元组（tuple）  
C. 集合（set）

**参考答案：**

C

1. 假设s1 = {1, 2, 4, 3}、s2 = {1, 5, 4, 13}，s1 & s2的计算结果是（        ）。（2分）

A. {2, 3, 5, 13}  
B. {1, 2, 4, 3, 5,13}  
C. {1, 4}  
D. {1, 5, 4, 13}  
E. {2, 3}

**参考答案：**

C

1. 假设s1 = {1, 2, 4, 3}、s2 = {1, 5, 4, 13}，s1 | s2的计算结果是（         ）。（2分）

A. {1, 2, 4, 3, 1, 5, 4, 13}  
B. {1, 2, 3, 4, 5,13}  
C. {1, 2, 4, 3}  
D. {1, 5, 4, 13}

**参考答案：**

B

1. 使用下列（        ）创建一个空集合。（2分）

A. {}  
B. ()  
C. []  
D. set()

**参考答案：**

D

1. 假设s = {1, 2, 4, 3}，调用s.remove(12)，将发生（         ）。

A. 集合对象没有remove方法  
B. 正常执行，没有异常发生  
C. 因为集合中12不存在，抛出KeyError异常  
D. 不能对一个集合删除元素

**参考答案：**

C

1. 下列（        ）语句生成集合{'a', 'b', 'c'}。（2分）

A. list("abac")  
B. tuple("abac")  
C. set("abac")  
D. 以上都不是

**参考答案：**

C

1. 下列（        ）是集合（set)。（2分）

A. [1, 2, 3]  
B. (1, 2, 3)  
C. {1, 2, 3}  
D. {}

**参考答案：**

C

1. 假设s1 = {1, 2, 4, 3}、s2 = {0, 1, 5, 3, 4, 2, 13}，下列（         ）的计算结果是True。（2分）

A. s2.issubset(s1)  
B. s1.issuperset(s2)  
C. s2.issubset(s1)  
D. s1.issubset(s2)

**参考答案：**

D

1. 假设s1 = {1, 2, 4, 3}、s2 = {1, 3, 4, 2}，下列（         ）的计算结果是True。（2分）

A. s1 == s2  
B. s1 != s2  
C. s1 > s2  
D. s1 < s2

**参考答案：**

A

1. 假设s1 = {1, 2, 4, 3}、s2 = {1, 5, 4, 13}，s1 ^ s2的计算结果是（         ）。（2分）

A. {2, 3, 5, 13}  
B. {4, 3, 5, 13}  
C. {1, 4}  
D. {1, 5, 4, 13}  
E. {2, 3}

**参考答案：**

A

1. 下列（        ）说法是错误的。（2分）

A. 列表（list）是可变对象  
B. 元组（tuple）是不可变对象  
C. 集合（set）是不可变对象  
D. 字典（dictionary）是可变对象

**参考答案：**

C

1. 假设s = {1, 2, 4, 3}，下列（        ）是错误的。（2分）

A. print(s[3])  
B. 3 in s  
C. print(max(s))  
D. print(len(s))  
E. print(sum(s))

**参考答案：**

A

1. 在（        ）中，元素不是按任何特定顺序存放的。（2分）

A. 列表（list）  
B. 元组（tuple）  
C. 集合（set）

**参考答案：**

C

1. 下列（        ）集合等于{1, 2, 3}。（2分）

A. {1, 2, 3}  
B. {2, 1, 3}  
C. {3, 2, 1}  
D. {2, 3, 1}  
E. {1, 2, 3, 2, 1, 3}  
F. 以上都是

**参考答案：**

F

1. 假设有集合s1和s2，s1 < s2的计算结果是（        ）。（2分）

A. 若len(s1)小于len(s2)，结果为True  
B. 若s1中的元素比较小于s2中的元素，结果为True  
C. 若s1是s2的真子集，结果为True  
D. 若s1是s2的真超集，结果为True  
E. 非法的表达式

**参考答案：**

C

1. 假设s = {1, 2, 5, 3}，下列（        ）的计算结果是4。（2分）

A. sum(s)  
B. len(s)  
C. min(s)  
D. max(s)  
E. None

**参考答案：**

B

1. 假设s1 = {1, 2, 4, 3}、s2 = {1, 5, 4, 13}，s1 + s2的计算结果是（         ）。（2分）

A. {1, 2, 4, 3, 1, 5, 4, 13}  
B. {1, 2, 4, 3, 5, 13}  
C. {1, 2, 4, 3}  
D. {1, 5, 4, 13}  
E. 非法的表达式

**参考答案：**

E

1. 假设s1 = {1, 2, 4, 3}、s2 = {1, 5, 4,13}，s1 - s2的计算结果是（         ）。（2分）

A. {2, 3, 5, 13}  
B. {1, 2, 4, 3, 5,13}  
C. {1, 2, 4, 3}  
D. {1, 5, 4, 13}  
E. {2, 3}

**参考答案：**

E

1. 假设s = {1, 2, 4, 3}，调用s.add(4)，将发生（         ）。（2分）

A. 集合对象没有add方法  
B. 正常执行，4被添加到集合中  
C. 因为集合中4已经存在，抛出KeyError异常  
D. 不能对一个集合添加新元素  
E. 正常执行，但4没有被添加到集合中，因为集合中4已经存在

**参考答案：**

E

1. 在面向对象程序设计中，函数和方法是完全一样的。  
   【来源】  
   《Python程序设计基础》第7章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 类的构造方法是\_\_init\_\_()。  
   【来源】  
   《Python程序设计基础》第7章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 通过对象不能调用类方法和静态方法。  
   【来源】  
   《Python程序设计基础》第7章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 自定义类时，在方法前面使用@classmethod进行修饰，则该方法属于类方法。  
   【来源】  
   《Python程序设计基础》第7章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 在类的外部，没有任何办法可以访问对象的私有成员。  
   【来源】  
   《Python程序设计基础》第7章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 属性可以像数据域一样进行访问，但赋值时具有方法的优点，可以对新值进行检查。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 自定义类时，运算符重载是通过重定义特殊方法来实现的。  
   【来源】  
   《Python程序设计基础》第7章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 自定义类时，实例方法的第一个参数名称必须是self。  
   【来源】

《Python程序设计基础》第7章思考与练习。

A. 对  
B. 错

**参考答案：**

B

1. 自定义类时，在一个方法前面使用@staticmethod进行修饰，则该方法属于静态方法。  
   【来源】  
   《Python程序设计基础》第7章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 自定义类时，实例方法的第一个参数名称不管是什么，都表示对象自身。  
   【来源】  
   《Python程序设计基础》第7章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 下面程序的输出结果是\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。
2. class Person:
3. def \_\_init\_\_(self, name, age):
4. self.name = name
5. self.age = age
6. def main():
7. p = Person("Peter", 18)
8. print(p.name + " is " + str(p.age) + " years old!")

main()

**参考答案：**

Peter is 18 years old!

1. 在Python中，自定义类时，与运算符"//"对应的特殊方法（魔法方法）名为\_\_\_\_\_\_\_\_。

**参考答案：**

\_\_floordiv\_\_()、\_\_floordiv\_\_

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ 。
2. class A:
3. def \_\_init\_\_(self, count = 0):
4. self.\_\_count = count
5. a1 = A(2)
6. a2 = A(2)

print(id(a1) == id(a2))

【来源】  
《Python程序设计基础》第7章思考与练习。

**参考答案：**

False

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ （注意：不要有任何多余的空格）。
2. class A:
3. def \_\_init\_\_(self):
4. self.count = 0
5. def increase(a, n):
6. a.count += 1
7. n += 1
8. def main():
9. a = A()
10. n = 0
11. for i in range(100):
12. increase(a, n)
13. print(a.count, n)

main()

【来源】  
《Python程序设计基础》第7章思考与练习。

**参考答案：**

100 0

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ （注意：不要有任何多余的空格）。
2. class A:
3. def \_\_init\_\_(self, count = 0):
4. self.count = count
5. def modify(a, n):
6. a = A(8)
7. n = 5
8. def main():
9. a = A()
10. n = 1
11. modify(a, n)
12. print(a.count, n)

main()

【来源】  
《Python程序设计基础》第7章思考与练习。

（2分）

**参考答案：**

0 1

1. 若有以下程序：
2. 1 class Triangle:
3. 2 def \_\_init\_\_(base, height):
4. 3 self.base = base

4 self.height = height

程序中存在的错误在第\_\_\_\_\_\_\_\_行（注：填写阿拉伯数字）。

**参考答案：**

2

1. 若有以下程序：
2. 1 class Triangle:
3. 2 def \_\_init\_\_(self, base = 1, height):
4. 3 self.base = base

4 self.height = height

程序中存在的错误在第\_\_\_\_\_\_\_\_行（注：填写阿拉伯数字）。（2分）

**参考答案：**

2

1. 若有以下程序：
2. 1 class A:
3. 2 def \_\_init\_\_(self, x):
4. 3 self.x = x;
5. 4
6. 5 def main():
7. 6 a = A()
8. 7 print(a.x)
9. 8

9 main()

程序中存在的错误在第\_\_\_\_\_\_\_\_行（注：填写阿拉伯数字）。  
【来源】  
《Python程序设计基础》第7章思考与练习。

**参考答案：**

6

1. 结构化程序的基本构造单位是函数，而面向对象程序的基本构造单位是\_\_\_\_\_\_\_\_（注：填写中文）。

**参考答案：**

类

1. 若有以下程序：
2. 1 class A:
3. 2 def \_\_init\_\_(self, s):
4. 3 self.s = s
5. 4 def print(self):
6. 5 print(s)
7. 6
8. 7 a = A("Welcome")

8 a.print()

程序中存在的错误在第\_\_\_\_\_\_\_\_行（注：填写阿拉伯数字）。  
【来源】  
《Python程序设计基础》第7章思考与练习。

**参考答案：**

5

1. 目前主要有结构化程序设计和\_\_\_\_\_\_\_\_（注：填写中文）程序设计这两种重要的程序设计方法。

**参考答案：**

面向对象

1. 在Python中，自定义类时，与运算符"\*\*"对应的特殊方法（魔法方法）名为\_\_\_\_\_\_\_\_。（2分）

**参考答案：**

\_\_pow\_\_()、\_\_pow\_\_

1. 若有以下程序：
2. 1 class A:
3. 2 def \_\_init\_\_(self, x):
4. 3 self.\_\_x = x;
5. 4
6. 5 def main():
7. 6 a = A(8)
8. 7 print(a.\_\_x)
9. 8

9 main()

程序中存在的错误在第\_\_\_\_\_\_\_\_行（注：填写阿拉伯数字）。  
【来源】  
《Python程序设计基础》第7章思考与练习。

**参考答案：**

7

1. Python使用\_\_\_\_\_\_\_\_（注：填写英文单词）关键字来定义类。  
   （2分）

**参考答案：**

class

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ 。
2. class A:
3. def \_\_init\_\_(self, s = "Welcome"):
4. self.\_\_s = s
5. def print(self):
6. print(self.\_\_s)
7. def main():
8. a = A()
9. a.print()

main()

**参考答案：**

Welcome

1. 下列程序的输出结果是（        ）。
2. class Name:
3. def \_\_init\_\_(self, first\_name, mi, last\_name):
4. self.first\_name = first\_name
5. self.mi = mi
6. self.last\_name = last\_name
7. first\_name ="John"
8. name = Name(first\_name, 'F', "Smith")
9. first\_name ="Peter"
10. name.last\_name = "Pan"

print(name.first\_name, name.last\_name)

A. Peter Pan  
B. John Pan  
C. Peter Smith  
D. John Smith

**参考答案：**

B

1. 下列程序的输出结果是（        ）。
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（2分）

A. 1990  
B. 1991  
C. 1992  
D. 没有任何输出

**参考答案：**

A

1. 对于如下程序：
2. class A:
3. def \_\_init\_\_(self):
4. self.x = 1
5. self.\_\_y = 1
6. def getY(self):
7. return self.\_\_y
8. a = A()

print(a.\_\_y)

（

）是正确的。

A. 程序有错误，因为x是私有的，不能在类的外部访问它  
B. 程序有错误，因为y是私有的，不能在类的外部访问它  
C. 程序有错误，因为不能使用\_\_y来命名变量  
D. 程序正常运行，输出1  
E. 程序正常运行，输出0

**参考答案：**

B

1. 对于Circle类，若定义对象：x = Circle();  
   下列（         ）说法是最准确的。

A. x包含一个整数值  
B. x包含一个Circle类型的对象  
C. x包含一个指向Circle对象的引用  
D. 可以给x赋一个整数值

**参考答案：**

C

1. 对于如下程序：
2. class A:
3. def \_\_init\_\_(self):
4. \_\_a = 1
5. self.\_\_b = 1
6. self.\_\_c\_\_ = 1
7. \_\_d\_\_ = 1

# Other methods omitted

（

）是私有数据域。

A. \_\_a  
B. \_\_b  
C. \_\_c\_\_  
D. \_\_d\_\_

**参考答案：**

B

1. 对于如下程序：
2. class A:
3. def \_\_init\_\_(self):
4. self.x = 1
5. self.\_\_y = 1
6. def get\_y(self):
7. return self.\_\_y
8. a = A()
9. a.\_\_y = 45

print(a.get\_y())

（

）是正确的。

A. 程序有错误，因为x是私有的，不能在类的外部访问它  
B. 程序有错误，因为y是私有的，不能在类的外部访问它  
C. 程序有错误，因为不能使用\_\_y来命名变量  
D. 程序正常运行，输出1  
E. 程序正常运行，输出45

**参考答案：**

B

1. 对于如下程序：
2. class A:
3. def \_\_init\_\_(self, s = "Welcome"):
4. self.s = s
5. def print(self):
6. print(self.s)
7. a = A()

a.print()

（

）是正确的。

A. 程序有错误，因为类A没有构造方法  
B. 程序有错误，因为在print(self)中s未定义  
C. 程序正常运行，但没有任何输出  
D. 程序有错误，因为调用了未定义的无参构造方法  
E. 程序正常运行，输出Welcome

**参考答案：**

E

1. 下列程序的输出结果是（         ）。
2. class Count:
3. def \_\_init\_\_(self,count = 0):
4. self.\_\_count =count
5. c1 = Count(2)
6. c2 = Count(2)
7. print(id(c1) == id(c2), end = " ")
8. s1 ="Good"
9. s2 ="Good"

print(id(s1) == id(s2))

（2分）

A. True False  
B. True True  
C. False True  
D. False False

**参考答案：**

C

1. 对于如下程序：
2. class A:
3. def \_\_init\_\_(self):
4. self.x = 1
5. self.\_\_y = 1
6. def getY(self):
7. return self.\_\_y
8. a = A()

print(a.x)

（

）是正确的。

A. 程序有错误，因为x是私有的，不能在类的外部访问它  
B. 程序有错误，因为y是私有的，不能在类的外部访问它  
C. 程序有错误，因为不能使用\_\_y来命名变量  
D. 程序正常运行，输出1  
E. 程序正常运行，输出0

**参考答案：**

D

1. 下列程序的输出结果为（         ）。
2. class A:
3. def \_\_init\_\_(self, i = 2, j = 3):
4. self.i = i
5. self.j = j
6. def \_\_str\_\_(self):
7. return "A"
8. def \_\_eq\_\_(self, other):
9. return self.i \* self.j == other.i \* other.j
10. def main():
11. x = A(1, 2)
12. y = A(2, 1)
13. print(x == y)

main()

（2分）

A. True  
B. False  
C. 2  
D. 1

**参考答案：**

A

1. 定义一个类时，关键字（        ）是必需的。

A. def  
B. return  
C. class  
D. 以上都需要

**参考答案：**

C

1. 一个对象是一个（        ）的实例。

（2分）

A. 程序  
B. 类  
C. 方法  
D. 数据

**参考答案：**

B

1. 对于如下程序：
2. class A:
3. def \_\_init\_\_(self, s):
4. self.s = s
5. def print(self):
6. print(s)
7. a =A("Welcome")

a.print()

（

）是正确的。

A. 程序有错误，因为类A没有构造方法  
B. 程序有错误，因为类A应该有一个签名为print(self, s)的print方法  
C. 程序有错误，因为类A应该有一个签名为print(s)的print方法  
D. 若将print(s)改为print(self.s)，程序将正常运行

**参考答案：**

D

1. 对于如下程序：
2. class A:
3. def \_\_init\_\_(self, s):
4. self.s = s
5. def print(self):
6. print(self.s)
7. a = A()

a.print()

（

）是正确的。

（2分）

A. 程序有错误，因为类A没有构造方法  
B. 程序有错误，因为在print(self)中s未定义  
C. 程序正常运行，但没有任何输出  
D. 程序有错误，因为调用了未定义的无参构造方法

**参考答案：**

D

1. （        ）可以表示现实世界中能被明确标识的一个实体。

A. 一个类  
B. 一个对象  
C. 一个方法  
D. 一个数据域

**参考答案：**

B

1. 假设x的值为2、y的值为4，x + y与（         ）是等价的。

（2分）

A. x.\_\_add(y)  
B. x.\_\_add\_\_(y)  
C. x.\_\_Add(y)  
D. x.\_\_ADD(y)

**参考答案：**

B

1. 面向对象程序设计把数据和对数据的处理过程作为一个相互依存、不可分割的整体来看待，将数据和对数据的处理过程组织在一起的机制被称为（        ）。（2分）

A. 继承  
B. 封装  
C. 多态  
D. 抽象

**参考答案：**

B

1. （        ）是定义具有相同类型对象的一个模板、蓝图或合同。

A. 一个类  
B. 一个对象  
C. 一个方法  
D. 一个数据域

**参考答案：**

A

1. 创建对象时，会自动调用（        ）。

（2分）

A. 构造方法  
B. 类  
C. 带返回值的方法  
D. 无返回值的方法

**参考答案：**

A

1. 对于如下程序：
2. class A:
3. def \_\_init\_\_(self):
4. self.x = 1
5. self.\_\_y = 1
6. def getY(self):
7. return self.\_\_y
8. a = A()
9. a.x = 45

print(a.x)

（

）是正确的。

A. 程序有错误，因为x是私有的，不能在类的外部访问它  
B. 程序有错误，因为y是私有的，不能在类的外部访问它  
C. 程序有错误，因为不能使用\_\_y来命名变量  
D. 程序正常运行，输出1  
E. 程序正常运行，输出45

**参考答案：**

E

1. mro表示类继承的顺序。  
   【来源】  
   《Python程序设计基础》第8章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. python是一种多态语言，崇尚鸭子类型。在鸭子类型中，并不关心对象是什么类型，只关心对象的行为。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 子类是父类的子集。  
   【来源】  
   《Python程序设计基础》第8章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 在子类中可以覆盖其父类中定义的非私有方法。  
   【来源】  
   《Python程序设计基础》第8章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 创建子类对象时，会自动调用其父类中定义的\_\_init\_\_方法。  
   【来源】  
   《Python程序设计基础》第8章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 在子类中可以覆盖其父类中定义的\_\_init\_\_方法。  
   【来源】  
   《Python程序设计基础》第8章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 如果定义一个类时没有指定继承哪个类，则默认继承object类。  
   【来源】  
   《Python程序设计基础》第8章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 所有类都派生自object类。  
   【来源】  
   《Python程序设计基础》第8章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 在子类中可以覆盖其父类中定义的私有方法。  
   【来源】  
   《Python程序设计基础》第8章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 在子类中可以通过“父类名.方法名”的方式显式调用父类中的方法。  
   【来源】  
   《Python程序设计基础》第8章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 面向对象程序设计的三大特性是封装、\_\_\_\_\_\_\_\_和\_\_\_\_\_\_\_\_（注：填写中文，注意顺序）。（2分）

**参考答案：**

继承，多态

1. Python使用\_\_\_\_\_\_\_\_（注：填写英文）表标记继承层次中查找父类的顺序。（2分）

**参考答案：**

mro

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ （注意：不要有任何多余的空格）。
2. class Shape:
3. def \_\_init\_\_(self, width = 1, height = 1):
4. self.width = width
5. self.height = height
6. def setWidth(self, width):
7. self.width = width
8. def setHeight(self, height):
9. self.height = height
10. class Rectangle(Shape):
11. def name(self):
12. return "rectangle"
13. def area(self):
14. return self.width \* self.height
15. def main():
16. r = Rectangle(5)
17. r.setHeight(6)
18. print("The {0} has area {1:.2f}.".format(r.name(), r.area()))

main()

**参考答案：**

The rectangle has area 30.00.

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格）。
2. class Animal:
3. def msg(self):
4. return "Can Move."
5. class Vertebrate:
6. def msg(self):
7. return "Has a backbone."
8. def main():
9. creature = Vertebrate()
10. print(creature.msg(), isinstance(creature, Animal))

main()

**参考答案：**

Has abackbone. False

1. 表达式isinstance(3, object)的值为\_\_\_\_\_\_\_\_。（2分）

**参考答案：**

True

1. 如果自定义一个类时没有指定继承哪个类，则默认继承\_\_\_\_\_\_\_\_（注：填写英文单词）类。

**参考答案：**

object

1. 通过\_\_\_\_\_\_\_\_（注：填写中文）将数据和对数据的处理过程封装为一个有机的整体。

**参考答案：**

类

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ （注意：不要有任何多余的空格）。
2. class Animal:
3. def \_\_init\_\_(self, feature = "I can move."):
4. self.\_\_feature = feature
5. def\_\_str\_\_(self):
6. return self.\_\_feature
7. class Vertebrate(Animal):
8. def \_\_init\_\_(self, feature = "I have a backbone."):
9. self.\_\_feature = feature
10. def \_\_str\_\_(self):
11. return self.\_\_feature
12. def main():
13. creature = Vertebrate()
14. print(creature)

main()

**参考答案：**

I have a backbone.

1. 子类（派生类）和父类（基类）之间必须存在\_\_\_\_\_\_\_\_（注：填写英文）关系。

**参考答案：**

is-a、is a

1. 为了覆盖父类（基类）中的方法，子类（派生类）中的方法必须与父类（基类）中的方法具有相同的\_\_\_\_\_\_\_\_（注：填写中文）。

**参考答案：**

方法头

1. 下面程序的下画线处为调用B的父类的构造方法，正确的语句是\_\_\_\_\_\_\_\_（注意：不要有任何多余的空格） 。
2. class A:
3. def \_\_init\_\_(self, i = 1):
4. self.i = i
5. class B(A):
6. def \_\_init\_\_(self, j = 2):
7. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
8. self.j = j
9. def main():
10. b = B()
11. print(b.i, b.j)

main()

**参考答案：**

super().\_\_init\_\_()、A.\_\_init\_\_(self)

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_。
2. class A:
3. def \_\_init\_\_(self, x = 0):
4. self.\_\_x = x
5. def show(self):
6. print(self.\_\_x, end = '#')
7. class B(A):
8. def \_\_init\_\_(self, x, y):
9. super().\_\_init\_\_(x)
10. self.\_\_y = y
11. def show(self):
12. print(self.\_\_y)
13. def display\_object(obj):
14. obj.show()
15. a = A(10)
16. b = B(20, 30)
17. display\_object(a)

display\_object(b)

【来源】  
《Python程序设计基础》第8章思考与练习。

**参考答案：**

10#30

1. 一个子类（派生类）只有一个直接父类（基类）的情况称为\_\_\_\_\_\_\_\_（注：填写中文）。（2分）

**参考答案：**

单继承

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ （注意：不要有任何多余的空格）。
2. class Animal:
3. def msg(self):
4. return "Can Move."
5. class Vertebrate(Animal):
6. def msg(self):
7. return "Has a backbone."
8. def main():
9. creature = Vertebrate()
10. print(creature.msg(), isinstance(creature, Animal))

main()

**参考答案：**

Has a backbone. True

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_。
2. class A:
3. def \_\_init\_\_(self):
4. print('A', end = '#')
5. class B(A):
6. def \_\_init\_\_(self, x):
7. super().\_\_init\_\_()
8. self.\_\_x = x
9. print('B')

b = B(3)

【来源】  
《Python程序设计基础》第8章思考与练习。  
**参考答案：**

A#B

1. 下列程序的输出结果为（         ） 。
2. class A:
3. def \_\_new\_\_(cls):
4. print("A's \_\_new\_\_() invoked")
5. def \_\_init\_\_(self):
6. print("A's \_\_init\_\_() invoked")
7. class B(A):
8. def \_\_new\_\_(cls):
9. print("B's \_\_new\_\_() invoked")
10. def \_\_init\_\_(self):
11. print("B's \_\_init\_\_() invoked")
12. def main():
13. b = B()
14. a = A()
15. main()

A. 先输出B's \_\_new\_\_() invoked，接着输出A's \_\_init\_\_() invoked  
B. 先输出B's \_\_new\_\_() invoked，接着输出A's \_\_new\_\_() invoked  
C. 先输出B's \_\_new\_\_() invoked，接着输出A's \_\_init\_\_() invoked，最后输出A's\_\_new\_\_() invoked  
D. 先输出A's \_\_init\_\_() invoked，接着输出A's \_\_new\_\_() invoked

**参考答案：**

B

1. 对于如下程序：
2. class A:
3. def \_\_init\_\_(self):
4. self.set\_i(20)
5. print("i from A is", self.i)
6. def set\_i(self, i):
7. self.i = 2 \* i;
8. class B(A):
9. def \_\_init\_\_(self):
10. super().\_\_init\_\_()
11. def set\_i(self, i):
12. self.i = 3 \* i;

b = B()

（         ）是正确的。

A. 类A的\_\_init\_\_方法没有被调用  
B. 类A的\_\_init\_\_方法被调用，输出i from A is 0  
C. 类A的\_\_init\_\_方法被调用，输出i from A is 40  
D. 类A的\_\_init\_\_方法被调用，输出i from A is 60

**参考答案：**

D

1. 下列程序的输出结果为（         ）。
2. class ParentClass:
3. def \_\_init\_\_(self):
4. self.\_\_x = 1
5. self.y = 10
6. def print(self):
7. print(self.\_\_x, self.y)
8. class ChildClass(ParentClass):
9. def \_\_init\_\_(self):
10. super().\_\_init\_\_()
11. self.\_\_x = 2
12. self.y = 20
14. c = ChildClass()

c.print()

A. 1 10  
B. 1 20  
C. 2 10  
D. 2 20

**参考答案：**

B

1. 给定如下类及其对象：
2. class C1:
3. pass
4. class C2(C1):
5. pass
6. class C3(C2):
7. pass
8. class C4(C1):
9. pass
10. c1 = C1()
11. c2 = C2()
12. c3 = C3()

c4 = C4()

下列表达式计算结果为假（False）的是（    ）。

A. isinstance(c1, C1)  
B. isinstance(c2, C1)  
C. isinstance(c3, C1)  
D. isinstance(c4, C2)

**参考答案：**

D

1. 面向对象程序设计允许从一个已经存在的类派生出一个新类，这被称为（         ）。

A. 封装  
B. 继承  
C. 抽象  
D. 多态

**参考答案：**

B

1. 下列程序的输出结果为（         ）。
2. class A:
3. def \_\_init\_\_(self, i = 1):
4. self.i = i
5. class B(A):
6. def \_\_init\_\_(self, j = 2):
7. super().\_\_init\_\_()
8. self.j = j
9. def main():
10. b = B()
11. print(b.i, b.j)

main()

A. 0 0  
B. 0 1  
C. 1 2  
D. 0 2  
E. 2 1

**参考答案：**

C

1. 类的声明如下：
2. class A：

pass

则类A的父类是（    ）。

A. 没有父类  
B. 本身  
C. object  
D. 以上都不对

**参考答案：**

C

1. 下列说法，错误的是（        ）。

A. 子类是父类的一个子集  
B. 不可以覆盖父类中定义的私有方法  
C. 可以覆盖父类中定义的非私有方法  
D. 可以覆盖父类中定义的构造（\_\_init\_\_）方法

**参考答案：**

A

1. 在Python中，下面说法正确的是（    ）。

（2分）

A. 一个子类可以有多个父类，一个父类也可以有多个子类  
B. 一个子类可以有多个父类，但一个父类只可以有一个子类  
C. 一个子类只可以有一个父类，但一个父类可以有多个子类  
D. 上述说法都不对

**参考答案：**

A

1. 下列程序的输出结果为（         ）。
2. class A:
3. def \_\_new\_\_(cls):
4. print("A's \_\_new\_\_() invoked")
5. A.\_\_init\_\_(cls)
6. def \_\_init\_\_(self):
7. print("A's \_\_init\_\_() invoked")
8. class B(A):
9. def \_\_new\_\_(cls):
10. print("B's \_\_new\_\_() invoked")
11. def \_\_init\_\_(self):
12. print("B's \_\_init\_\_() invoked")
13. def main():
14. b = B()
15. a = A()

main()

A. 先输出B's \_\_new\_\_() invoked，接着输出A's \_\_init\_\_() invoked  
B. 先输出B's \_\_new\_\_() invoked，接着输出A's \_\_new\_\_() invoked  
C. 先输出B's \_\_new\_\_() invoked，接着输出A's\_\_new\_\_() invoked，最后输出A's \_\_init\_\_() invoked  
D. 先输出A's \_\_init\_\_() invoked，接着输出A's \_\_new\_\_() invoked

**参考答案：**

C

1. 对于如下程序：
2. class A:
3. def \_\_init\_\_(self):
4. self.set\_i(20)
5. def set\_i(self, i):
6. self.i = 2 \* i
7. class B(A):
8. def \_\_init\_\_(self):
9. super().\_\_init\_\_()
10. print("i from B is", self.i)
11. def set\_i(self, i):
12. self.i = 3 \* i

b = B()

（         ）是正确的。

A. 类A的\_\_init\_\_方法没有被调用  
B. 类A的\_\_init\_\_方法被调用，输出i from B is 0  
C. 类A的\_\_init\_\_方法被调用，输出i from B is 40  
D. 类A的\_\_init\_\_方法被调用，输出i from B is 60

**参考答案：**

D

1. 下列程序的输出结果为（         ）。
2. class Person:
3. def \_\_get\_info(self):
4. return "Person's get\_info is called"
5. def print\_person(self):
6. print(self.\_\_get\_info(), end = ' ')
7. class Student(Person):
8. def \_\_get\_info(self):
9. return "Student's get\_info is called"
10. def main():
11. Person().print\_person()
12. Student().print\_person()

main()

A. 先输出Person's get\_info is called，接着输出Person's get\_info is called  
B. 先输出Student's get\_info is called，接着输出Person's get\_info is called  
C. 先输出Student's get\_info is called，接着输出Student's get\_info is called  
D. 先输出Person's get\_info is called，接着输出Student's get\_info is called

**参考答案：**

A

1. 下列程序的输出结果为（         ）。
2. class Person:
3. def get\_info(self):
4. return "Person's get\_info is called"
5. def print\_person(self):
6. print(self.get\_info(), end = ' ')
7. class Student(Person):
8. def get\_info(self):
9. return "Student's get\_info is called"
10. def main():
11. Person().print\_person()
12. Student().print\_person()

main()

A. 先输出Person's get\_info is called，接着输出Person's get\_info is called  
B. 先输出Student's get\_info is called，接着输出Person's get\_info is called  
C. 先输出Student's get\_info is called，接着输出Student's get\_info is called  
D. 先输出Person's get\_info is called，接着输出Student's get\_info is called

**参考答案：**

D

1. 对于如下程序：
2. class A:
3. def \_\_init\_\_(self, i = 0):
4. self.i = i
5. class B(A):
6. def \_\_init\_\_(self, j = 0):
7. self.j = j
8. def main():
9. b = B()
10. print(b.i)
11. print(b.j)

main()

（         ）是正确的。

A. 类B是类A的子类，但类A的数据域i未被类B继承  
B. 类B是类A的子类，自动继承了类A的所有数据域  
C. 当创建一个类B的对象时，必须传递一个整数，例如B(5)  
D. 对象b不能访问数据域j

**参考答案：**

A

1. 下列程序的输出结果为（         ） 。
2. class A:
3. def \_\_new\_\_(cls):
4. A.\_\_init\_\_(cls)
5. print("A's \_\_new\_\_() invoked")
6. def \_\_init\_\_(self):
7. print("A's \_\_init\_\_() invoked")
8. class B(A):
9. def \_\_new\_\_(cls):
10. B.\_\_init\_\_(cls)
11. print("B's \_\_new\_\_() invoked")
12. def \_\_init\_\_(self):
13. print("B's \_\_init\_\_() invoked")
14. def main():
15. b = B()
16. a = A()

main()

A. 先输出B's \_\_init\_\_() invoked，接着输出A's \_\_init\_\_() invoked  
B. 先输出B's \_\_new\_\_() invoked，接着输出A's \_\_new\_\_() invoked  
C. 先输出B's \_\_new\_\_() invoked，接着输出B's\_\_init\_\_() invoked，然后输出A's \_\_new\_\_() invoked，最后输出A's \_\_init\_\_() invoked  
D. 先输出B's \_\_init\_\_() invoked，接着输出B's \_\_new\_\_() invoked，然后输出A's\_\_init\_\_() invoked，最后输出A's \_\_new\_\_() invoked

**参考答案：**

D

1. 下列程序的输出结果为（         ）。
2. class A:
3. def \_\_str\_\_(self):
4. return "A"
5. class B(A):
6. def \_\_str\_\_(self):
7. return "B"
8. class C(B):
9. def \_\_str\_\_(self):
10. return "C"
11. def main():
12. b = B()
13. a = A()
14. c = C()
15. print(a, b, c)

main()

A. C C C  
B. A B C  
C. A A A  
D. B B B

**参考答案：**

B

1. 下列程序的输出结果为（         ）。
2. class A:
3. def \_\_str\_\_(self):
4. return "A"
5. class B(A):
6. def \_\_init\_\_(self):
7. super().\_\_init\_\_()
8. class C(B):
9. def \_\_init\_\_(self):
10. super().\_\_init\_\_()
11. def main():
12. b = B()
13. a = A()
14. c = C()
15. print(a, b, c)

main()

A. C C C  
B. A B C  
C. A A A  
D. B B B

**参考答案：**

C

1. 下列程序的输出结果为（         ）。
2. class A:
3. def \_\_init\_\_(self):
4. self.i = 1
5. def m(self):
6. self.i = 10
7. class B(A):
8. def m(self):
9. self.i += 1
10. return self.i
11. def main():
12. b = B()
13. print(b.m())

main()

A. 1  
B. 2  
C. 10  
D. b不能访问i

**参考答案：**

B

1. 检查一个对象o是否是类A的一个实例，使用（         ）。

A. o.isinstance(A)  
B. A.isinstance(o)  
C. isinstance(o, A)  
D. isinstance(A, o)

**参考答案：**

C

1. 下列程序的输出结果为（         ）。
2. class A:
3. def \_\_init\_\_(self, i = 0):
4. self.i = i
5. def m1(self):
6. self.i += 1
7. class B(A):
8. def \_\_init\_\_(self, j = 0):
9. A.\_\_init\_\_(self, 3)
10. self.j = j
11. def m1(self):
12. self.j += 1
13. def main():
14. b = B()
15. b.m1()
16. print(b.i, b.j)

main()

A. 2 0  
B. 3 1  
C. 4 0  
D. 3 0  
E. 4 1

**参考答案：**

B

1. 若try语句中的代码引发了异常，则会执行else语句中的代码。  
   【来源】  
   《Python程序设计基础》第9章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

B

1. try语句可以有一个或多个finally语句。  
   【来源】  
   《Python程序设计基础》第9章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 断言语句assert通常在程序调试阶段使用，辅助调试程序。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 通常情况下，用户自定义异常类都应该派生自Exception类。（1分）

A. 对  
B. 错

**参考答案：**

A

1. try语句可以有一个或多个except语句。  
   【来源】  
   《Python程序设计基础》第9章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 异常是程序运行时错误。严格说来，语法错误和逻辑错误不属于异常。  
   （1分）

A. 对  
B. 错

**参考答案：**

A

1. 异常处理结构也不是万能的，处理异常的代码也有引发异常的可能。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 不论是否发生异常，finally语句中的代码总是会执行的。  
   【来源】  
   《Python程序设计基础》第9章思考与练习。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 异常处理将错误检测和错误处理分隔开来，使程序复杂化。程序中异常处理结构在绝大多数情况下是没必要的。

（1分）

A. 对  
B. 错

**参考答案：**

B

1. 内置异常类的父类是Exception。  
   【来源】  
   《Python程序设计基础》第9章思考与练习。

（1分）

A. 对  
B. 错

**参考答案：**

B

1. 若输入-10，下面程序的输出结果为\_\_\_\_\_\_\_\_ （注意：不要有任何多余的空格）。
2. try:
3. temperature= eval(input("Enter a temperature: "))
4. if temperature > 40:
5. raise RuntimeError("It is too hot")
6. if temperature < 0:
7. raise RuntimeError("It is too cold")
8. except RuntimeError as ex:
9. print(ex)
10. except:
11. print("Other errors")
12. else:

print(temperature)

**参考答案：**

It is too cold

1. 假设下面try-except块中的statement2语句出现一个异常：
2. try:
3. statement1
4. statement2
5. statement3
6. except Exception1:
7. # Handle exception 1
8. except Exception2:
9. # Handle exception 2
10. except Exception3:
11. # Handle exception 3
12. finally:
13. statement4

statement5

如果异常类型是Exception3，那么statement4和statement5会被执行吗？\_\_\_\_\_\_\_\_ （注意：只能填写"是"或"否"）。（2分）

**参考答案：**

是

1. 若输入50，下面程序的输出结果为\_\_\_\_\_\_\_\_ （注意：不要有任何多余的空格）。
2. try:
3. temperature= eval(input("Enter a temperature: "))
4. if temperature > 40:
5. raise RuntimeError("It is too hot")
6. if temperature < 0:
7. raise RuntimeError("It is too cold")
8. except RuntimeError as ex:
9. print(ex)
10. except:
11. print("Other errors")
12. else:

print(temperature)

**参考答案：**

It is too hot

1. 使用math.sqrt(x)数学函数求x的平方根，若x为负数，将产生\_\_\_\_\_\_\_\_异常。**参考答案：**

ValueError

1. 假设下面try-except块中的statement2语句出现一个异常：
2. try:
3. statement1
4. statement2
5. statement3
6. except Exception1:
7. # Handle exception 1
8. except Exception2:
9. # Handle exception 2
10. except Exception3:
11. # Handle exception 3
12. finally:
13. statement4

statement5

如果异常未被捕获，statement5会被执行吗？\_\_\_\_\_\_\_\_ （注意：只能填写"是"或"否"）。

**参考答案：**

否

1. 假设list1= ['a', 'b', 'c']，执行list1[3]，将抛出\_\_\_\_\_\_\_\_异常。  
   【来源】  
   《Python程序设计基础》第9章思考与练习。（2分）

**参考答案：**

IndexError

1. 若输入t，下面程序的输出结果为\_\_\_\_\_\_\_\_ （注意：不要有任何多余的空格）。
2. try:
3. temperature= eval(input("Enter a temperature: "))
4. if temperature > 40:
5. raise RuntimeError("It is too hot")
6. if temperature < 0:
7. raise RuntimeError("It is too cold")
8. except RuntimeError as ex:
9. print(ex)
10. except:
11. print("Other errors")
12. else:

print(temperature)

**参考答案：**

Other errors

1. Python内置异常类的父（基）类是\_\_\_\_\_\_\_\_（注：填写英文）。

**参考答案：**

BaseException

1. 对于下面try-except块：
2. try:
3. # some code here
4. except ArithmeticError:
5. print("ArithmeticError")
6. except ZeroDivisionError:

print("ZeroDivisionError")

这样的写法是否正确？\_\_\_\_\_\_\_\_ （注意：只能填写"是"或"否"）。

**参考答案：**

否

1. 执行123 + "abc"，将抛出\_\_\_\_\_\_\_\_异常。  
   【来源】  
   《Python程序设计基础》第9章思考与练习。

**参考答案：**

TypeError

1. 假设dict1= {0: 'female', 1: 'male'}，执行dict1[2]，将抛出\_\_\_\_\_\_\_\_异常。  
   【来源】  
   《Python程序设计基础》第9章思考与练习。（2分）

**参考答案：**

KeyError

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ （注意：不要有任何多余的空格）。
2. def main():
3. try:
4. value = 30
5. if value < 40:
6. raise Exception("value is too small")
7. except Exception as ex:
8. print(ex)

main()

**参考答案：**

value is too small

1. 假设下面try-except块中的statement2语句出现一个异常：
2. try:
3. statement1
4. statement2
5. statement3
6. except Exception1:
7. # Handle exception 1
8. except Exception2:
9. # Handle exception 2

statement4

statement3会被执行吗？\_\_\_\_\_\_\_\_ （注意：只能填写"是"或"否"）。

**参考答案：**

否

1. 若输入10，下面程序的输出结果为\_\_\_\_\_\_\_\_。
2. try:
3. temperature= eval(input("Enter a temperature: "))
4. if temperature > 40:
5. raise RuntimeError("It is too hot")
6. if temperature < 0:
7. raise RuntimeError("It is too cold")
8. except RuntimeError as ex:
9. print(ex)
10. except:
11. print("Other errors")
12. else:

print(temperature)

**参考答案：**

10

1. 假设下面try-except块中的statement2语句出现一个异常：
2. try:
3. statement1
4. statement2
5. statement3
6. except Exception1:
7. # Handle exception 1
8. except Exception2:
9. # Handle exception 2

statement4

如果异常被捕获，statement4会被执行吗？\_\_\_\_\_\_\_\_ （注意：只能填写"是"或"否"）。

**参考答案：**

是

1. 下列程序执行时，将发生（         ）异常。
2. a = 12
3. b= 12 - 24

my\_result= a / (a + b)

（2分）

A. ValueError  
B. NameError  
C. SyntaxError  
D. ZeroDivisionError  
E. OverflowError

**参考答案：**

D

1. 下列程序的输出结果为（         ）。
2. def main():
3. try:
4. f()
5. print("After the functioncall")
6. except ZeroDivisionError:
7. print("Divided by zero!")
8. except:
9. print("Exception")
10. def f():
11. print(1 / 0)

main()

A. 先输出"After the function call"，接着输出"Divided by zero!"  
B. "After the function call"  
C. "Divided by zero!"  
D. 先输出"Divided by zero!"，接着输出"Exception"

**参考答案：**

C

1. 下列程序的输出结果为（         ）。
2. try:
3. list = 10 \* [0]
4. x = list[9]
5. print("Done")
6. except IndexError:
7. print("Index out of bound")
8. else:
9. print("Nothing is wrong")
10. finally:

print("Finally we are here")

A. 先输出"Done"，接着输出"Nothing is wrong"  
B. 先输出"Done"，接着输出"Nothing is wrong"，最后输出"Finally we are here"  
C. 先输出"Index out of bound"，接着输出"Nothing is wrong"，最后输出"Finally we are here"  
D. 先输出"Nothing is wrong"，接着输出"Finally we are here"

**参考答案：**

B

1. 下列程序执行时，将发生（         ）异常。

int("3.4")

A. ValueError  
B. NameError  
C. SyntaxError  
D. ZeroDivisionError  
E. OverflowError

**参考答案：**

A

1. 下列程序的输出结果为（         ）。
2. try:
3. list = 10 \* [0]
4. x = list[10]
5. print("Done")
6. except IndexError:
7. print("Index out of bound")
8. else:
9. print("Nothing is wrong")
10. finally:

print("Finally we are here")

A. 先输出"Done"，接着输出"Nothing is wrong"  
B. 先输出"Done"，接着输出"Nothing is wrong"，最后输出"Finally we are here"  
C. 先输出"Index out of bound"，接着输出"Nothing is wrong"，最后输出"Finally we are here"  
D. 先输出"Nothing is wrong"，接着输出"Finally we are here"  
E. 先输出"Index out of bound"，接着输出"Finally we are here"

**参考答案：**

E

1. 下列程序执行时，将发生（         ）异常。
2. a = 30
3. b = 74353634.89

my\_result= a \*\* b

A. ValueError  
B. NameError  
C. SyntaxError  
D. ZeroDivisionError  
E. OverflowError

**参考答案：**

E

1. 下列程序的输出结果为（         ）。
2. try:
3. list = 5 \* [0]
4. x = list[5]
5. print("Done")
6. except IndexError:

print("Index out of bound")

A. 先输出"Done"，接着输出"Index out of bound"  
B. "Index out of bound"  
C. "Done"  
D. 没有输出

**参考答案：**

B

1. 下列程序执行时，将发生（         ）异常。
2. a = 12
3. b = 13

my\_result = (a + b / 2a)

A. ValueError  
B. NameError  
C. SyntaxError  
D. ZeroDivisionError  
E. OverflowError

**参考答案：**

C

1. 下列程序的输出结果为（         ）。
2. def main():
3. try:
4. f()
5. print("After the function call")
6. except IndexError:
7. print("Index out of bound")
8. except:
9. print("Exception in main")
10. def f():
11. try:
12. s = "abc"
13. print(s[3])
14. except ZeroDivisionError:
15. print("Divided by zero!")

main()

A. 先输出"Divided by zero!"，接着输出"After the function call"  
B. "After the functioncall"  
C. "Index out of bound"  
D. 先输出"Divided by zero!"，接着输出"Exception in main"

**参考答案：**

C

1. 下列程序执行时，将发生（         ）异常。

my\_result = a \* 8

A. ValueError  
B. NameError  
C. SyntaxError  
D. ZeroDivisionError  
E. OverflowError

**参考答案：**

B

1. 文件对象的seek()方法用来返回文件位置指示器（文件指针）的当前位置。（1分）

A. 对  
B. 错

**参考答案：**

B

1. Python第三方扩展库openpyxl支持Excel文件的读写操作。

（1分）

A. 对  
B. 错

**参考答案：**

A

1. 序列化指的是从字节流中提取出对象的过程。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 打开文件的含义是指将文件对象与外存上的文件建立联系。成功打开文件后，对该文件的操作都将通过文件对象来完成。

A. 对  
B. 错

**参考答案：**

A

1. 内存文件不是存放在外存上的真正文件，而是存放在内存中的虚拟文件。（1分）

A. 对  
B. 错

**参考答案：**

A

1. CSV文件是纯文本文件。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 好的习惯，文件使用完毕后必须显式关闭文件。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 文件默认以二进制文件模式打开。打开文本文件要显式指定文本文件模式。

A. 对  
B. 错

**参考答案：**

B

1. 为了防止文件中已存在的数据被意外清除，在打开文件前可以检测该文件是否存在。使用os.path模块中的isdir方法判断一个文件是否存在。（1分）

A. 对  
B. 错

**参考答案：**

B

1. 以写模式打开的文件无法进行读操作。（1分）

A. 对  
B. 错

**参考答案：**

A

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ （注意：不要有任何多余的空格）。
2. f = open("temp.txt","w+")
3. f.write("Lux et Veritas")
4. f.seek(7)
5. s = f.read(3)
6. f.close()

print(s)

**参考答案：**

Ver

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ （注意：不要有任何多余的空格）。
2. def main():
3. lst = ["Hello", "Aloha\n"]
4. outfile = open("temp.txt", "w")
5. outfile.writelines(lst)
6. outfile.close()
7. infile = open("temp.txt", "r")
8. text = infile.read().rstrip()
9. infile.close()
10. print(text)

main()

**参考答案：**

HelloAloha

1. 文件使用完毕后必须关闭文件。\_\_\_\_\_\_\_\_（注：填写英文）方法用来显式关闭文件。（2分）

**参考答案：**

close()、close

1. 若有以下程序：
2. 1 f = open("temp.txt","w+")
3. 2 f.write("Lux et Veritas")

3 f.seek(4,1)

程序中存在的错误在第\_\_\_\_\_\_\_\_行（注：填写阿拉伯数字）。（2分）

**参考答案：**

3

1. Python内置函数\_\_\_\_\_\_\_\_（注：填写英文）用来打开或创建文件并返回文件对象。（2分）

**参考答案：**

open()、open

1. 下面程序执行后，文件temp.txt中内容是\_\_\_\_\_\_\_\_。
2. def main():
3. fun("temp.txt", "amazing")
4. fun("temp.txt", "awesome")
5. def fun(filename,s):
6. outfile = open(filename, "w")
7. outfile.write(s)
8. outfile.close()

main()

**参考答案：**

awesome

1. 通常有两种类型的文件：文本文件和\_\_\_\_\_\_\_\_（注：填写中文）。（2分）

**参考答案：**

二进制文件

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ 。
2. def main():
3. x = 20
4. y = 30
5. outfile = open("temp.txt", "w")
6. outfile.write(str(x) + " " +str(y))
7. outfile.close()
8. infile = open("temp.txt","r")
9. s = infile.read()
10. numbers = [eval(value) for value in s.split()]
11. for number in numbers:
12. print(number, end='#')
13. infile.close()

main()

**参考答案：**

20#30#

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ （注意：不要有任何多余的空格）。
2. def main():
3. outfile = open("temp.txt", "w")
4. outfile.write("Hello\n")
5. outfile.write("Aloha\n")
6. outfile.close()
7. infile = open("temp.txt", "r")
8. text = ""
9. for line in infile:
10. text += line.rstrip()
11. infile.close()
12. print(text)

main()

**参考答案：**

HelloAloha

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ （注意：不要有任何多余的空格）。
2. f = open("temp.txt", "w")
3. f.write("Lux et Veritas")
4. f.close
5. f = open("temp.txt", "rb")
6. f.read(3)
7. f.seek(4,1)

print(f.tell())

**参考答案：**

7

1. 使用上下文管理\_\_\_\_\_\_\_\_（注：填写英文单词）语句可以自动管理文件对象，不论何种原因，都能保证文件被正确关闭。（2分）

**参考答案：**

with

1. Python提供了一个专门处理CSV文件的\_\_\_\_\_\_\_\_（注：填写英文）模块。

**参考答案：**

csv

1. 下面程序的输出结果为\_\_\_\_\_\_\_\_ 。
2. def main():
3. iofile = open("temp.txt", "w+")
4. for i in range(1, 10):
5. iofile.write(str(i))
6. iofile.seek(7)
7. print(iofile.read(1))
8. iofile.close()

main()

**参考答案：**

8

1. 对文件进行写入操作之后，\_\_\_\_\_\_\_\_（注：填写英文）方法用来在不关闭文件对象的情况下强制将缓冲区内容写入文件。（2分）

**参考答案：**

flush()、flush

1. 解决数据永久性保存的有效方式是使用\_\_\_\_\_\_\_\_（注：填写中文）。

**参考答案：**

文件

1. readlines()方法返回（         ）。

（2分）

A. 一个字符串  
B. 一个字符串（行）列表  
C. 一个浮点数列表  
D. 一个整数列表

**参考答案：**

B

1. 打开文件c:\scores.dat进行二进制读操作，使用（         ）。

A. infile = open("c:\\scores.dat", "rb")  
B. infile = open("c:\\scores.dat", "r")  
C. infile = open("c:\scores.dat", "wrb")  
D. infile =open("c:\\scores.dat", "r")

**参考答案：**

A

1. write()方法将（        ）写入文件。

A. 一个字符串  
B. 一个布尔值  
C. 一个浮点数  
D. 一个整数

**参考答案：**

A

1. 从infile文件对象读取文件的一行数据并作为一个字符串返回，使用（        ）。

A. infile.read(2)  
B. infile.read()  
C. infile.readline()  
D. infile.readlines()

**参考答案：**

C

1. 从infile文件对象读取2个字符，使用（        ）。

A. infile.read(2)  
B. infile.read()  
C. infile.readline()  
D. infile.readlines()

**参考答案：**

A

1. 打开文件C:\scores.txt追加数据，使用（         ）。

A. outfile = open("C:\\scores.txt", "a")  
B. outfile = open("C:\\scores.txt", "rw")  
C. outfile = open(file = "C:\scores.txt", "w")  
D. outfile = open(file = "C:\\scores.txt", "w")

**参考答案：**

A

1. 从infile文件对象读取文件的所有数据并作为一个字符串返回，使用（        ）。

A. infile.read(2)  
B. infile.read()  
C. infile.readline()  
D. infile.readlines()

**参考答案：**

B

1. 打开文件C:\scores.txt进行读操作，使用（         ）。

A. infile = open("C:\scores.txt", "r")  
B. infile = open("C:\\scores.txt", "r")  
C. infile = open(file = "C:\scores.txt", "r")  
D. infile = open(file = "C:\\scores.txt", "r")

**参考答案：**

B

1. 下列（        ）说法是正确的。

A. 当打开一个文件进行读操作，如果文件不存在，出现一个错误  
B. 当打开一个文件进行写操作，如果文件不存在，出现一个错误  
C. 当打开一个文件进行读操作，如果文件不存在，程序将打开一个空文件

**参考答案：**

A

1. writelines()方法将（         ）写入文件。

A. 一个字符串  
B. 一个字符串列表  
C. 一个浮点数列表  
D. 一个整数列表

**参考答案：**

B

1. 调用（        ）方法将字符串转换成原始字节数据。

A. encode()  
B. decode()  
C. convert()  
D. toString()

**参考答案：**

A

1. 打开文件C:\scores.txt进行写操作，使用（         ）。

A. outfile = open("C:\scores.txt", "w")  
B. outfile = open("C:\\scores.txt", "w")  
C. outfile = open(file = "C:\scores.txt", "w")  
D. outfile = open(file = "C:\\scores.txt", "w")

**参考答案：**

B

1. 从infile文件对象读取文件的所有行数据，使用（        ）。

A. infile.read(2)  
B. infile.read()  
C. infile.readline()  
D. infile.readlines()

**参考答案：**

D

1. 可以使用（        ）方法进行二进制读操作。

A. read  
B. input  
C. load  
D. receive

**参考答案：**

C

1. 打开文件c:\scores.dat进行二进制写操作，使用（         ）。

A. outfile = open("c:\\scores.dat", "wb")  
B. outfile = open("c:\\scores.dat", "w")  
C. outfile = open("c:\scores.dat", "a")  
D. outfile = open("c:\\scores.dat", "w")

**参考答案：**

A

1. 下列（        ）说法是错误的。

A. 当打开一个文件进行写操作，如果文件不存在，创建一个新文件  
B. 当打开一个文件进行写操作，如果文件已经存在，这个存在的文件被新文件覆盖  
C. 当打开一个文件进行写操作，如果文件已经存在，出现一个错误

**参考答案：**

C

1. 调用（        ）方法将原始字节数据转换成字符串。（2分）

A. encode()  
B. decode()  
C. convert()  
D. toString()

**参考答案：**

B

1. （        ）函数可以用来检查文件f是否存在。

A. os.path.isFile(f)  
B. os.path.exists(f)  
C. os.path.isfile(f)  
D. os.isFile(f)

**参考答案：**

C

1. 打开文件c:\scores.txt进行读写操作，使用（         ）。

A. iofile = open("c:\\scores.txt","r")  
B. iofile = open("c:\\scores.txt", "w")  
C. iofile = open("c:\\scores.txt", "ab")  
D. iofile = open("c:\\scores.txt", "r+")

**参考答案：**

D

1. 可以使用（        ）方法进行二进制写操作。

A. write  
B. output  
C. dump  
D. send

**参考答案：**

C