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# ВВЕДЕНИЕ

# 1. Бюджетные процессы в области энергосбережения

В современном мире значительную роль в быту и ежедневной рутине играют энергоресурсы. Трудно представить кухню без газовой плиты, жилую комнату без электрического освещения, а дом без системы отопления. Для доставки энергоресурсов конечным потребителям существует огромная электроэнергетическая система.

Электроэнергетическая система представляет из себя совокупность объектов электроэнергетики и энергопринимающих установок потребителей̆ электрической̆ энергии, связанных общим режимом работы в едином технологическом процессе производства, передачи и потребления электрической̆ энергии в условиях централизованного оперативно-диспетчерского управления в электроэнергетике. [https://www.elec.ru/viewer?url=/files/2021/09/27/GOST-21027-2021.pdf]

Данная система имеет огромное влияние на работу экономики страны и благосостояние ее граждан, именно поэтому нуждается в государственном регулировании. Согласно энергетической стратегии России одной из главных задач государственного регулирования в сфере энергетики является повышение энергетической и экологической эффективности российской экономики и энергетики, в том числе за счет структурных изменений и активизации технологического энергосбережения.[ https://centerpolit.org/national-security/energeticheskaya-strategiya-rossii-na-period-do-2030-goda/]

Особенно пристального внимания заслуживают объекты бюджетного сектора, такие как объекты культуры, медицины, спорта, занятости населения и другие, финансируемые из бюджета страны. Для их контроля в области потребления энергоресурсов используются следующие бюджетные процессы:

* Расчет потенциала энергосбережения и целевых уровней снижения потребления энергоресурсов [https://energy.midural.ru/wp-content/uploads/2020/09/PMER\_15\_07\_2020\_425.pdf]
* Представление деклараций о потреблении энергетических ресурсов [https://set.rk.gov.ru/uploads/txteditor/set/attachments/d4/1d/8c/d98f00b204e9800998ecf8427e/phpjQqoEY\_707.pdf]
* Разработка и исполнение программ энергосбережения[https://www.consultant.ru/document/cons\_doc\_LAW\_93978/]

В данной работе речь пойдет о программах энергосбережения и автоматизации их разработки.

## Программа энергосбережения

Одним из инструментов повышения эффективности использования энергоресурсов является разработка и реализация программ энергосбережения.

Согласно, федеральному закону «Об энергосбережении и о повышении энергетической эффективности и о внесении изменений в отдельные законодательные акты Российской Федерации» каждая бюджетная организация обязана разрабатывать и актуализировать ПЭС. Также помимо бюджетных организаций ПЭС разрабатывают муниципалитеты и субъекты РФ. [https://www.consultant.ru/document/cons\_doc\_LAW\_93978/]

Основной целью ПЭС является сокращение потребления используемых энергоресурсов, а также полное использование потенциала энергосбережения организации. Для этого на основе данных об организации и потребляемых энергоресурсах специалистом в сфере энергосбережения составляется план внедрения мероприятий, по энергосбережению и повышению энергетической эффективности, на ближайшие 3-5 лет. В ходе исполнения плана проводятся различные мероприятия: от сугубо технических (установка приборов учета) до организационных (проведение инструктажей и обучение персонала), нацеленные на более эффективное использование энергоресурсов.

Так же в ходе разработки ПЭС формируется паспорт программы энергосбережения и ежегодная промежуточная отчетность.

Паспорт ПЭС содержит информацию об организации, ее имуществе (здания, транспорт, приборы учета и другое) и план внедрения энергосберегающих мероприятий. Исходя из плана внедрения мероприятий и потребления энергоресурсов за предшествующие года вычисляется плановое ежегодное потребление, которого организация должна достичь в ходе реализации ПЭС.

Ежегодная промежуточная отчетность должна содержать информацию о реализации энергосберегающих мероприятий и сравнение планового потребление энергоресурсов с фактическим. На основании промежуточной отчетности ПЭС может корректироваться для лучшего достижения энергосберегающего эффекта.

## Входные данные для разработки ПЭС

Разработка ПЭС, по сути, представляет из себя объемное исследование организации(энергоаудит) на предмет возможностей улучшения показателей энергоэффективности. Для этого специалисту в сфере энергосбережения предоставляется почти вся информация об организации:

* Общая информация об организации
* Информация о транспорте, принадлежащем организации или арендуемом ей
* Технические характеристики зданий и строений организации
* Данные о потреблении энергоресурсов за предшествующие года
* Сведения об оснащенности приборами учета

Каждый из описанных выше блоков информации по-своему необходим при составлении ПЭС и ее паспорта. Роль каждого блока будет рассмотрена далее.

## Общие данные об организации

Общие данные об организации содержат в большей степени юридическую информацию об организации:

* Наименование
* Юридический адрес
* Информация о должностных лицах (директоре, лице ответственном за энергосбережение)
* И другое

Данный раздел информации не несет практической пользы для разработки ПЭС т. к. не содержит технических характеристик организации. Но, несмотря на это, все равно играет важную роль при разработке. Как было описано ранее одним из основных этапов разработки и реализации ПЭС является составление ее паспорта, а для его заполнения и подписания необходимы описанные выше данные. Поэтому специалист ответственный за энергосбережение в организации обязан собирать и агрегировать их, так же как как технические характеристики.

## Здания на балансе организации

Одним из важнейших входных параметров являются технические характеристики зданий, находящихся на балансе организации. Основной объем потребления энергоресурсов приходится именно на здания, они отапливаются и освещаются, в них же персонал и посетители организации используют горячую и холодную воду, именно поэтому большинство энергосберегающих мероприятий проводится в рамках зданий.

Важным критерием плана внедрения энергосберегающих мероприятий является его реализуемость и целесообразность: не имеет смысла включать в план мероприятия по замене деревянных стеклопакетов, если в здании в принципе нет таковых.

Поэтому для разработки плана внедрения энергосберегающих мероприятий необходимо учитывать технические характеристики зданий, чтобы исключить бессмысленные мероприятия и наоборот понять какие мероприятия принесут максимальную пользу.

Также такие характеристики как отапливая площадь и среднее количество посетителей в сутки используются для расчета удельных показателей потребления энергоресурсов, таких как Гкал/м2 (тепловая энергия), м3/человека(вода) и других. А исходя из удельных показателей рассчитывается потенциал экономии и целевые уровни снижения потребления энергоресурсов, необходимые для разработки ПЭС.

Зачастую используют следующие технические характеристики зданий:

* Среднее число посетителей в сутки
* Общая площадь
* Отапливаемая площадь
* Количество этажей
* Материал наружных стен
* Наличие утепления фасада
* Площадь остекления
* Количество вводов энергоресурсов, а также информация о том какое количество вводов оборудовано приборами учета

## Энергопотребление ресурсов

Как было сказано ранее, основной целью ПЭС является снижение объема потребления энергоресурсов. Для корректной установки данного целевого показателя требуется учитывать множество факторов, в том числе и объем энергоресурсов, потребляемый организацией до внедрения ПЭС.

Плановое потребление энергоресурсов рассчитывается исходя из базового потребления и плана реализации энергосберегающих мероприятий.

За базовое потребление принимают потребление энергоресурсов в базовом году (предшествующий первому году начала реализации ПЭС).

Для расчета планового потребления предполагается, что без внедрения мероприятий по энергосбережению объем потребляемых энергоресурсов был бы не изменен и равнялся базовому потреблению. Исходя из этого плановое потребление принимается как разница потребления в базовом году и экономии, полученной вследствие реализации энергосберегающих мероприятий.

Так же в паспорте ПЭС для отслеживания динамики изменения потребления энергоресурсов указывается потребление за два года предшествующие базовому.

Исходя из выше сказанного следует что для разработки ПЭС необходимо знать потребление энергоресурсов за базовый год и 2 года предшествующих ему.

Чаще всего объем потребления энергоресурсов указывается для следующих видов энергоресурсов:

* Тепловая энергия
* Природный газ
* Электрическая энергия
* Холодное водоснабжение
* Горячее водоснабжение

## Сведения об оснащенности приборами учета

Как было описано ранее для составления ПЭС необходима информация об объеме потребления энергоресурсов и чем точнее эта информация, тем качестве будут определены плановые показатели.

Для точной оценки объема потребления используются приборы коммерческого учета. Прибор (или узел) учета тепловой энергии — это комплекс приборов и устройств, обеспечивающих учет тепловой энергии, массы (объема) теплоносителя, а также контроль и регистрацию его параметров. Как правило они устанавливаются на границу ответственности между РСО и абонентом. [<http://www.energosovet.ru/bul_stat.php?idd=118>]

Одним из наиболее эффективных энергосберегающих мероприятий является установка прибора учета, которое в среднем позволяет сэкономить до 15% потребляемого объема. Сама установка прибора учета не уменьшает объем потребление, но позволяет отказаться от расчета по средним показателям, который зачастую превышает реальное потребление.

Так же в паспорт ПЭС вносится информация не только о количестве вводов, оборудованных приборами учета, но и информация по каждому конкретному прибору учета. Поэтому для разработки ПЭС необходима следующая информация:

* Место установки
* Тип энергоресурса, подлежащий учету
* Класс точности
* Заводской номер
* Год ввода в эксплуатацию
* Дата последней поверки
* Меж поверочный интервал

## Разработка плана внедрения энергосберегающих мероприятий

План по внедрению энергосберегающих мероприятий является ядром ПЭС и представляет из себя список энергосберегающих мероприятий, сроки их проведения, а также количество и источники бюджетных средств, выделяемых на их реализацию.

Обычно план составляется лицом, имеющим высокую квалификацию в сфере энергосбережения, которое использует технические характеристики организации, целевые уровни снижения потребления энергоресурсов и потенциал энергосбережения, для выбора максимально эффективных и реализуемых в рамках организации мероприятий.

Данный процесс представляет из широкое поле для внедрения автоматизации, ведь именно он является наиболее затратным этапом разработки ПЭС, как в материальном, так и во временном плане.

Для автоматизации и контроля данного процесса необходимо реализовать два этапа:

* Расчет целевых уровней снижения и потенциала энергосбережения
* Подбор энергосберегающих мероприятий на основе входных данных

## Потенциал энергосбережения и целевые уровни потребления энергоресурсов

При составлении плана внедрения энергосберегающих мероприятий необходимо соблюсти баланс между размером предполагаемой экономии и ее целесообразностью. Для того что бы подобрать оптимальное количество мероприятий, проводится анализ организации и рассчитываются целевые уровни потребления энергоресурсов и потенциал энергосбережения.

Данные характеристики рассчитываются на основании методики из приказа 425 Министерства Энергетики.

Целевой уровень снижения потребления ресурса - плановый̆ удельный̆ годовой̆ расход ресурса, до которого государственное (муниципальное) учреждение обязано снизить свой фактический удельный годовой расход данного ресурса после его приведения к сопоставимым условиям.

Потенциал снижения потребления ресурсов рекомендуется определять как разницу между текущим уровнем потребления ресурсов государственным (муниципальным) учреждением и уровнем, при котором потребление ресурсов осуществляется максимально эффективно и соответствует высокому классу энергетической эффективности. [https://energy.midural.ru/wp-content/uploads/2020/09/PMER\_15\_07\_2020\_425.pdf]

Для определения данных показателей потребление организации за базовый год переводится в удельные показатели, так же потребление тепловой энергии дополнительно приводится к сопоставимым условиям исходя из длительности отопительного периода (формула 1.3.1) и этажности зданий(формула 1.3.2).

ЗАМЕНИТЬ НА НОРМАЛЬНУЮ ФОРМУЛУ И ПОДПИСАТЬ НОМЕР
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УРоив – удельный годовой расход тепловой энергии на нужды отопления и вентиляции в календарном году(Гкал/кв.м)

ГСОП – число градус суток отопительного периода за этот же календарный год

ЗАМЕНИТЬ НА НОРМАЛЬНУЮ ФОРМУЛУ И ПОДПИСАТЬ НОМЕР
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УРгсоп – удельный годовой расход тепловой энергии на нужды отопления и вентиляции в году приведенный к сопостовимым климатическим условиям (Вт\*ч/(кв.м х С х сутки)

Кэтаж – корректировочный коэффициент на этажность и режим работы.

На основе удельных показателей и типа организации в соответствии со справочными таблицами из методики находится потенциал энергосбережения и целевой уровень потребления энергоресурсов.

Исходя из рассчитанных показателей мероприятия подбираются таким образом чтобы достичь целевого уровня снижения потребления энергоресурсов, а также полностью использовать потенциал энергосбережения в ходе реализации ПЭС.

Обычно ПЭС реализуется в течение 3х лет и согласно методике рекомендуется разделять рассчитанное снижение потребления энергоресурсов по 50%, 25% и 25% на каждый год соответственно.
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# ПРИЛOЖЕНИЕ A

**Сервер конфигураций**

**1. pom.xml – файл конфигурации**

<?xml version="1.0" encoding="UTF-8"?>

<project xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns="http://maven.apache.org/POM/4.0.0"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<GroupId>ru.tn</groupId> <artifactId>ConfigServer</artifactId>

<version>1.0-SNAPSHOT</version>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>2.2.2.RELEASE</version>

</parent>

<dependencies>

<dependency>

<groupId>org.springframework.cloud</groupId>

<artifactId>spring-cloud-starter-consul-discovery</artifactId>

<version>2.2.2.RELEASE</version>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-actuator</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency> <groupId>org.springframework.cloud</groupId>

<artifactId>spring-cloud-config-server</artifactId>

<version>2.2.2.RELEASE</version> </dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

**2. bootstrap.yaml – настройка сервера конфигураций**

server:

port:

8888

spring:

application:

name: ConfigServer

cloud:

consul:

host: ${DISCOVERY\_SERVER\_HOST:localhost}

port: ${DISCOVERY\_SERVER\_PORT:8500}

discovery:

instanceId: config-server-id

tags: env

port: ${SERVER\_PORT:8888}

serviceName: ${spring.application.name}

config:

server:

git:

uri: https://github.com/IOBratkova/pa-microservices-config

clone-on-start: true

management:

endpoints:

web:

exposure:

include: "\*"

# ПРИЛOЖЕНИЕ Б

**Сервис «Справочник сырья»**

**1. SQL-запросы на создание таблиц базы данных**

CREATE TABLE "public".controlled\_parameters (

id bigint PRIMARY KEY,

name varchar(100) NOT NULL,

"type" smallint NOT NULL );

CREATE TABLE "public".manufacturers (

id bigint PRIMARY KEY,

name varchar(50) NOT NULL );

CREATE TABLE "public".material\_categories (

id bigint PRIMARY KEY,

name varchar(40) NOT NULL );

CREATE TABLE "public".material\_type (

id bigint PRIMARY KEY,

measure varchar NOT NULL,

material\_category\_id bigint NOT NULL,

name varchar(50) NOT NULL );

CREATE TABLE "public".material\_types\_parameters (

id bigint PRIMARY KEY,

parameter\_id bigint NOT NULL,

type\_id bigint NOT NULL,

"source" smallint NOT NULL

CONSTRAINT idx\_material\_types\_parameters UNIQUE (parameter\_id, type\_id) );

CREATE TABLE "public".names (

id bigint PRIMARY KEY,

manufacturer\_id bigint NOT NULL,

material\_type\_id bigint NOT NULL,

name varchar(100),

"one\_c\_name" varchar(100) NOT NULL );

CREATE TABLE "public".norms (

id bigint PRIMARY KEY,

material\_type\_parameter\_id bigint,

"from\_value" decimal,

"to\_value" decimal,

CONSTRAINT idx\_norm UNIQUE (material\_type\_parameter\_id) );

CREATE TABLE "public".storage\_location (

id bigint PRIMARY KEY,

material\_type\_id integer NOT NULL,

name varchar(100) NOT NULL );

ALTER TABLE "public".material\_type

ADD CONSTRAINT fk\_material\_type

FOREIGN KEY (material\_category\_id) REFERENCES "public".material\_categories(id)

ON DELETE CASCADE ON UPDATE CASCADE;

ALTER TABLE "public".material\_types\_parameters

ADD CONSTRAINT fk\_material\_type\_parameter\_controlled\_parameter

FOREIGN KEY (parameter\_id) REFERENCES "public".controlled\_parameters(id)

ON DELETE CASCADE ON UPDATE CASCADE;

ALTER TABLE "public".material\_types\_parameters

ADD CONSTRAINT fk\_material\_type\_parameter\_material\_type

FOREIGN KEY (type\_id) REFERENCES "public".material\_type(id)

ON DELETE CASCADE ON UPDATE CASCADE;

ALTER TABLE "public".names

ADD CONSTRAINT fk\_names\_manufacturer

FOREIGN KEY (manufacturer\_id) REFERENCES "public".manufacturers(id)

ON DELETE CASCADE ON UPDATE CASCADE;

ALTER TABLE "public".names

ADD CONSTRAINT fk\_names\_material\_type

FOREIGN KEY (material\_type\_id) REFERENCES "public".material\_type(id)

ON DELETE CASCADE ON UPDATE CASCADE;

ALTER TABLE "public".norms

ADD CONSTRAINT fk\_norm\_material\_type\_parameter

FOREIGN KEY (material\_type\_parameter\_id)

REFERENCES "public".material\_types\_parameters(id)

ON DELETE CASCADE ON UPDATE CASCADE;

ALTER TABLE "public".storage\_location

ADD CONSTRAINT fk\_storage\_location

FOREIGN KEY (material\_type\_id)

REFERENCES "public".material\_type(id);

**2. material-directory-dev.yaml – настройка справочного сервиса сырья**

spring:

profiles:

active: dev

datasource:

username: postgres

password: root

url: jdbc:postgresql://localhost:5432/pa-material-directory-db

jpa:

database: POSTGRESQL

show-sql: true

liquibase:

changeLog: classpath:/db/changelog/db.changelog-master.xml

url: ${spring.datasource.url}

user: ${spring.datasource.username}

password: ${spring.datasource.password}

drop-first: true

server:

servlet:

session:

cookie:

secure: false

http-only: false

port: 8083

1. **Сущность Поставщик (Manufacturer)**

@Data

@Entity

@Table(name = "controlled\_parameters")

public class ControlledParameter {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(name="name")

private String name;

@Column(name="type")

@Enumerated(EnumType.ORDINAL)

private ControlledParameterTypeEnum type;

}

1. **Сущность Поставщик (Manufacturer)**

@Data

@Entity

@Table(name = "manufacturers")

public class Manufacturer {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(name="name")

private String name;

}

1. **Сущность Категория материалов (MaterialCategory)**

@Data

@Entity

@Table(name = "material\_categories")

public class MaterialCategory {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(name="name")

private String name;

}

1. **Сущность Тип сырья (MaterialType)**

@Data

@Entity

@Table(name = "material\_type")

public class MaterialType {

@Id

@GeneratedValue

(strategy = GenerationType.IDENTITY)

private Long id;

@Column(name="name")

private String name;

@Column(name="measure")

private String measure;

@ManyToOne

@JoinColumn(name = "material\_category\_id", referencedColumnName = "id")

private MaterialCategory materialCategory;

@OneToMany(mappedBy = "materialType")

private List<MaterialTypeParameter> materialTypeParameters;

@OneToMany(mappedBy = "materialType")

private List<StorageLocation> storageLocations;

}

1. **Сущность Параметры типа сырья (MaterialTypeParameter)**

@Data

@Entity

@Table(name = "material\_types\_parameters")

public class MaterialTypeParameter {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@ManyToOne

@JoinColumn(name = "type\_id")

private MaterialType materialType;

@ManyToOne

@JoinColumn(name = "parameter\_id", referencedColumnName = "id")

private ControlledParameter controlledParameter;

@Enumerated(EnumType.ORDINAL)

@Column(name = "source")

private SourceEnum sourceEnum;

@OneToOne(mappedBy = "materialTypeParameter")

private Norm norm;

}

1. **Сущность Норма (Norm)**

@Data

@Entity

@Table(name = "norms")

public class Norm {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(name="from\_value")

private BigDecimal valueFrom;

@Column(name="to\_value")

private BigDecimal valueTo;

@OneToOne

@JoinColumn(name = "material\_type\_parameter\_id")

private MaterialTypeParameter materialTypeParameter;

}

1. **Сущность Место хранения (StorageLocation)**

@Data

@Entity

@Table(name = "storage\_location")

public class StorageLocation {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(name="name")

private String name;

@ManyToOne

@JoinColumn(name = "material\_type\_id", referencedColumnName = "id")

private MaterialType materialType;

}

1. **Перечисление Тип параметра, Источник параметра**

public enum ControlledParameterTypeEnum { QUANTITATIVE, QUALITATIVE }

public enum SourceEnum { ANALYSES, CERTIFICATE }

1. **NameServiceImpl**

public class NameServiceImpl implements NameService {

private final NameRepository nameRepository;

private final NameMapper nameMapper;

private final ManufacturerService manufacturerService;

private final MaterialTypeService materialTypeService;

@Override

public Long create(NameDTO nameDTO) {

if (nameDTO == null)

throw new InvalidParametersException("Name");

Name name = nameMapper.toEntity(nameDTO);

return nameRepository.save(name).getId();

}

@Override

public Boolean delete(Long id) {

if(id == null)

throw new InvalidParametersException("Name");

if(nameRepository.existsById(id)){

nameRepository.deleteById(id);

return true;

}

throw new ResourceNotFoundException(id, "Name");

}

@Override

public Boolean update(NameDTO nameDTO, Long id) {

if(nameDTO == null || id == null)throw new InvalidParametersException("Name");

Name name = nameRepository.findById(id).orElseThrow(

() -> new ResourceNotFoundException(id, "Name"));

name.setName(nameDTO.getName());

name.setNameOneC(nameDTO.getNameOneC());

name.setManufacturer(manufacturerService.readEntity(

nameDTO.getManufacturer().getId()));

name.setMaterialType(materialTypeService.readEntity(

nameDTO.getMaterialType().getId()));

nameRepository.save(name);

return true;

}

@Override

public NameDTO read(Long id) {

if(id == null)throw new InvalidParametersException("Name");

return nameMapper.toDTO(readEntity(id));

}

@Override

public NameWithParametersDTO readWithParams(Long id) {

if(id == null)throw new InvalidParametersException("Name");

return nameMapper.toDTOwithParams(readEntity(id));

}

@Override

public Name readEntity(Long id) {

if(id == null)throw new InvalidParametersException("Name");

return nameRepository.findById(id).orElseThrow(

() -> new ResourceNotFoundException(id, "Name"));

}

@Override

public List<NameDTO> readAll() {

return nameMapper.toDTOs(nameRepository.findAll());

}

@Override

public List<NameDTO> readAllByMaterialType\_Id(Long id) {

if(id == null)throw new InvalidParametersException("Name");

return nameMapper.toDTOs(nameRepository.findAllByMaterialType\_Id(id));

}

@Override

public List<NameDTO> readAllByManufacturer\_Id(Long id) {

if(id == null)throw new InvalidParametersException("Name");

return nameMapper.toDTOs(nameRepository.findAllByManufacturer\_Id(id));

}

}

1. **MaterialTypeParameterDTO**

@Data

public class MaterialTypeParameterDTO {

private Long id;

private MaterialTypeDTO materialType;

private ControlledParameterDTO controlledParameter;

private SourceEnum sourceEnum;

private NormDTO norm; }

1. **MaterialTypeParameterGetDTO**

@Data

public class MaterialTypeParameterGetDTO {

private Long id;

private ControlledParameterDTO controlledParameter;

private SourceEnum sourceEnum;

private NormDTO norm;

}

1. **MaterialTypeWithParametersDTO**

@Data

public class MaterialTypeWithParametersDTO {

private Long id;

private String name;

private String measure;

private MaterialCategoryDTO materialCategory;

private List<MaterialTypeParameterGetDTO> materialTypeParameters;

}

1. **NameDTO**

@Data

@AllArgsConstructor

public class NameDTO {

private Long id;

private String name;

private String nameOneC;

private ManufacturerDTO manufacturer;

private MaterialTypeDTO materialType;

}

1. **NameWithParametersDTO**

@Data

public class NameWithParametersDTO {

private Long id;

private String name;

private String nameOneC;

private ManufacturerDTO manufacturer;

private MaterialTypeWithParametersDTO materialType;

}

1. **NormDTO**

@Data

public class NormDTO {

private Long id;

private BigDecimal valueFrom;

private BigDecimal valueTo;

}

1. **NameController**

@RestController

@RequiredArgsConstructor

@RequestMapping(Constants.NAME)

public class NameController {

private final NameService nameService;

@PostMapping

public Long create(@RequestBody NameDTO nameDTO) {

return nameService.create(nameDTO); }

@PutMapping

public Boolean update(@RequestBody NameDTO nameDTO, @RequestParam Long id){

return nameService.update(nameDTO, id); }

@GetMapping

public NameDTO read(@RequestParam Long id){

return nameService.read(id); }

@GetMapping(NAME\_WITH\_PARAMS)

public NameWithParametersDTO readWithParameters(@RequestParam Long id){

return nameService.readWithParams(id); }

@DeleteMapping

public Boolean delete(@RequestParam Long id){

return nameService.delete(id); }

@GetMapping(Constants.ALL)

public List<NameDTO> readAll() {

return nameService.readAll(); }

@GetMapping(Constants.NAME\_BY\_MATERIAL\_TYPE\_ID)

public List<NameDTO> readAllByMaterialTypeId(@RequestParam Long id){

return nameService.readAllByMaterialType\_Id(id); }

@GetMapping(Constants.NAME\_BY\_MANUFACTURER\_TYPE\_ID)

public List<NameDTO> readAllByManufacturerId(@RequestParam Long id){

return nameService.readAllByManufacturer\_Id(id); }

}

1. **Constants ­– класс, содержащий пути к контроллерам и их методам**

public class Constants {

public static final String API = "/api/v1";

@AllArgsConstructor

@Data

public static class MethodInfo{

AuthorityEnum autority;

TypeAccessEnum typeAccess;

String methoduri;

}

public static final String CONTROLLED\_PARAMETERS = API

+ "/controlled\_parameters";

public static final MethodInfo LAB\_ADMIN\_CONTROLLED\_PARAMETERS = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY,

TypeAccessEnum.READ\_WRITE, CONTROLLED\_PARAMETERS);

public static final MethodInfo WORK\_ADMIN\_CONTROLLED\_PARAMETERS = new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP,

TypeAccessEnum.READ, CONTROLLED\_PARAMETERS);

public static final MethodInfo LAB\_USER\_CONTROLLED\_PARAMETERS = new MethodInfo(

AuthorityEnum.USER\_LABORATORY,

TypeAccessEnum.READ, CONTROLLED\_PARAMETERS);

public static final String MANUFACTURERS = API + "/manufacturers";

public static final MethodInfo LAB\_ADMIN\_MANUFACTURERS = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY,

TypeAccessEnum.READ\_WRITE, MANUFACTURERS);

public static final MethodInfo WORK\_ADMIN\_MANUFACTURERS = new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP,

TypeAccessEnum.READ, MANUFACTURERS);

public static final MethodInfo LAB\_USER\_MANUFACTURERS = new MethodInfo(

AuthorityEnum.USER\_LABORATORY,

TypeAccessEnum.READ, MANUFACTURERS);

public static final String MATERIAL\_CATEGORY = API + "/material\_category";

public static final MethodInfo LAB\_ADMIN\_MATERIAL\_CATEGORY = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY,

TypeAccessEnum.READ\_WRITE, MATERIAL\_CATEGORY);

public static final MethodInfo WORK\_ADMIN\_MATERIAL\_CATEGORY = new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP,

TypeAccessEnum.READ, MATERIAL\_CATEGORY);

public static final MethodInfo LAB\_USER\_MATERIAL\_CATEGORY = new MethodInfo(

AuthorityEnum.USER\_LABORATORY,

TypeAccessEnum.READ, MATERIAL\_CATEGORY);

public static final String MATERIAL\_TYPE = API + "/material\_type";

public static final MethodInfo LAB\_ADMIN\_MATERIAL\_TYPE = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY,

TypeAccessEnum.READ\_WRITE, MATERIAL\_TYPE);

public static final MethodInfo WORK\_ADMIN\_MATERIAL\_TYPE = new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP,

TypeAccessEnum.READ, MATERIAL\_TYPE);

public static final MethodInfo LAB\_USER\_MATERIAL\_TYPE = new MethodInfo(

AuthorityEnum.USER\_LABORATORY,

TypeAccessEnum.READ, MATERIAL\_TYPE);

public static final String MATERIAL\_TYPE\_BY\_MATERIAL\_CATEGORY\_ID =

"/by\_material\_category\_id";

public static final MethodInfo LAB\_ADMIN\_MATERIAL\_TYPE\_BY\_MATERIAL\_CATEGORY\_ID =

new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY,TypeAccessEnum.READ,

MATERIAL\_TYPE + MATERIAL\_TYPE\_BY\_MATERIAL\_CATEGORY\_ID );

public static final MethodInfo WORK\_ADMIN\_MATERIAL\_TYPE\_BY\_MATERIAL\_CATEGORY\_ID =

new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP,TypeAccessEnum.READ,

MATERIAL\_TYPE + MATERIAL\_TYPE\_BY\_MATERIAL\_CATEGORY\_ID );

public static final MethodInfo LAB\_USER\_MATERIAL\_TYPE\_BY\_MATERIAL\_CATEGORY\_ID =

new MethodInfo(

AuthorityEnum.USER\_LABORATORY, TypeAccessEnum.READ,

MATERIAL\_TYPE + MATERIAL\_TYPE\_BY\_MATERIAL\_CATEGORY\_ID );

public static final String STORAGE\_LOCATION = API + "/storage\_location";

public static final MethodInfo LAB\_ADMIN\_STORAGE\_LOCATION = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY,TypeAccessEnum.READ\_WRITE,

STORAGE\_LOCATION);

public static final MethodInfo WORK\_ADMIN\_STORAGE\_LOCATION = new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP,TypeAccessEnum.READ,

STORAGE\_LOCATION);

public static final MethodInfo LAB\_USER\_STORAGE\_LOCATION = new MethodInfo(

AuthorityEnum.USER\_LABORATORY,TypeAccessEnum.READ,

STORAGE\_LOCATION);

public static final String STORAGE\_LOCATION\_BY\_MATERIAL\_TYPE\_ID =

"/by\_material\_type\_id";

public static final MethodInfo LAB\_ADMIN\_STORAGE\_LOCATION\_BY\_MATERIAL\_TYPE\_ID =

new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY,TypeAccessEnum.READ,

STORAGE\_LOCATION +STORAGE\_LOCATION\_BY\_MATERIAL\_TYPE\_ID);

public static final MethodInfo WORK\_ADMIN\_STORAGE\_LOCATION\_BY\_MATERIAL\_TYPE\_ID =

new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP,TypeAccessEnum.READ,

STORAGE\_LOCATION +STORAGE\_LOCATION\_BY\_MATERIAL\_TYPE\_ID);

public static final MethodInfo LAB\_USER\_STORAGE\_LOCATION\_BY\_MATERIAL\_TYPE\_ID =

new MethodInfo(

AuthorityEnum.USER\_LABORATORY,TypeAccessEnum.READ,

STORAGE\_LOCATION + STORAGE\_LOCATION\_BY\_MATERIAL\_TYPE\_ID);

public static final String NAME = API + "/name";

public static final MethodInfo LAB\_ADMIN\_NAME = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY, TypeAccessEnum.READ\_WRITE,

NAME);

public static final MethodInfo WORK\_ADMIN\_NAME = new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP,TypeAccessEnum.READ,NAME );

public static final MethodInfo LAB\_USER\_NAME = new MethodInfo(

AuthorityEnum.USER\_LABORATORY,TypeAccessEnum.READ,NAME);

public static final String NAME\_BY\_MATERIAL\_TYPE\_ID = "/by\_material\_type\_id";

public static final MethodInfo LAB\_ADMIN\_NAME\_BY\_MATERIAL\_TYPE\_ID =

new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY,TypeAccessEnum.READ,

NAME + NAME\_BY\_MATERIAL\_TYPE\_ID);

public static final MethodInfo WORK\_ADMIN\_NAME\_BY\_MATERIAL\_TYPE\_ID =

new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP,TypeAccessEnum.READ,

NAME + NAME\_BY\_MATERIAL\_TYPE\_ID);

public static final MethodInfo LAB\_USER\_NAME\_BY\_MATERIAL\_TYPE\_ID =

new MethodInfo(

AuthorityEnum.USER\_LABORATORY,TypeAccessEnum.READ,

NAME + NAME\_BY\_MATERIAL\_TYPE\_ID);

public static final String NAME\_BY\_MANUFACTURER\_TYPE\_ID = "/by\_manufacturer\_id";

public static final MethodInfo LAB\_ADMIN\_NAME\_BY\_MANUFACTURER\_TYPE\_ID =

new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY,TypeAccessEnum.READ,

NAME + NAME\_BY\_MANUFACTURER\_TYPE\_ID );

public static final MethodInfo WORK\_ADMIN\_NAME\_BY\_MANUFACTURER\_TYPE\_ID =

new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP,TypeAccessEnum.READ,

NAME + NAME\_BY\_MANUFACTURER\_TYPE\_ID);

public static final MethodInfo LAB\_USER\_NAME\_BY\_MANUFACTURER\_TYPE\_ID =

new MethodInfo(

AuthorityEnum.USER\_LABORATORY,TypeAccessEnum.READ,

NAME + NAME\_BY\_MANUFACTURER\_TYPE\_ID);

public static final String NAME\_WITH\_PARAMS = "/withparams";

public static final MethodInfo LAB\_ADMIN\_NAME\_WITH\_PARAMS = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY,TypeAccessEnum.READ,

NAME + NAME\_WITH\_PARAMS );

public static final MethodInfo WORK\_ADMIN\_NAME\_WITH\_PARAMS = new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP,TypeAccessEnum.READ,

NAME + NAME\_WITH\_PARAMS);

public static final MethodInfo LAB\_USER\_NAME\_WITH\_PARAMS = new MethodInfo(

AuthorityEnum.USER\_LABORATORY,TypeAccessEnum.READ,

NAME + NAME\_WITH\_PARAMS);

public static final String NORM = API + "/norm";

public static final MethodInfo LAB\_ADMIN\_NORM = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY,TypeAccessEnum.READ\_WRITE,

NORM);

public static final MethodInfo WORK\_ADMIN\_NORM = new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP,TypeAccessEnum.READ,

NORM);

public static final MethodInfo LAB\_USER\_NORM = new MethodInfo(

AuthorityEnum.USER\_LABORATORY,TypeAccessEnum.READ,

NORM);

public static final String NORM\_BY\_MATERIAL\_TYPE\_ID = "/by\_material\_type\_id";

public static final MethodInfo LAB\_ADMIN\_NORM\_BY\_MATERIAL\_TYPE\_ID =

new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY,TypeAccessEnum.READ,

NORM + NORM\_BY\_MATERIAL\_TYPE\_ID);

public static final MethodInfo WORK\_ADMIN\_NORM\_BY\_MATERIAL\_TYPE\_ID =

new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP,TypeAccessEnum.READ,

NORM + NORM\_BY\_MATERIAL\_TYPE\_ID);

public static final MethodInfo LAB\_USER\_NORM\_BY\_MATERIAL\_TYPE\_ID =

new MethodInfo(

AuthorityEnum.USER\_LABORATORY, TypeAccessEnum.READ,

NORM + NORM\_BY\_MATERIAL\_TYPE\_ID);

public static final String MATERIAL\_TYPE\_PARAMETER = API +

"/material\_type\_parameter";

public static final MethodInfo LAB\_ADMIN\_MATERIAL\_TYPE\_PARAMETER =

new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY,TypeAccessEnum.READ\_WRITE,

MATERIAL\_TYPE\_PARAMETER);

public static final MethodInfo WORK\_ADMIN\_MATERIAL\_TYPE\_PARAMETER =

new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP,

TypeAccessEnum.READ,MATERIAL\_TYPE\_PARAMETER);

public static final MethodInfo LAB\_USER\_MATERIAL\_TYPE\_PARAMETER = new MethodInfo(

AuthorityEnum.USER\_LABORATORY,TypeAccessEnum.READ,

MATERIAL\_TYPE\_PARAMETER);

public static final String MATERIAL\_TYPE\_PARAMETER\_BY\_MATERIAL\_TYPE\_ID =

"/by\_material\_type\_id";

public static final MethodInfo

LAB\_ADMIN\_MATERIAL\_TYPE\_PARAMETER\_BY\_MATERIAL\_TYPE\_ID = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY,TypeAccessEnum.READ,

MATERIAL\_TYPE\_PARAMETER + MATERIAL\_TYPE\_PARAMETER\_BY\_MATERIAL\_TYPE\_ID);

public static final MethodInfo

WORK\_ADMIN\_MATERIAL\_TYPE\_PARAMETER\_BY\_MATERIAL\_TYPE\_ID = new MethodInfo(

AuthorityEnum.ADMIN\_WORKSHOP, TypeAccessEnum.READ,

MATERIAL\_TYPE\_PARAMETER + MATERIAL\_TYPE\_PARAMETER\_BY\_MATERIAL\_TYPE\_ID );

public static final MethodInfo

LAB\_USER\_MATERIAL\_TYPE\_PARAMETER\_BY\_MATERIAL\_TYPE\_ID = new MethodInfo(

AuthorityEnum.USER\_LABORATORY, TypeAccessEnum.READ,

MATERIAL\_TYPE\_PARAMETER + MATERIAL\_TYPE\_PARAMETER\_BY\_MATERIAL\_TYPE\_ID );

public static final String ALL = "/all";

public static final MethodInfo LAB\_USER\_CONTROLLED\_PARAMETERS\_ALL =

new MethodInfo(

AuthorityEnum.USER\_LABORATORY, TypeAccessEnum.READ,

CONTROLLED\_PARAMETERS + ALL);

public static final MethodInfo LAB\_USER\_MANUFACTURERS\_ALL = new MethodInfo(

AuthorityEnum.USER\_LABORATORY, TypeAccessEnum.READ, MANUFACTURERS + ALL );

public static final MethodInfo LAB\_USER\_MATERIAL\_CATEGORY\_ALL = new MethodInfo(

AuthorityEnum.USER\_LABORATORY, TypeAccessEnum.READ,

MATERIAL\_CATEGORY + ALL);

public static final MethodInfo LAB\_USER\_MATERIAL\_TYPE\_ALL = new MethodInfo(

AuthorityEnum.USER\_LABORATORY, TypeAccessEnum.READ,

MATERIAL\_TYPE + ALL );

public static final MethodInfo LAB\_USER\_STORAGE\_LOCATION\_ALL = new MethodInfo(

AuthorityEnum.USER\_LABORATORY, TypeAccessEnum.READ,

STORAGE\_LOCATION + ALL );

public static final MethodInfo LAB\_USER\_NAME\_ALL = new MethodInfo(

AuthorityEnum.USER\_LABORATORY, TypeAccessEnum.READ, NAME + ALL );

public static final MethodInfo LAB\_USER\_NORM\_ALL = new MethodInfo(

AuthorityEnum.USER\_LABORATORY, TypeAccessEnum.READ, NORM + ALL );

public static final MethodInfo LAB\_USER\_MATERIAL\_TYPE\_PARAMETER\_ALL =

new MethodInfo(

AuthorityEnum.USER\_LABORATORY, TypeAccessEnum.READ,

MATERIAL\_TYPE\_PARAMETER + ALL );

public static final MethodInfo LAB\_ADMIN\_CONTROLLED\_PARAMETERS\_ALL =

new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY, TypeAccessEnum.READ,

CONTROLLED\_PARAMETERS + ALL );

public static final MethodInfo LAB\_ADMIN\_MANUFACTURERS\_ALL = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY, TypeAccessEnum.READ, MANUFACTURERS + ALL);

public static final MethodInfo LAB\_ADMIN\_MATERIAL\_CATEGORY\_ALL = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY, TypeAccessEnum.READ,

MATERIAL\_CATEGORY + ALL );

public static final MethodInfo LAB\_ADMIN\_MATERIAL\_TYPE\_ALL = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY, TypeAccessEnum.READ, MATERIAL\_TYPE + ALL);

public static final MethodInfo LAB\_ADMIN\_STORAGE\_LOCATION\_ALL = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY, TypeAccessEnum.READ,

STORAGE\_LOCATION + ALL);

public static final MethodInfo LAB\_ADMIN\_NAME\_ALL = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY, TypeAccessEnum.READ, NAME + ALL);

public static final MethodInfo LAB\_ADMIN\_NORM\_ALL = new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY, TypeAccessEnum.READ, NORM + ALL);

public static final MethodInfo LAB\_ADMIN\_MATERIAL\_TYPE\_PARAMETER\_ALL =

new MethodInfo(

AuthorityEnum.ADMIN\_LABORATORY, TypeAccessEnum.READ,

MATERIAL\_TYPE\_PARAMETER + ALL);

}

1. **SecurityInterceptor**

public class SecurityInterceptor extends HandlerInterceptorAdapter {

@Autowired

private EmployesClient employesClient;

TypeAccessEnum getTypeAccess(String method){

switch (method){

case "GET" :

return TypeAccessEnum.READ;

case "POST":case "PATCH":case "PUT":case "DELETE":

return TypeAccessEnum.READ\_WRITE;

}

throw new InvalidParametersException("getTypeAccess(String method)");

}

@Override

public boolean preHandle(HttpServletRequest request, HttpServletResponse response, Object handler) throws Exception {

String uri = request.getRequestURI();

if(uri.endsWith("/"))uri = uri.substring(0, uri.length()-1);

if(uri.equals("/error"))return false;

String method = request.getMethod();

TypeAccessEnum typeAccessEnum = getTypeAccess(method);

CheckTokenAnswerDTO checkTokenAnswerDTO = employesClient.checkToken(request.getHeader("ticket"));

String authority = checkTokenAnswerDTO.getAuthorities().get(0);

Field[] fields = Constants.class.getDeclaredFields();

for (Field field: fields) {

if(field.getType() == Constants.MethodInfo.class){

Constants.MethodInfo methodInfo =

(Constants.MethodInfo)field.get(null);

if (methodInfo.getMethoduri().equals(uri)){

if(typeAccessEnum.ordinal() >=

methodInfo.getTypeAccess().ordinal()){

if (methodInfo.getAutority().toString().equals(authority)){

return true;

}

}

}

}

}

throw new ForbiddenFeignException("403");

}

}

# ПРИЛOЖЕНИЕ В

**Сервис «Входной контроль»**

1. **final-product-dev.yaml – настройка справочного сервиса сырья**

spring:

profiles:

active: dev

datasource:

username: postgres

password: root

url: jdbc:postgresql://localhost:5432/pa-incoming-control-db

jpa:

database: POSTGRESQL

show-sql: true

liquibase:

changeLog: classpath:/db/changelog/db.changelog-master.xml

url: ${spring.datasource.url}

user: ${spring.datasource.username}

password: ${spring.datasource.password}

server:

servlet:

session:

cookie:

secure: false

http-only: false

port: 8082

1. **SQL-запросы на создание таблиц базы данных**

CREATE TABLE material (

id bigint PRIMARY KEY GENERATED BY DEFAULT AS IDENTITY,

names\_id bigint NOT NULL ,

manufacturer\_id bigint NOT NULL ,

material\_type\_id bigint NOT NULL ,

employee\_id uuid NOT NULL ,

storage\_location\_id bigint NOT NULL ,

condition bigint NOT NULL ,

batch\_manufacturer\_number varchar(40) NOT NULL ,

quality\_certificate\_number varchar(50) NOT NULL ,

manufacture\_date date NOT NULL ,

shelf\_life integer ,

receipt\_date date NOT NULL ,

count\_material decimal NOT NULL ,

car\_number varchar(15) ,

accompanying\_document\_number varchar(30) );

CREATE TABLE qualitative\_parameters (

id bigint PRIMARY KEY GENERATED BY DEFAULT AS IDENTITY,

material\_id bigint NOT NULL ,

parameter\_value varchar(30) NOT NULL ,

parameter\_id integer );

CREATE TABLE quantitative\_parameters (

id bigint PRIMARY KEY GENERATED BY DEFAULT AS IDENTITY,

material\_id bigint NOT NULL ,

parameter\_value decimal NOT NULL ,

parameter\_id bigint );

CREATE TABLE conclusion (

id bigint PRIMARY KEY GENERATED BY DEFAULT AS IDENTITY,

reason smallint NOT NULL ,

material\_id bigint UNIQUE );

ALTER TABLE conclusion

ADD CONSTRAINT fk\_conclusion\_material

FOREIGN KEY ( material\_id )

REFERENCES material( id ) ON DELETE CASCADE ON UPDATE CASCADE;

ALTER TABLE qualitative\_parameters

ADD CONSTRAINT fk\_qualitative\_parameters\_material

FOREIGN KEY ( material\_id )

REFERENCES material( id ) ON DELETE CASCADE ON UPDATE CASCADE;

ALTER TABLE quantitative\_parameters

ADD CONSTRAINT fk\_quantitative\_parameters

FOREIGN KEY ( material\_id )

REFERENCES material( id ) ON DELETE CASCADE ON UPDATE CASCADE;

1. **Сущность Сырье (Material)**

@Data

@Entity

@Table(name = "material")

public class Material {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(name="accompanying\_document\_number")

private String accompanyingDocumentNumber;

@Column(name="car\_number")

private String carNumber;

@Column(name="count\_material")

private BigDecimal countMaterial;

@Column(name="receipt\_date")

private LocalDate receiptDate;

@Column(name = "shelf\_life")

private Integer shelfLife;

@Column(name="manufacture\_date")

private LocalDate manufactureDate;

@Column(name = "quality\_certificate\_number")

private String qualityCertificateNumber;

@Column(name = "batch\_manufacturer\_number")

private String batchManufacturerNumber;

@Enumerated(EnumType.ORDINAL)

@Column(name = "condition")

private ConditionEnum conditionEnum;

@Column(name="storage\_location\_id")

private Long storageLocationId;

@Column(name="employee\_id")

private UUID employeeId;

@Column(name="names\_id")

private Long namesId;

@Column(name = "manufacturer\_id")

private Long manufacturerId;

@Column(name = "material\_type\_id")

private Long materialTypeId;

@OneToOne(mappedBy = "material")

private Conclusion conclusion;

@Cascade(value = org.hibernate.annotations.CascadeType.ALL)

@OneToMany(mappedBy = "material")

private List<QualitativeParameter> qualitativeParameters;

@Cascade(value = org.hibernate.annotations.CascadeType.ALL)

@OneToMany(mappedBy = "material")

private List<QuantitativeParameter> quantitativeParameters;

}

1. **Сущность Заключение (Conclusion)**

@Data

@Entity

@Table(name = "conclusion")

public class Conclusion {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@OneToOne

@JoinColumn(name = "material\_id")

private Material material;

@Enumerated(EnumType.ORDINAL)

@Column(name = "reason")

private ReasonEnum reason;

}

1. **Сущность Качественный параметер (QualitativeParameter)**

@Data

@Entity

@Table(name = "qualitative\_parameters")

public class QualitativeParameter {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(name="parameter\_value")

private String parameterValue;

@ManyToOne

@JoinColumn(name = "material\_id", referencedColumnName = "id")

private Material material;

@Column(name="parameter\_id")

private Long parameterId;

}

1. **Сущность Количественный парамер (QuantitativeParameter)**

@Data

@Entity

@Table(name = "quantitative\_parameters")

public class QuantitativeParameter {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(name="parameter\_value")

private BigDecimal parameterValue;

@ManyToOne

@JoinColumn(name = "material\_id", referencedColumnName = "id")

private Material material;

@Column(name="parameter\_id")

private Long parameterId;

}

# ПРИЛOЖЕНИЕ Г

**Сервис «Цех»**

1. **final-product-dev.yaml – настройка справочного сервиса сырья**

spring:

profiles:

active: dev

datasource:

username: postgres

password: root

url: jdbc:postgresql://localhost:5432/pa-final-product-db

jpa:

database: POSTGRESQL

show-sql: true

liquibase:

changeLog: classpath:/db/changelog/db.changelog-master.xml

url: ${spring.datasource.url}

user: ${spring.datasource.username}

password: ${spring.datasource.password}

server:

servlet:

session:

cookie:

secure: false

http-only: false

port: 8085

1. **SQL-запросы на создание таблиц базы данных**

CREATE TABLE additional\_material (

id bigint PRIMARY KEY GENERATED BY DEFAULT AS IDENTITY,

incoming\_control\_id integer NOT NULL,

remains decimal NOT NULL );

CREATE TABLE final\_product (

id bigint PRIMARY KEY GENERATED BY DEFAULT AS IDENTITY,

product\_name\_id integer NOT NULL,

employee\_master\_id uuid NOT NULL,

employee\_tech\_id uuid NOT NULL,

product\_state integer NOT NULL,

change integer NOT NULL,

production\_date date NOT NULL,

product\_comment varchar(50),

all\_weigth decimal NOT NULL );

CREATE TABLE final\_product\_packaging (

id bigint PRIMARY KEY GENERATED BY DEFAULT AS IDENTITY,

final\_product\_id bigint NOT NULL,

packing\_id bigint NOT NULL,

box\_count integer NOT NULL );

CREATE TABLE main\_material (

id bigint NOT NULL PRIMARY KEY GENERATED BY DEFAULT AS IDENTITY,

incoming\_control\_id integer NOT NULL,

leftover decimal NOT NULL );

CREATE TABLE material\_tab (

id bigint PRIMARY KEY GENERATED BY DEFAULT AS IDENTITY,

final\_product\_id bigint NOT NULL,

note varchar(100) );

CREATE TABLE sanitary\_waste (

id bigint PRIMARY KEY GENERATED BY DEFAULT AS IDENTITY,

final\_product\_id bigint NOT NULL UNIQUE,

all\_weigth decimal NOT NULL );

CREATE TABLE specific\_packaging\_components (

id bigint PRIMARY KEY GENERATED BY DEFAULT AS IDENTITY,

additional\_materials\_id integer NOT NULL,

final\_product\_packing\_id integer NOT NULL,

expenditure decimal NOT NULL

CREATE TABLE tab\_ingredients (

id bigint PRIMARY KEY GENERATED BY DEFAULT AS IDENTITY,

material\_tab\_id bigint NOT NULL,

expenditure decimal NOT NULL );

CREATE TABLE material\_ingredients\_tabs (

tab\_ingredients\_id bigint NOT NULL,

main\_material\_id integer NOT NULL,

PRIMARY KEY ( tab\_ingredients\_id, main\_material\_id ) );

ALTER TABLE final\_product\_packaging ADD CONSTRAINT fk\_final\_product\_packaging

FOREIGN KEY ( final\_product\_id )

REFERENCES final\_product( id ) ON DELETE CASCADE ON UPDATE CASCADE;

ALTER TABLE material\_ingredients\_tabs ADD CONSTRAINT fk\_material\_ingredients\_tabs

FOREIGN KEY ( main\_material\_id )

REFERENCES main\_material( id ) ON DELETE CASCADE ON UPDATE CASCADE;

ALTER TABLE material\_ingredients\_tabs

ADD CONSTRAINT fk\_material\_ingredients\_tabs\_material\_tab

FOREIGN KEY ( tab\_ingredients\_id )

REFERENCES tab\_ingredients( id ) ON DELETE CASCADE ON UPDATE CASCADE;

ALTER TABLE material\_tab ADD CONSTRAINT fk\_material\_tab\_final\_product

FOREIGN KEY ( final\_product\_id )

REFERENCES final\_product( id ) ON DELETE CASCADE ON UPDATE CASCADE;

ALTER TABLE sanitary\_waste ADD CONSTRAINT fk\_sanitary\_marriage

FOREIGN KEY ( final\_product\_id )

REFERENCES final\_product( id ) ON DELETE SET NULL ON UPDATE CASCADE;

ALTER TABLE specific\_packaging\_components

ADD CONSTRAINT fk\_specific\_packaging\_components\_matreials

FOREIGN KEY ( additional\_materials\_id )

REFERENCES additional\_material( id ) ON DELETE CASCADE ON UPDATE CASCADE;

ALTER TABLE specific\_packaging\_components

ADD CONSTRAINT fk\_specific\_packaging\_components\_packing

FOREIGN KEY ( final\_product\_packing\_id )

REFERENCES final\_product\_packaging( id ) ON DELETE CASCADE ON UPDATE CASCADE;

ALTER TABLE tab\_ingredients ADD CONSTRAINT fk\_tab\_ingredients

FOREIGN KEY ( material\_tab\_id )

REFERENCES material\_tab( id ) ON DELETE CASCADE ON UPDATE CASCADE;

1. **Сущность Вспомогательные материалы (AdditionalMaterial)**

@Data

@Entity

@Table(name = "additional\_material")

public class AdditionalMaterial {

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Id private Long id;

@Column(name = "incoming\_control\_id")

private Long incomingControlId;

@Column(name = "remains")

private Double remains;

}

1. **Сущность Готовый продукт (FinalProduct)**

@Data

@Entity

@Table(name = "final\_product")

public class FinalProduct {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(name = "product\_state")

private ProductStateEnum state;

@Column(name = "change")

private Integer change;

@Column(name = "production\_date")

private LocalDate productionDate;

@Column(name = "product\_comment")

private String productComment;

@Column(name = "all\_weigth")

private Double allWeight;

@Column(name = "employee\_master\_id")

private UUID employeeMasterId;

@Column(name = "employee\_tech\_id")

private UUID employeeTechId;

@Column(name = "product\_name\_id")

private Long productNameId;

@OneToMany(mappedBy = "finalProduct")

private List<FinalProductPackaging> packagings;

@OneToOne(mappedBy = "finalProduct")

private SanitaryWaste sanitaryWaste;

@OneToMany(mappedBy = "finalProduct")

private List<MaterialTab> materialTabs;

}

1. **Сущность Упаковка готового продукта (FinalProductPackaging)**

@Data

@Entity

@Table(name = "final\_product\_packaging")

public class FinalProductPackaging {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(name = "packing\_id")

private Long packingId;

@Column(name = "box\_count")

private Integer boxCount;

@ManyToOne

@JoinColumn(name = "final\_product\_id", referencedColumnName = "id")

private FinalProduct finalProduct;

}

1. **Сущность Основные материалы (MainMaterial)**

@Data

@Entity

@Table(name = "main\_material")

public class MainMaterial {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(name = "incoming\_control\_id")

private Long incomingControlId;

@Column(name = "leftover")

private Double remains;

@ManyToMany(mappedBy = "mainMaterials")

private List<TabIngredient> tabIngredients;

}

1. **Сущность Основные ингредиенты закладки (MaterialIngredientTab)**

@Data

@Entity

@Table(name = "material\_ingredients\_tabs")

public class MaterialIngredientTab {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@ManyToOne

@JoinColumn(name = "tab\_ingredients\_id", referencedColumnName = "id")

private TabIngredient tabIngredients;

@ManyToOne

@JoinColumn(name = "main\_material\_id", referencedColumnName = "id")

private MainMaterial mainMaterial;

}

1. **Сущность Закладка (MaterialTab)**

@Data

@Entity

@Table(name = "material\_tab")

public class MaterialTab {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(name = "note")

private String note;

@ManyToOne

@JoinColumn(name = "final\_product\_id", referencedColumnName = "id")

private FinalProduct finalProduct;

@Cascade(org.hibernate.annotations.CascadeType.ALL)

@OneToMany(mappedBy = "materialTab")

private List<TabIngredient> tabIngredients;

}

1. **Сущность Санитарный брак (SanitaryWaste)**

@Data

@Entity

@Table(name = "sanitary\_waste")

public class SanitaryWaste {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@Column(name = "all\_weigth")

private Double weigth;

@OneToOne

@JoinColumn(name = "final\_product\_id", referencedColumnName = "id")

private FinalProduct finalProduct;

}

1. **Сущность Состав конкретной упаковки (SpecificPackagingComponent)**

@Data

@Entity

@Table(name = "specific\_packaging\_components")

public class SpecificPackagingComponent {

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Id private Long id;

@Column(name = "expenditure")

private Double expenditure;

@ManyToOne

@JoinColumn(name = "additional\_materials\_id", referencedColumnName = "id")

private AdditionalMaterial additionalMaterial;

@ManyToOne

@JoinColumn(name = "final\_product\_packing\_id", referencedColumnName = "id")

private FinalProductPackaging finalProductPackaging;

}

1. **Сущность Ингредиенты закладки (TabIngredient)**

@Data

@Entity

@Table(name = "tab\_ingredients")

public class TabIngredient {

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Id private Long id;

@Column(name = "expenditure")

private Double expenditure;

@ManyToOne

@JoinColumn(name = "material\_tab\_id", referencedColumnName = "id")

private MaterialTab materialTab;

@ManyToMany

@Cascade(org.hibernate.annotations.CascadeType.SAVE\_UPDATE)

@JoinTable(name = "material\_ingredients\_tabs",

joinColumns = @JoinColumn(name ="tab\_ingredients\_id"),

inverseJoinColumns = @JoinColumn(name ="main\_material\_id"))

private List<MainMaterial> mainMaterials;

}

1. **CrudService**

public interface CrudService<E, DR, DC, I> {

E findById(I id);

I save(E entity);

void update(E entity);

List<E> readAll();

DR findByIdDTO(I id);

List<DR> readAllDTO();

I saveDTO(DC dto);

void updateDTO(DC dto);

Boolean isExist(I id);

void delete(I id);

}

1. **AbstractService**

@RequiredArgsConstructor

public abstract class AbstractService <E, I, R extends JpaRepository<E, I>, DR, DC, M extends GenericMapper<DR, DC, E>>

implements CrudService<E, DR, DC, I> {

private final R repository;

private final M mapper;

@Override

public Boolean isExist(I id) {

if(id == null) throw new InvalidParametersException("id");

return repository.existsById(id);

}

@Override

public void delete(I id) {

if (id == null)throw new InvalidParametersException("id");

E entity = findById(id);

repository.delete(entity);

}

@Override

public E findById(I id) {

if(id == null)throw new InvalidParametersException("id");

return repository.findById(id).orElseThrow(

() -> new ResourceNotFoundException("id"));

}

@Override

public DR findByIdDTO(I id) {

if(id == null)throw new InvalidParametersException("id");

return mapper.toReadDto(findById(id));

}

@Override

public List<E> readAll() { return repository.findAll(); }

@Override

public List<DR> readAllDTO() { return mapper.toReadDtos(readAll()); }

}

1. **GenericMapper**

public interface GenericMapper<DR, DC, E> {

DR toReadDto(E entity);

List<DR> toReadDtos(List<E> entities);

E toReadEntity(DR dto);

List<E> toReadEntities(List<DR> dtos);

DC toCreateDto(E entity);

List<DC> toCreateDtos(List<E> entities);

E toCreateEntity(DC dto);

List<E> toCreateEntities(List<DC> dtos);

@BeanMapping(nullValuePropertyMappingStrategy = IGNORE)

void updateFromCreateDto(DC d, @MappingTarget E e);

}

1. **ProductDirectoryClient**

@FeignClient(name = "product-directory", configuration = FeignConfiguration.class)

public interface ProductDirectoryClient {

@GetMapping(value = "/api/v1/line")

LineDTO getLine(@RequestHeader("ticket") String ticket, @RequestParam Long id);

@GetMapping(value = "/api/v1/product\_name")

ProductNameDTO getProductName(@RequestHeader("ticket") String ticket, @RequestParam Long id);

@GetMapping(value = "/api/v1/packing/by\_product\_name\_id")

List<PackagingDTO> getPackagingByProductNameId(@RequestHeader("ticket") String ticket, @RequestParam Long id);

@GetMapping(value = "/api/v1/packing")

PackagingDTO getPackaging(@RequestHeader("ticket") String ticket, @RequestParam Long id);

}

1. **Клиентские объекты передачи данных**

@Data

public class LineDTO {

private Long id;

private String name;

}

@Data

public class PackagingDTO {

private Long id;

private String name;

private String productCode;

private Double packWeight;

private Integer countPacksInBox;

}

@Data

public class ProductNameDTO {

private Long id;

private LineDTO line;

private String name;

private String description;

}

@Data

public class UserDTO {

private UUID id;

private String firstName;

private String secondName;

private String patronymic;

}

1. **FinalProductController**

@RestController @RequestMapping(Constants.PRODUCT)

@RequiredArgsConstructor

public class FinalProductController {

private final FinalProductService finalProductService;

private final EmployeesClient employeesClient;

private final ProductDirectoryClient productDirectoryClient;

@PostMapping

public Long create(@RequestBody FinalProductCreateDto dto) {

return finalProductService.saveDTO(dto); }

@GetMapping(Constants.ALL)

public List<FullFinalProductReadDto> readAllFullDtos(@RequestHeader("ticket")

String ticket){

List<FullFinalProductReadDto> fullFinalProductReadDtos =

finalProductService.findAllFullReadDto();

fullFinalProductReadDtos.forEach(f -> fillDTO(f, ticket));

return fullFinalProductReadDtos;

}

@GetMapping(Constants.TECH)

public List<FullFinalProductReadDto> readAllFullDtos(@RequestHeader("ticket")

String ticket, UUID techID){

List<FullFinalProductReadDto> fullFinalProductReadDtos =

finalProductService.findAllFullReadDtoByTech();

fullFinalProductReadDtos.forEach(f -> fillDTO(f, ticket));

return fullFinalProductReadDtos;

}

@GetMapping(Constants.MASTER)

public List<FullFinalProductReadDto> readAllFullDtos(@RequestHeader("ticket")

String ticket, UUID masterID){

List<FullFinalProductReadDto> fullFinalProductReadDtos =

finalProductService.findAllFullReadDtoByMaster();

fullFinalProductReadDtos.forEach(f -> fillDTO(f, ticket));

return fullFinalProductReadDtos;

}

private FullFinalProductReadDto fillDTO(

FullFinalProductReadDto fullFinalProductReadDto, String ticket){

fullFinalProductReadDto.setMaster(

employeesClient.findUserById(

fullFinalProductReadDto.getMaster().getId(), "Bearer " +

ticket

)

);

fullFinalProductReadDto.setTech(

employeesClient.findUserById(

fullFinalProductReadDto.getTech().getId(), "Bearer " + ticket

)

);

fullFinalProductReadDto.setProductName(

productDirectoryClient.getProductName(

ticket, fullFinalProductReadDto.getProductName().getId()

)

);

return fullFinalProductReadDto;

}

}

# ПРИЛOЖЕНИЕ Д

**Серис «Справочник продукта»**

1. **product-directory-dev.yaml – настройка справочного сервиса продукции**

spring:

profiles:

active: dev

datasource:

username: postgres

password: root

url: jdbc:postgresql://localhost:5432/pa-product-directory-db

jpa:

database: POSTGRESQL

show-sql: true

liquibase:

changeLog: classpath:/db/changelog/db.changelog-master.xml

url: ${spring.datasource.url}

user: ${spring.datasource.username}

password: ${spring.datasource.password}

# drop-first: true

server:

servlet:

session:

cookie:

secure: false

http-only: false

port: 8084

# ПРИЛOЖЕНИЕ Е

**Основные запросы к системе**

1. **Результат запроса на получение данных о сырье**

[

{

"id": 3,

"accompanyingDocumentNumber": "555",

"carNumber": "к028му127",

"countMaterial": 555.5,

"receiptDate": "2020-06-10",

"shelfLife": 12,

"manufactureDate": "2020-05-28",

"qualityCertificateNumber": "324-01б/к",

"batchManufacturerNumber": "67",

"conditionEnum": "ACCEPTED",

"name": {

"id": 8,

"name": "Вишня садовая",

"nameOneC": "В-15"

},

"manufacturer": {

"id": 3,

"name": "ОАО АРОМАВКУС"

},

"materialType": {

"id": 5,

"name": "Ароматизаторы",

"measure": "кг",

"materialCategory": {

"id": 1,

"name": "Основное сырье"

}

},

"storageLocation": {

"id": 1,

"name": "Склад цеха №2"

},

"employee": {

"id": "4985da53-56f8-4e25-a030-2fde8b3e49f7",

"firstName": "Оксана",

"secondName": "Браткова",

"patronymic": "Константиновна"

},

"conclusion": null,

"qualitativeParameters": [

{

"id": 3,

"parameterValue": "Свойственный",

"parameter": {

"id": 6,

"controlledParameter": {

"id": 3, "name": "Вкус",

"type": "QUALITATIVE"

},

"sourceEnum": "CERTIFICATE",

"norm": null

}

}

],

"quantitativeParameters": [

{

"id": 3,

"parameterValue": 0.6,

"parameter": {

"id": 7,

"controlledParameter": {

"id": 4, "name": "Влажность",

"type": "QUANTITATIVE"

},

"sourceEnum": "CERTIFICATE",

"norm": null

}

}

]

}

]